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1 Preface

The IT infrastructure of today's companies as the heart and engine of the business must meet the requirements of
the digital age. At the same time, it has to cope with increased amounts of data as well as with stricter requirements
from the environment, e.g. compliance requirements. It must also be possible to integrate additional applications at
short notice. And all this under the aspect of guaranteed security.

Thus, essential requirements for a modern IT infrastructure consist of, among others

® Flexibility and almost limitless scalability also for future requirements

® high robustness with highest availability

® absolute safety in all respects

® Adaptability to individual needs

® (Causing low costs

To meet these challenges, Fujitsu offers an extensive portfolio of innovative enterprise hardware, software, and
support services within the environment of our enterprise mainframe platforms, and is therefore your

® Reliable service provider, giving you longterm, flexible, and innovative support in running your company’s
mainframe-based core applications
® I|deal partner for working together to meet the requirements of digital transformation

® |ongterm partner, by reason of continuous adjustment of modern interfaces required by a modern IT landscape
with all its requirements.

With openUTM, Fujitsu provides you a thoroughly tried-and-tested solution from the middleware area.

openUTM is a high-end platform for transaction processing that offers a runtime environment that meets all these
requirements of modern, business-critical applications, because openUTM combines all the standards and
advantages of transaction monitor middleware platforms and message queuing systems:

® consistency of data and processing
® high availability of the applications

® high throughput even when there are large numbers of users (i.e. highly scalable)

* flexibility as regards changes to and adaptation of the IT system

A UTM application on Unix, Linux and Windows systems can be run as a standalone UTM application or
sumultanously on several different computers as a UTM cluster application.

openUTM forms part of the comprehensive openSEAS offering. In conjunction with the Oracle Fusion middleware,
openSEAS delivers all the functions required for application innovation and modern application development.
Innovative products use the sophisticated technology of openUTM in the context of the openSEAS product offering:

® BeanConnect is an adapter that conforms to the Java EE Connector Architecture (JCA) and supports
standardized connection of UTM applications to Java EE application servers. This makes it possible to integrate
tried-and-tested legacy applications in new business processes.

® Existing UTM applications can be migrated to the Web without modification. The UTM-HTTP interface and the
WebTransactions product, are two openSEAS alternatives that allows proven host applications to be used
flexibly in new business processes and modern application scenarios.
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The products BeanConnect and WebTransactions are briefly presented in the performance overview.

There are separate manuals for these products.

Wherever the term Linux system or Linux platform is used in the following, then this should be understood
to mean a Linux distribution such as SUSE or Red Hat.

Wherever the term Windows system or Windows platform is in the following, this should be understood to
mean all the variants of Windows under which openUTM runs.

Wherever the term Unix system or Unix platform is used in the following, then this should be understood
to mean a Unix-based operating system such as Solaris or HP-UX.

13



1.1 Summary of contents and target group

The openUTM manual “Generating Applications” is designed for use by application planners and developers as well
as operators of UTM applications.

This manual describes how to define the configuration for a UTM application using the UTM tool KDCDEF and how
to create the KDCFILE. Chapter 5 also goes into more detail about the generation of selected objects and functions
of the application.

Additional topics include the dynamic configuration of an application and the updating of the KDCFILE using the tool
KDCUPD.

To understand this manual you will need to be familiar with the operating system.

14



1.2 Summary of contents of the openUTM documentation

This section provides an overview of the manuals in the openUTM suite and of the various related products.
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1.2.1 openUTM documentation

The openUTM documentation consists of manuals, the online help for the graphical administration workstation
openUTM WinAdmin and the graphical administration tool WebAdmin as well as release notes.

There are manuals and release notes that are valid for all platforms, as well as manuals and release notes that are
valid for BS2000 systems and for Unix, Linux and Windows systems.

All the manuals are available on the internet at https://bs2manuals.ts.fujitsu.com. For the BS2000 platform, you will
also find the manuals on the Softbook DVD.

The following sections provide a task-oriented overview of the openUTM V7.0 documentation.

You will find a complete list of documentation for openUTM in the chapter on related publications at the back of the
manual.

Introduction and overview

The Concepts and Functions manual gives a coherent overview of the essential functions, features and areas of
application of openUTM. It contains all the information required to plan a UTM operation and to design a UTM
application. The manual explains what openUTM is, how it is used, and how it is integrated in the BS2000, Unix,
Linux and Windows based platforms.

Programming

® You will require the Programming Applications with KDCS for COBOL, C and C++ manual to create server
applications via the KDCS interface or UTM-HTTP programming interface. This manual describes the KDCS
interface as used for COBOL, C and C++. This interface provides the basic functions of the universal transaction
monitor, as well as the calls for distributed processing. The manual also describes interaction with databases.
The UTM-HTTP programming interface provides functions that may be used for communication with HTTP
clients.

® You will require the Creating Applications with X/Open Interfaces manual if you want to use the X/Open
interface. This manual contains descriptions of the openUTM-specific extensions to the X/Open program
interfaces TX, CPI-C and XATMI as well as notes on configuring and operating UTM applications which use X
/Open interfaces. In addition, you will require the X/Open-CAE specification for the corresponding X/Open
interface.

® If you want to interchange data on the basis of XML, you will need the document entitled openUTM XML for
openUTM. This describes the C and COBOL calls required to work with XML documents.

® For BS2000 systems there is supplementary documentation on the programming languages Assembler, Fortran,
Pascal-XT and PL/1.

Configuration

The Generating Applications manual is available to you for defining configurations. This describes for both
standalone UTM applications and UTM cluster applications on Unix, Linux and Windows systems how to use the
UTM tool KDCDEF to

® define the configuration

® generate the KDCFILE

® and generate the UTM cluster files for UTM cluster applications

16
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In addition, it also shows you how to transfer important administration and user data to a new KDCFILE using the
KDCUPD tool. You do this, for example, when moving to a new openUTM version or after changes have been
made to the configuration. In the case of UTM cluster applications, it also indicates how you can use the KDCUPD
tool to transfer this data to the new UTM cluster files.

Linking, starting and using UTM applications

In order to be able to use UTM applications, you will need the Using UTM Applications manual for the relevant
operating system (BS2000 or Unix, Linux and Windows systems). This describes how to link and start a UTM
application program, how to sign on and off to and from a UTM application and how to replace application programs
dynamically and in a structured manner. It also contains the UTM commands that are available to the terminal user.
Additionally, those issues are described in detail that need to be considered when operating UTM cluster
applications.

Administering applications and changing configurations dynamically

® The Administering Applications manual describes the program interface for administration and the UTM
administration commands. It provides information on how to create your own administration programs for
operating a standalone UTM application or a UTM cluster application and on the facilities for administering
several different applications centrally. It also describes how to administer message queues and printers using
the KDCS calls DADM and PADM.

® If you are using the graphical administration workstation openUTM WinAdmin or the Web application openUTM
WebAdmin, which provides comparable functionality, then the following documentation is available to you:

® Adescription of WinAdmin and description of WebAdmin, which provide a comprehensive overview of the
functional scope and handling of WinAdmin/WebAdmin.

® The respective online help systems, which provide context-sensitive help information on all dialog boxes and
associated parameters offered by the graphical user interface. In addition, it also tells you how to configure
WinAdmin or WebAdmin in order to administer standalone UTM applications and UTM cluster applications.

For detailed information on the integration of openUTM WebAdmin in SE Server's SE Manager, see
the SE Server manual Operation and Administration.

Testing and diagnosing errors

You will also require the Messages, Debugging and Diagnostics manuals (there are separate manuals for Unix,
Linux and Windows systems and for BS2000 systems) to carry out the tasks mentioned above. These manuals
describe how to debug a UTM application, the contents and evaluation of a UTM dump, the openUTM message
system, and also lists all messages and return codes output by openUTM.

Creating openUTM clients

The following manuals are available to you if you want to create client applications for communication with UTM
applications:

® The openUTM-Client for the UPIC Carrier System describes the creation and operation of client applications
based on UPIC. It indicates what needs to be taken into account when programming a CPI-C application and
what restrictions apply compared with the X/Open CPI-C interface.
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® The openUTM-Client for the OpenCPIC Carrier System manual describes how to install and configure
OpenCPIC and configure an OpenCPIC application. It indicates what needs to be taken into account when
programming a CPI-C application and what restrictions apply compared with the X/Open CPI-C interface.

® The documentation for the product openUTM-JConnect shipped with BeanConnect consists of the manual and
a Java documentation with a description of the Java classes.

® The BizXML2Cobol manual describes how you can extend existing COBOL programs of a UTM application in
such a way that they can be used as an XML-based standard Web service. How to work with the graphical user
interface is described in the online help system.

® You can also use the software product WS4UTM (WebServices for openUTM) to provide services of UTM
applications as Web services. To do this, you need the Web Services for openUTM manual. Working with the
graphical user interface is described in the corresponding online help system.

Communicating with the IBM world

If you want to communicate with IBM transaction systems, then you will also require the manual Distributed
Transaction Processing between openUTM and CICS, IMS and LUG6.2 Applications. This describes the CICS
commands, IMS macros and UTM calls that are required to link UTM applications to CICS and IMS applications.
The link capabilities are described using detailed configuration and generation examples. The manual also
describes communication via openUTM-LU62 as well as its installation, generation and administration.

PCMX documentation

The communications program PCMX is supplied with openUTM on Unix, Linux and Windows systems. The
functions of PCMX are described in the following documents:

® CMX manual “Betrieb und Administration” (Unix-Systeme) for Unix, Linux and Windows systems (only available
in German)

® PCMX online help system for Windows systems
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1.2.2 Documentation for the openSEAS product environment

The Concepts and Functions manual briefly describes how openUTM is connected to the openSEAS product
environment. The following sections indicate which openSEAS documentation is relevant to openUTM.

Integrating Java EE application servers and UTM applications

The BeanConnect adapter forms part of the openSEAS product suite. The BeanConnect adapter implements the
connection between conventional transaction monitors and
Java EE application servers and thus permits the efficient integration of legacy applications in Java applications.

The manual BeanConnect describes the product BeanConnect, that provides a JCA 1.5- and JCA 1.6-compliant
adapter which connects UTM applications with applications based on Java EE, e.g. the Oracle application server.

Connecting to the web and application integration

Alternatively, you can use the WebTransactions product instead of the UTM HTTP program interface. Then you will
need the WebTransactions manuals. The manuals will also be supplemented by JavaDocs.
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1.2.3 Readme files

Information on any functional changes and additions to the current product version described in this manual can be
found in the product-specific Readme files.

Readme files are available to you online in addition to the product manuals under the various products at

https://bs2manuals.ts.fujitsu.com. For the BS2000 platform, you will also find the Readme files on the Softbook DVD.

Information on BS2000 systems
When a Readme file exists for a product version, you will find the following file on the BS2000 system:
SYSRME. <pr oduct >. <ver si on>. <| ang>

This file contains brief information on the Readme file in English or German (<lang>=E/D). You can view this
information on screen using the / SHOW FI LE command or an editor.

The / SHOW | NSTALLATI ON- PATH | NSTALLATI ON- UNI T=<pr oduct > command shows the

user ID under which the product’s files are stored.

Additional product information

Current information, version and hardware dependencies, and instructions for installing and using a product version
are contained in the associated Release Notice. These Release Notices are available online at https://bs2manuals.
ts.fujitsu.com.
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1.3 Changes in openUTM V7.0

The following sections provide more details about the changes in the individual functional areas.
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1.3.1 New server functions

UTM as HTTP-Server
A UTM application can also act as an HTTP server.

GET, PUT, POST and DELETE are supported as methods. In addition to HTTP, access via HTTPS is also
supported.

The following interfaces have been changed:

® Generation
All systems:
¢ KDCDEF statement BCAMAPPL:
® Additional specification for the transport protocol for the operand T-PROT= with value SOCKET

*USP:  The UTM socket protocol is to be used on connections from this access point.
*HTTP: The HTTP protocol is to be used for connections from this access point.

*ANY: Both the UTM socket protocol and the HTTP protocol are supported on connections from
this access point.
® Additional specification for encryption for the operand T-PROT= with value SOCKET
SECURE: On connections from this access point, communication takes place using transport layer
security (TLS).
®* New operand USER-AUTH = *NONE | *BASIC. Herewith you can specify which authentication
mechanism HTTP clients must use for this access point.

¢ KDCDEF statement HTTP-DESCRIPTOR:
This statement defines a mapping of the path received in an HTTP request to a TAC and additional
processing parameters can be specified.

BS2000 systems:

¢ KDCDEF statement CHAR-SET:
With this statement, each of the four UTM code conversions provided by openUTM can be assigned up to
four character set names.

® Programming

® KDCS communication area (KB):
In the header of the KDCS communication area, there are new indicators for the client protocols HTTP, USP-
SECURE, and HTTPS in the kccp/KCCP field.

® KDCS call INIT PU:
® The version of the interface has been increased to 7.
® To obtain the complete available information, the value 372 must be specified in the KCLI field.

* New fields for requesting (KCHTTP/http_info) and returning (KCHTTPINF/httpinfo) HTTP-specific
information.

® Administration interface KDCADMI

® The data structure version of KDCADMI has been changed to version 11 (field version_data in the parameter
area).
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® New structure kc_http_descriptor_strin the identification area to support the HTTP descriptor.

® New structure kc_character_set_strin the identification area for supporting the HTTP character set.

* New fields secure_soc and user_auth in structure kc_bcamappl_str for the support of HTTP access points.

® UTM-HTTP program interface

In addition to the KDCS interface, UTM provides an interface for reading and writing HTTP protocol information

and handling the HTTP message body.
The functions of the interface are briefly listed below:

Function kcHttpoGetHeaderByIndex()
This function returns the name and value of the HTTP header field for the specified index.

Function kcHttpGetHeaderByName()
The function returns the value of the HTTP header field specified by the name.

Function kcHttpGetHeaderCount()
This function returns the number of header fields contained in the HTTP request, that can be read by the
program unit.

Function kcHttpGetMethod()
This function returns the HTTP method of the HTTP request.

Function kcHttpoGetMputMsg()
This function returns the MPUT message generated by the program unit.

Function kcHttpGetPath()

This function returns the HTTP path of the HTTP request normalized with
KC_HTTP_NORM_UNRESERVED.

Function kcHttpGetQuery()

This function returns the HTTP query of the HTTP request normal ized with
KC_HTTP_NORM_UNRESERVED.

Function kcHttpGetRc2String()
Help function to convert a function result of type enum into a printable zero terminated string.

Function kcHttpGetReqMsgBody()
This function returns the message body of the HTTP request.

Function kcHttpGetScheme()
This function returns the schema of the HTTP request.

Function kcHttpGetVersion()

This function returns the version of the HTTP request.

Function kcHttpPercentDecode()

Function to convert characters in percent representation in strings to their normal one-character
representation.

Function kcHttpPutHeader()
This function passes an HTTP header for the HTTP response.

Function kcHttpPutMgetMsg()
This function passes a message for the program unit, which can be read with MGET.

Function kcHttpPutRspMsgBody/()
This function passes a message for the message body of the HTTP response.

Function kcHttpPutStatus()
This function passes a HTTP status code for the HTTP response.
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® Communication via the Secure Socket Layer (SSL)
BS2000 systems:

¢ |f a BCAMAPPL with T-PROT=(SOCKET,...,SECURE) has been generated for a UTM application, an
additional task is started with a reverse proxy when UTM starts the application. The reverse proxy acts as the
TLS Termination Proxy for the application and handles all SSL communication.

Unix, Linux and Windows systems :

® Another network process of the type utmnetssl is available for secure access with TLS.

If BCAMAPPL is generated with T-PROT=(SOCKET,...,SECURE) for a UTM application, a number of
utmnetssl processes are started when UTM is started. The number of these processes depends on the value
LISTENER-ID of these BCAMAPPL objects. All TLS communication for the assigned BCAMAPPL port
numbers is handled in a utmnetssl process.

Encryption

The encryption functionality in UTM between a UTM application and a UPIC client has been revised. Security gaps
have been closed, modern methods have been adopted and delivery has been simplified as follows:

®* UTM-CRYPT variant

Previously, the encryption functionality in UTM was only available if the product UTM-CRYPT had been
installed. With UTM V7.0 this is no longer necessary. As of this version, the decision as to whether or not to use
the encryption functionality is made via generation or at the time of application start.

® Security
A vulnerability has been fixed in the communication between a UTM application and a UPIC client.

This means that encrypted communication with a UTM application V7.0 is only possible together with
UPIC client applications as of UPIC V7.0!

® Encryption Level 5 (Unix, Linux and Windows systems)

KDCDEF statements PTERM, TAC and TPOOL
The operand ENCRYPTION-LEVEL has an additional level 5, where the Diffie-Hellman method based on Elliptic

Curves is used to agree the session key and input/output messages are encrypted with the AES-GCM algorithm.

OSI-TP communication and port numbers
BS2000 systems:

®* KDCDEF statement OSI-CON
The operand LISTENER-PORT can also be specified on BS2000 systems.

® Administration interface KDCADMI
In the structure kc_osi_con_str, the port number is also displayed in the listener-port field on BS2000 systems.

Subnets

In a UTM application, subnets can also be generated on BS2000 systems in order to restrict access to UTM
applications to defined IP address ranges. In addition, name resolution can be controlled via DNS.

The following interfaces have been changed for this purpose:
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® Generation
BS2000 systems:

¢ KDCDEF statement SUBNET:
The SUBNET statement can also be specified on BS2000 systems.

All systems:
® KDCDEF statement SUBNET:

RESOLVE-NAMES=YES/NO can be used to specify whether or not a name resolution via DNS is to take
place after a connection is established.

If name resolution takes place, the real processor name of the communication partner is displayed via the
administration interface and in messages. Otherwise, the IP address of the communication partner and the
name of the subnet defined in the generation are displayed as the processor name.

® Administration interface KDCADMI
The structures kc_subnet_str and kc_tpool_str contain a new field resolve_names.

Access data for the XA database connection

A modified but not yet activated user name for the XA database connection can be read by Administration
(KDCADMI):

® Operation code KC_GET_OBJECT:
Data Structure kc_db_info_str. New field db_new _userid.

Reconnect for the XA database connection

If an XA action to control the transaction detects that the connection to the database has been lost, the system tries
to renew the connection and repeat the XA action.

Only if this is not successful, the affected UTM process and the UTM application are terminated abnormally.
Previously, the UTM application was terminated abnormally, if a XA-Connection was lost without trying to reconnect.

Other changes

® XA messages
The messages regarding the XA interface were extended by the inserts UTM-Userid and TAC. The messages
K204-K207, K212-K215 and K217-K218 are affected.

¢ UTM-Tool KDCEVAL
In the TRACE 2 record of KDCEVAL the type of the last order (bourse announcement) was recorded in the
WAITEND record (first two bytes can be printed).
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1.3.2 Discontinued server functions

In particular, the following functions has been discontinued:

* KDCDEF utiliy
Several functions have been deleted and can no longer be generated in KDCDEF. If they are still specified, this
will be rejected with a syntax error in the KDCDEF run.

¢ KDCDEF statement PTERM
Operand values 1 and 2 for ENCRYPTION-LEVEL

* KDCDEF statement TPOOL
Operanden values 1 and 2 for ENCRYPTION-LEVEL

® KDCDEF statement TAC
Operanden value 1 for ENCRYPTION-LEVEL

® BS2000 systems

® UTM Cluster:
UTM cluster applications are no longer supported on BS2000 systems.

® Unix, Linux and Windows systems

® TNS operation:
When starting a UTM application, the TNS generation is no longer read. The addressing information must be
stored completely during configuration with KDCDEF.
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1.3.3 New client functions

Encryption

The encryption functionality in openUTM-Client has been revised. Security gaps have been closed, modern
methods have been adopted and delivery has been simplified as follows:

® UTM-CLIENT-CRYPT variant
Until now, the encryption functionality in openUTM-Client was only available if the product UTM-CLIENT-CRYPT
was installed. With openUTM Client V7.0 this is no longer necessary. As of this version, it is decided at runtime
whether the encryption functionality is available or not.

® Security
A vulnerability has been fixed when communicating with a UTM application.

® Encryption Level 5
The o penUTM client V7.0 supports communication with UTM V7.0 applications when ENCRYPTION-LEVEL 5
was generated for the connections to the UPIC client.
With Level 5 the Diffie-Hellman method, based on Elliptic Curves, is used to agree on the session key. Input
/output messages are encrypted using the AES-GCM algorithm. AES-GCM is an authenticated encryption
algorithm designed to provide both data authenticity (integrity) and confidentiality.
Level 5 is supported by the openUTM-Client on all platforms.

® Encryption BS2000
openUTM-Client (BS2000) uses openSSL instead of BS2000-CRYPT analogous to Unix, Linux and Windows
systems.
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1.3.4 New functions for openUTM WinAdmin

WinAdmin supports all new features of openUTM 7.0 relating to the program interface for the administration.
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1.3.5 New functions for openUTM WebAdmin

WebAdmin supports all new features of openUTM 7.0 relating to the program interface for the administration.
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1.4 Notational conventions

Metasyntax

The table below lists the metasyntax and notational conventions used throughout this manual:

Representation

UPPERCASE
LETTERS

lowercase
letters

lowercase
letters in
italics

Typewriter
f ont

{}and|

(]

0)

Underscoring

abbreviated
form

Meaning

Uppercase letters denote constants (names of calls, statements,
field names, commands and operands etc.) that are to be entered
in this format.

In syntax diagrams and operand descriptions, lowercase letters
are used to denote place-holders for the operand values.

In running text, variables and the names of data structures and
fields are indicated by lowercase letters in italics.

Typewriter font (Courier) is used in running text to identify
commands, file names, messages and examples that must be
entered in exactly this form or which always have exactly this
name or form.

Curly brackets contain alternative entries, of which you must
choose one. The individual alternatives are separated within the
curly brackets by pipe characters.

Square brackets contain optional entries that can also be omitted.

Where a list of parameters can be specified for an operand, the
individual parameters are to be listed in parentheses and
separated by commas. If only one parameter is actually specified,
you can omit the parentheses.

Underscoring denotes the default value.

The standard abbreviated form of statements, operands and
operand values is emphasized in boldface type. The abbreviated
form can be entered in place of the full designation.

An ellipsis indicates that a syntactical unit can be repeated. It can
also be used to indicate sections of a program or syntax
description etc.

Example

LOAD- MODE=STARTUP

KDCFI LE=f i | ebase

utm-installationpath is
the UTM installation
directory

The call t pcal |

STATUS={ ON | OFF }

KDCFI LE=( fil ebase
[, { SINGLE |
DOUBLE } ] )

KEYS=(keyl, key2, . ..
keyn)

CONNECT= { YES |
NO }

TRANSPORT- SEL
ECTOR=c‘ C

Start KDCDEF

OPTI ON

DATA=st atenent file

END
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Symbols

Indicates references to comprehensive, detailed information on the relevant topic.
i Indicates notes that are of particular importance.
Indicates warnings.
Other

utmpath On Unix, Linux and Windows systems, designates the directory under which openUTM was installed.

filebase On Unix, Linux and Windows systems, designates the directory of the UTM application. This is the base
name generated in the KDCDEF statement MAX KDCFILE=.

$userid On BS2000 systems, designates the user ID under which openUTM was installed.

upic_dir The directory under which UPIC Client for UPIC Carrier System is installed on Unix, Linux, or Windows
system.
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2 Introduction to the generation procedure

Alongside the program units that provide the services and the formats (for formatted operation on BS2000 systems)
you must create the following application components for a UTM application:

® KDCFILE configuration file
The KDCFILE contains the configuration of your application. openUTM stores all the administrative data required
to operate the application in the KDCFILE and reserves areas for the user data and for transaction management.

When operating the application, all tasks and work processes of the application access the KDCFILE. This
manual describes how to create the KDCFILE.

¢ KDCROOT main routine
The program units you have created run under the control of KDCROOT. The ROOT tables are used as the
basis of the main routine KDCROOT.
The ROOT tables contain application-specific configuration data that is required by the main routine KDCROOT.
When operating an application, the main routine KDCROOQOT establishes the connection from openUTM to the
program units, the database and on BS2000 systems to the formatting system.
This manual also describes how to create the sources for the ROOT tables.

UTM application program

KDCROOT/ N
UTM system functions "

JC AL

},
}_
’_

Program unit 1
Program unit 2
Program unit 3
Program unit 4
Program unit 5
Program unit n

"1On Unix, Linux and Windows systems the UTM system functions are part of the KDCROOT module

Figure 1: Structure of the UTM application program

In order to create the ROOT table source and the KDCFILE, you must first define the configuration of application.
This entire procedure is known as “generation”. To allow you to configure and generate the KDCFILE and the
ROOT table sources, openUTM provides the KDCDEF generation tool.

UTM applications can be operated in the form of a standalone application (one host) and, on Unix, Liniux and
Windows systems, also in the form of a UTM cluster application (on more than one host).

C The KDCDEF generation tool is described in detail in section "The KDCDEF generation tool".

Information on the KDCFILE can be found in section "The KDCFILE".

The information on generation contained in this section "Introduction to thegeneration procedure" applies
both to standalone UTM applications and to UTM cluster applications. You will find additional information
on generating UTM cluster applications in section "Notes on generating a UTM cluster application on
Unix, Linux and Windows systems".

You must create the application program using KDCROOT, user program units, interfaces and other application
components like the UTM system modules, the runtime systems of the programming languages, database
connection modules etc.
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More information about creating application programs using ROOT tables and application components
can be found in the corresponding openUTM manual “Using UTM Applications”.

Information about creating application program units can be found in the openUTM manuals
“Programming Applications with KDCS” and “Creating Applications with X/Open Interfaces”.

Information about creating formats on BS2000 systems can be found in the manuals for FHS.
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2.1 Configuring the UTM application

To execute the application program, you must define the following information for example:

® the application properties

® the UTM user IDs and data access control

® the properties of clients and printers

® the properties of partner applications (server applications)

® the properties of services, i.e. of transaction codes and program units

® message queues (user, TAC and temporary queues)

® the structure of the application (subdivision into load modules for use with BLS, shared objects or DLLS)

® reserved locations in UTM object tables for dynamic configuration

These properties combine to form the configuration, and are defined using the KDCDEF control statements. The
KDCDEF control statements serve as input for the generation tool KDCDEF.

The KDCDEF control statements are listed in accordance with their function group starting in section "Creating the
ROOT table source, the KDCFILE and UTM cluster files".

The KDCFILE administrative file is used to store all configuration information and thus all administrative data
required to run the application.
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2.2 Generating application components - result of the KDCDEF run

You can generate the KDCFILE and the ROOT table sources in a single KDCDEF run or in separate KDCDEF runs.
The KDCDEF statement OPTION allows you to define the generation objects to be created by KDCDEF:

OPTION. .., GEN={ KDCFILE | ROOTSRC | NO| ALL }

For UTM cluster applications on Unix, Linux and Windows systems, there is the additional option CLUSTER, see
"OPTION - manage the KDCDEF run".

The name of the ROOT tables is defined using the ROOT statement.
ROOT r oot nane

On BS2000 systems rootname is the name of the ROOT table module.
On Unix, Linux and Windows systems rootname is a name component of the ROOT table source (ROOTSRC).
KDCDEF reads the control statements from standard input or from a file.

On BS2000 systems standard input means SYSDTA (with the SDF command ASSIGN-SYSDTA you can assign
SYSDTA to a SAM or ISAM file, a library member of type S, a PLAM library, or *SYSCMD, for example)

On Unix, Linux and Windows systems standard input means stdin (i.e. from the Unix or Windows command level).

You will find a detailed description of how to start KDCDEF and pass the control statements to KDCDEF in section
"Calling KDCDEF and entering the control statements”.

All KDCDEF statements are subjected to syntax and plausibility checks. If KDCDEF does not detect any serious
errors in this process, the files listed in figure 2 are created for a standalone UTM application.

Figure 17 in chapter "UTM cluster files" shows what files are created when you generate a UTM cluster application.
i Even if the OPTION statement is used in a KDCDEF run to cause only part of the configuration to be

(newly) created, you nevertheless specify the statements for the entire configuration for every generation
run. Only then is KDCDEF able to check the completeness and consistency of the generation statements.

KDCDEF always performs plausibility checks for all statements. If, for instance, only a ROOT source is to
be generated in a KDCDEF run, KDCDEF also checks the statements that only affect the KDCFILE.

This complete check allows inconsistencies that arise on creating the ROOT table module and the
KDCFILE that would otherwise only be detected when the application is started to be identified early and
consequential errors to be avoided.

The following figure shows what files are created when you define a standalone UTM application.
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File containing KDCDEF
control statements

(. ] KDCDEF

l .
TN

~~— \
L

KDCDEF generation tool >

L T o
KDCFILE ROOT table
sources

Figure 2: The result of the KDCDEF run (with OPTION ...,GEN=ALL) for a standalone UTM application.

KDCDEF statements for a minimal configuration

You must pass at least the following control statements to KDCDEF before you can run your UTM application.

You must execute additional KDCDEF statements for distributed processing, connecting specific clients and
printers, etc. You will find more information on this subject in the sections "Generating applications for distributed
processing”, "Connecting clients to the application” and "Generating printers (on BS2000, Unix and Linux systems)".

The lines beginning with *’ are comments.

Minimal configuration for BS2000 systems:

kkkhkkhkkhkhkkhkkkhkkhkhkhkhkhkkkhkkhkhkhkhkhkhkhkhhkhkhkhkhkhkkhhkhk ki kkkkhkhk k kikkkhkkhkhk k khkkkkkkkhk k k kkkkkkk k ki**x*x*%
*

* Specify which part of the application programis to be created by KDCDEF
*

ER R IR I I R R R R R R I R R I I S R S I I S R I R R I I R R R R R R I I R I R R R I R R I R I S I O I I O

*

OPTI ON GEN=. . .

R R I I R R R R R I I I I R R R R I I I R S R I R R I R R I I R R R R R I I I I R R R I R R I R R I I I O I
*
. .
Specify the nanme of the Root table
*
EE R IR S S R I 0 b S O S b R R R R I O A I S

*

ROOT appl r oot
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R R S R R S O R Rk Sk b S S S R R R R R R Rk I S SRR R kb S S R

*

* Specify application paraneters
*

Rk R R S I R R R S kR R Ik O o O R SRk Sk I b O O R R Rk Sk S b S b

*

* Application nane with which communication partners
* can address the application

MAX APPLI NAME= sanpl e
* Specify the base directory of the application.
MAX KDCFI LE= fil ebase

* Define the maxi num nunber of process of the UTM application

MAX TASKS=2

R S S kb b S R Ik S R I I kb
*

* optional: CGenerate the database system (ORACLE in the exanple)

*
kkkkhkkhkhkkhkkkhkkhkhkhkhkhkkhkhkhkhkhkhkhkhkhkhkhkhkhkhkhkhkhhkkhhkhk kikikkkkhkhk k kikkhkkk k k khkkkkkkhk k k kkkkkk k kik*k*x*%

*

DATABASE TYPE=XA

khkkhkkhkhkhkkhkkhkhkhhhkhkhkhhkhhhhhkhhkhhhhhhkhhhkhhhdhdhkhhhkhkhdhdhd k k hkkhkdhh k khhkkkkkhk k khkhkkkk k * *,*,**x*x*%
*
. . ) . .

optional: Specify the formatting system used
*
kkhkkhkkhkkhhkkhhkkhhkhhhhhkhhkhhkhhhdhhdhhkhhkhkhhdhdhdhddhddhdhdhdhddddhdhdhokhhhdhkdkdrdkhokhdhdhd,x*x*x*%

*

* the statenent FORMSYS nust only be specified if your UTM application
* is torun in formatted node

FORMSYS TYPE=FHS
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kkkhkkhkhkhkkhkkkhkkhkhkhkhkhkkkhhhhkhkhkhkhhhhkhkhkhkhhkkhhhk ki kkhkhkhk k k kkkkkhk k k,kkkkkkhk k k kkkkk k k k,**x*x*%
*

* Connection points (LTERM partners) for clients/ TS applications

*

R I I R R R R I I R I I S R I O R R I I I R R R I I I R R R I I S R I I I O

*

* For example, generate open LTERM pools so that clients/ TS applications
* can connect to the application

* LTERM pools for the various types of client --------ommmmmmm (1)
TPOOL LTERME= client, NUMBER=..., PTYPE=*ANY, PRONAM=* ANY

BCAMAPPL upi cappl, T-PROT=I SO

TPOOL LTERME upic, NUMBER=..., PTYPE=UPI C-R, BCANMAPPL= upi cappl/, PRONAM=* ANY
TPOOL LTERME appl/i, NUMBER=..., PTYPE=APPL|, PRONAM=* ANY

BCAMAPPL sockappl, T-PROT=SOCKET, LI STENER- PORT=nunber

TPOOL LTERM= socket, NUMBER=..., PTYPE=SOCKET, BCAMAPPL=sockapp!/, PRONAM=* ANY

R R R
*
. .
Cenerate services
*
Ak hkkhhkhhhkkhhkkhhkkkhhkkhhkkhhkkhhkkhhkkkhkhhhkkhhkkhhkhhhkkhhkkhhkkhkkhhkkkhkkkhkkk kK %

*

* Some own programunits that initiate services and generate the
* correspondi ng transaction codes
* (for COMP=... enter the conpiler used or the runtine system nostly ,ILCS*,)

PROGRAM= userpu , COMP=. . .
TAC usertc ,PROGRAME USEIrPU. . . === - s oo m oo oo oo m oo (2)
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EE R R I I I I I S R R I R I I I I I I I I I I b I b I I I I R I I I I R I I I b I b I b b b b b b I
*

* Adm ni stration

*

EIE IR R R I S IR I I I R IR I R I I I I I I I I e I I b I b I b I I I b I IR I IR R R I I R I R I I I I b I b b b b b b I b I b b I b 4

*

* Admi ni stration program KDCADM
PROGRAM KDCADM COWVP=I LCS )

* Cenerate adm nistration command KDCSHUT so that the application
* can always be terninated normally

TAC KDCSHUT, PROGRAMEKDCADM . . . = = = = = = = = = = == = = m o m o e oo e oo oo (3)

* |In applications with user |Ds:
* user I D for the adm ni strator

USER admi n , PERM T=ADM N, PASS=. . ..

* |f administration will be done via W nAdm n/ WebAdmi n,

* then you need to submit the followi ng TAC and PROGRAM st at enent s

* and generate a connection for the UPIC client (an LTERM pool in this case)
* Furthernore, you should then generate the admin user ID with adninistration
* authorization and without the restart property or generate your own

* user IDwith administration authorization and wi thout the restart property
* for adm nistration using WnAdm n/ WebAdmi n.

* Admi ni stration program KDCWADM

PROGRAM KDOWADM , COVP=. .
TAC KDCWADM , PROGRAVEKDCWADM , CALL=BOTH, ADM N=Y
TPOOL LTERMEWADM PTYPE=UPI G- R, PRONAME* ANY, NUMBER=1 - - - - ccmmmmmmmmmaanonn- (5)

EE R IR I R R R I I I I R I I I I R R I I R S I R S R R R R R R R I I R R S

*

*optional: Reserve space in the table for dynam ¢ adninistration

*
R IR I S Sk S S S S Rk S S S S S S Rk S O S b S SRRk I Rk b S S S b S Rk O

*

RESERVE OBJECT=. .., NUMBERS. .. - === - --=cmmmmmmmmmaoomiooiioo oo (4)
END
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Remarks

)

)

®3)

(4)

®)

For each of the client types (terminal, UPIC client, TS application) that are to connect to the application, you
must generate a separate LTERM pool. For terminals, a single LTERM pool is sufficient - depending on the
type of terminals that are to sign in to the application. You can also generate the LTERM pools so that all
clients of a particular type can log in - regardless of the computer on which they are located.

You can also implement client connections with the help of the LTERM/PTERM statements. In particular,
you must use LTERM/PTERM statements if the UTM application itself establishes connections to clients (e.
g. TS applications) or if a printer is to be generated.

For UPIC clients, HTTP clients and TS socket applications a separate BCAMAPPL statement with T-
PROT=ISO or (SOCKET, ...) is required.

You can also assign several transaction codes to a program unit if the program unit performs several
different services.

You can generate all administration commands that you will want to use in operation using additional TAC
statements. If you want to use your own administration programs for administration purposes, then you must
generate these programs with the corresponding PROGRAM and TAC statements.

You can add additional objects to the application configuration during live operation with the help of the
administration (see the openUTM manual “Administering Applications”). You will need to create space in the
tables in the KDCFILE for these objects in the KDCDEF generation.

The connection for a WinAdmin or WebAdmin client can also be generated with PTERM-/LTERM
statements instead of with a TPOOL statement - e.g. with a privileged LTERM, see openUTM manual
“Administering Applications”.
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Minimal configuration for Unix, Linux and Windows systems

EE IR IR R I R I R R I S I I R I I R I R S R R R R I R R R I I I I R I O

*

* Specify which part of the application programis to be created by KDCDEF

*
EE R O I I I I R I I R I R R I R R I R R R R I O I S I R

*

OPTI ON GEN=. ..

EE R R R R R R R I R R R I O I I S I S

*

* Specify the nane of the Root table

*
Rk R S S AR S O Rk Sk R R Rk Ik kR o O Rk R R Rk R R o R

*

ROOT appl r oot

Rk R R S I R R R I kR R R R Rk bk R Rk kR R R O R R R b S b b

*

* Specify application paraneters
*

EE IR IR R I R R R I I R I R R I S I S R R I S R R R R I R I R R R I I R I R I R

*

* Application nane with which conmmunication partners
* can address the application

MAX APPLI NAME= sanpl e

* Specify the base directory of the application.
* This directory is the directory in which the KDCFILE is stored,
* anongst ot her things.

MAX KDCFI LE= fil ebase
* Specify the key for the shared nenory area

MAX CACHESHWVKEY=. ., | PCSHVKEY=. . . , KAASHVKEY=. . .
[, OSI SHVKEY=. . ., XAPTPSHVKEY=. . . ] -----c-mcemmmmmmmaoamccaoos

Defi ne the semaphore key for the gl obal application senmaphore
MAX SEMARRAY= number , nunberl1

* Define the maxi mum nunber of process of the UTM applicati on.

MAX TASKS=2
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kkkhkkhkhkhkkhkkkhkkhkhkhkhkhkkkhhhhkhkhkhkhhhhkhkhkhkhhkkhhhk ki kkhkhkhk k k kkkkkhk k k,kkkkkkhk k k kkkkk k k k,**x*x*%
*

* optional: Cenerate the database system (in the exanpl e ORACLE)

*

R R I I R R R R R I I I R R R I I I R I I R R I R R I I R R R R R I R I R R R I R R R I I I I O I I

*

RMXA XASW TCH=xaoswd, SPEC=C

R S I S S S b S S R I O R S I S S b S I I O O
*

* Connection points (LTERM partners) for clients/ TS applications

*
kkkkhkkhkhkkhkkkhkkhkhkhkhkhkkhkhkhkhkhkhkhkhkhkhkhkhkhkhkhkhkhhkkhhkhk kikikkkkhkhk k kikkhkkkhk ) khkkkkkkhk k k kkkkkk k kikk*x*%

*

* For exanple, generate open LTERM pools so that clients/ TS applications
* can connect to the application

* LTERM pools for the various client types --------------------------------- (2)

TPOOL LTERMEc/ientr, PTYPE=UPI G R, NUMBER=...

TPOOL LTERM=c/ientl, PTYPE=UPI C-L, NUMBER=...

TPOOL LTERMEappli, PTYPE=APPLI, NUMBER=...

BCAMAPPL aockapp!, T-PROT=SOCKET, LI STENER- PORT=nunber

TPOOL LTERMEsocket, PTYPE=SOCKET, BCAMAPPL=sockapp/, NUMBER=...
TPOOL LTERMFterm PTYPE=TTY, NUMBER=...

EE R I O I I I I O I R I O I I R S I R I R I R I I R R R R R I I I I R R S

*

* CGenerate services

*
Rk R S R R I S R Ik ok b o S R S S SRR S R IRk I kR R Sk S R R

*

* Some own programunits that initiate services and generate the
* correspondi ng transaction codes (for COW=... enter the conpiler used)

PROGRAM= user pu , COVP=. . .
TAC usertc ,PROGRAME USErpU. ... == === - oo s oo oo oo oo oo (3)
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R R S R R S O R Rk Sk b S S S R R R R R R Rk I S SRR R kb S S R

*

* Adm ni stration

*
Rk R S I R R R I S R R IR R Ik S o O S R R Rk R R R R Sk S b R R

*

* Admi ni stration program KDCADM
PROGRAM KDCADM COVP=C

* Cenerate adm nistration command KDCSHUT so that the application
* can always be terninated normally

TAC KDCSHUT, PROGRAMEKDCADM . . L - - - - - e m oo oo o e oo e (4)
* In applications with user IDs: user ID for the admnistrator
USER adni n , PERM T=ADM N, PASS=. . ..

* |f administration will be done via W nAdm n/ WebAdmi n,
* then you need to subnmit the follow ng TAC and PROGRAM st at enent s
* and generate a connection for the UPIC client (an LTERM pool in this case)

* Admi ni stration program KDCWADM

PROGRAM KDCWADM , COMP=C
TAC KDCOWADM , PROGRAMEKDCWADM , CALL=BOTH, ADM N=Y
TPOOL LTERMEMADM PTYPE=UPI G- R, NUVBER=1 - - === <=2 - -c e o omeoomcomcao e (6)

kkkhkkhkkhkhkhkkkhkhhkhkhkhkkhkkhhhhkhkhkhkhhhhhkhkhkhhkhhhhk ki ikkhkhkhk k k kkkkkhk k khkkkkkkhk k k khkkkkk k k k,**x*x*%
*
optional: Reserve space in the table for dynam c admi nistration
*
R R I I R R R R R I I I I R R I I I R S R I R R Ik R R I I R R R R R R I I I I R R R I R R I R R I I I O

*

RESERVE OBJECT=. .., NUVMBERS. .. - === - - == mmcmmmmmmmaoomii oo (5)
END
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Remarks

1)

)

®3)

(4)

(®)

(6)

You only need to specify the shared memory key OSISHMKEY= and XAPTPSHMKEY=
if you generate objects for communication via OSI TP. The other shared memory areas are needed by every
UTM application, running on Unix, Linux or Windows systems.

On Unix, Linux or Windows systems you must generate a separate LTERM pool for each type of client
(terminal, UPIC client, TS application) that is to be able to connect to the application. You can generate the
LTERM pools so that all clients of a particular type are able to sign on - regardless of the computer on which
they are located.

You can also configure client connections using the LTERM/PTERM statements. In particular, you must use
LTERM/PTERM statements if the UTM application itself establishes connections to clients (e.g. TS
applications) or if a printer is to be generated on Unix or Linux systems.

For HTTP clients and TS socket applications a separate BCAMAPPL staement with T-PROT=(SOCKET, ..)
is required.

You can also assign several transaction codes to a program unit if the program unit performs several
different services.

You can generate all administration commands that you will want to use in operation using additional TAC
statements. If you want to use your own administration programs for administration purposes, then you must
generate these programs with the corresponding PROGRAM and TAC statements.

You can add additional objects to the application configuration during live operation with the help of the
administration (see the openUTM manual “Administering Applications”). You will need to create space in the
tables in the KDCFILE for these objects in the KDCDEF generation.

The connection for a WinAdmin or WebAdmin client can also be generated with PTERM-/LTERM
statements instead of with a TPOOL statement - e.g. with a privileged LTERM, see openUTM manual
“Administering Applications”.

Regenerating existing UTM applications

If you want to generate a new ROOT table source and/or a new KDCFILE for an existing application (i.e.
KDCROOT and KDCFILE already exist), then you must note the following:

You must enter the information on objects that are entered dynamically in the KDCFILE during operation or whose
properties have been changed in the new KDCFILE. The “inverse KDCDEF* function is provided for this purpose.
With this function you create the control statements from the configuration information of the current KDCFILE that
can be used immediately. You will need to call the CREATE-CONTROL-STATEMENTS control statement in the
KDCDEF run in order to do this.

Via the UTM administration you can also execute the inverse KDCDEF run while the application is running.

Cs

You will find more information on the “inverse KDCDEF* function in section "Inverse KDCDEF".
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KDCFILE

KDCDEF containing objects entered
control statements dynamically
__l_ it I
KDCDEF generation tool

CREATE-CONTROL-STATEMENTS...

File(s) containing
—— | control statements
. created from the
" KDCFILE

OPTION DATA=control-statements-file |« ]

- e

Newly created ROOT table KDCDEF
KDCFILE source log

Figure 3: KDCDEF run with inverse KDCDEF
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2.3 The KDCFILE

The KDCFILE contains all data required to run a UTM application. It is shared by all application processes during
runtime. In its most basic form, the KDCFILE consists of a single file (a PAM file on BS2000 systems). The
KDCFILE can also be distributed over several files. For security reasons, it can be duplicated.

The KDCFILE is logically divided into three areas:
®* Administrative data, see "Administrative data"
® Page pool, see "Page pool"

® Restart area, see "Restart area”

KDCDEF generation

The KDCFILE is generated during the KDCDEF run by specifying
OPTI ON. . ., GEN=KDCFI LE or GEN=ALL

in the KDCDEF statement.
The following characteristics of the KDCFILE must be specified at the KDCDEF generation:

¢ Data block size
Each area within the KDCFILE is organized in units of either 2K, 4K or 8K. These units are known as UTM
pages. You can define the block size of a UTM page using the following control statement:

MAX. .., BLKSI ZE={ 2K | 4K | 8K}

Whether a block size of 2K, 4K or 8K is to be favored depends on the sizes of the data areas (GSSB, LSSB, etc.)
and the lengths of the messages that your program uses. See also "Page pool" for more information.
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® Base name of the KDCFILE

You specify the base name (called the filebase in the following) and single or dual-file operation of the KDCFILE
with:

MAX. .., KDCFILE={ filebase [, SINGLE | DOUBLE ]| }

In the case of dual-file operation, the contents of both KDCFILE files are always identical. If one of the files is
corrupted, it can be restored by simply copying the other file.

The name specified in filebase is also the base name of additional files and file generations of the application (for
example, the system and user log file). filebase is therefore the base name of the application.

The significance of the base name filebase is different for each of the various platforms:
BS2000 systems:

The full names of the files derived from filebase have the following format:

[ :catid: ] [ $userid. ] prefix. suffix [ (* number) ]

| |1 | 1 Il Il |
1 1 I 1 I
6 10 26 5 7

| ]
|

max.42 (= base name)

I

max.54
catid Catalog ID
usend BS2000 user ID
prefix Freely selectable name part
suffix Name part assigned by openUTM, which describes the function

of the respective file
(*number) I|dentifies a file generation group, if necessary

The total length of the file name must not exceed 54 characters. The base name filebase can be up to 42
characters in length, including userid and catid. If no catid or userid is specified when defining the base name (
filebase=prefix), the lengths of these fields must still be taken into consideration when determining the total
length of the file name.

If file generation groups (i.e. USLOG files, SYSLOG generation group) are not used in the application, prefix can
be up to 33 characters in length. Otherwise, prefix must not exceed 26 characters.

The KDCDEF generation tool then creates the following files:

* filebase.KDCA in the case of single-file operation (SINGLE)

* filebase.KDCA and filebase.KDCB in the case of dual-file operation (DOUBLE)
When splitting the KDCFILE, additional files are created, see "Splitting the KDCFILE".
Unix, Linux and Windows systems:

filebase specifies the name of the base directory in which the KDCFILE is stored.

The KDCFILE is created by KDCDEF under the filebase directory, where filebase is the fully qualified name of a
directory which must be created before the KDCDEF run.

The KDCDEF generation tool creates the following files in the filebase file directory:
® KDCA in the case of single-file operation (SINGLE)
® KDCA and KDCB in the case of dual-file operation (DOUBLE)

47



® Size of the page pool
You can define the size of the page pool using the following control statement:

MAX. . ., PGPOOL=( nunber, warnl evel 1, warnlevel 2 )

Further information can be found in section "Page pool".

® Size of the restart area
You can define the size of the buffer and the restart area using the following control statement:

MAX ..., RECBUF=( nunber,length )

Further information can be found in section "Restart area".

During generation, the page pool and the restart area can be distributed over several files. Further information can
be found in section "Splitting the KDCFILE".

Data security - dual-file operation of the KDCFILE

For security reasons, it may make sense to duplicate the KDCFILE (dual-file operation). If one of the files is
destroyed, then you can continue working with the other KDCFILE without losing data.

Dual-file operation of the KDCFILE does not have any significant effect on 1/O times (these are certainly not
doubled), and therefore does not reduce performance.

With dual operation of the KDCFILE, it makes sense to store the two files on different volumes (disks). If one of the
volumes is physically damaged, this ensures that a viable copy is still available.

BS2000 systems:

You can create the files on the desired volumes by issuing appropriate /CREATE-FILE commands before the
KDCDEF run or by copying the files after the KDCDEF run. When generating the application, you can also use the
CATID parameter of the MAX statement to assign different CATIDs to the two files.

A copy of the KDCFILE is maintained when you specify
MAX KDCFI LE=(. ..., DOUBLE)
in the KDCDEF generation.

Unix and Linux systems:

On Unix and Linux systems you can store the two KDCFILEs on different disks. This is generally only possible with
the help of symbolic links (In -s) to raw devices or across different file systems across different file systems. In this
manner, you have a copy of the file even if one of the two disks is physically destroyed.

A copy of the KDCFILE is maintained when you specify
MAX KDCFI LE=(. ..., DOUBLE)
in the KDCDEF generation.

Windows systems:

On Windows systems you can additional increase data security with the operating resources already available. For
example, you can use single-file operation for the KDCFILE (MAX KDCFI LE=(. ..., SI NGLE)) and create a
mirrored image of the disk on which the KDCFILE is stored on another disk. During operation, all changes to the
KDCFILE are also made on the mirror disk. Even if one of the disks is physical destroyed, you can still continue
working with the other hard disk without losing data.
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2.3.1 Administrative data

The administrative data area contains configuration information, such as application runtime parameters, lists of all
objects that can be addressed by name, administrative data on the page pool and restart area, and tables of user
IDs, clients, LTERM partners, transaction codes, key and lock codes, and function keys.

All tasks and work processes of the application work with the administrative data and use the application to
exchange information.

The administrative data itself is initialized using the KDCDEF generation tool. When starting the application, it is
loaded into a shared memory, which can then be accessed by all tasks/work processes of the application.

On BS2000 systems this memory is located in a Common Memory Pool.
On Unix, Linux and Windows systems the administrative data is put into a shared memory segment.

In a UTM-S application, openUTM writes the administrative data (including any modifications made in the
meantime) back to the KDCFILE at certain intervals (Periodic Write). This also occurs at the end of the application
run. This version of the administrative data then forms the basis for the next application run.

In a UTM-F application, openUTM writes only certain modified administrative data back to the KDCFILE, e.g.
changed user passwords and configuration data incorporated by means of dynamic administration.
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2.3.2 Page pool

The page pool stores user data created during the application run. This includes:

® | SSBs, GSSBs, TLS blocks, and ULS blocks

® message queues, i.e. asynchronous messages (including time-driven messages) for clients, asynchronous
services and service-controlled queues, and the dead letter queue, among other items

® pbuffered user log records (USLOG)
® service data (KB program area, last dialog message, etc.)
* dialog messages buffered after input as a result of TAC class or priority control

® output messages to clients

A number of specific characteristics apply to UTM cluster applications on Unix, Linux or Windows systems, see
"Notes on generating a UTM cluster application”.

The active UTM application accesses the page pool via the UTM cache, see KDCDEF generation, MAX statement,
CACHESIZE operand in section "MAX - define UTM application parameters".

You can define the size of the page pool (number of UTM pages) during KDCDEF generation using the MAX
statement:

MAX. . ., PGPOOL=( nunber, warnlevell, warnlevel 2 )
number Size of the page pool in UTM pages

warnlevell The first warning is output when the percentage utilization of the page pool reaches the value
specified here

warnlevel2 The second warning is output when the percentage utilization of the page pool reaches the value
specified here

The current utilization of the page pool can be queried by the administration, e.g. using the KDCINF PAGEPOOL
command (see openUTM manual “Administering Applications”) or by means of WinAdmin or WebAdmin.

The utility program KDCUPD provides another way of obtaining more detailed information about the type of the data
stored in the page pool. It is possible to display the number of pages used for each application object, e.g. for each
user. You will find more information on this subject in section "The tool KDCUPD — updating the KDCFILE".

Estimating the necessary size of the page pool

Once the page pool size has been defined, it cannot be modified while the application is running. When designing a
UTM application, it is therefore necessary that you estimate the page pool size which will be required during
runtime. The page pool size cannot be modified until after the application has been terminated. This involves
regenerating the KDCFILE using the KDCDEF generation tool, whereby the existing user data is copied then from
the old KDCFILE to the new KDCFILE using the KDCUPD tool. Further information can be found in section "The
tool KDCUPD — updating the KDCFILE".

When estimating the required page pool size, you must examine the behavior of the program units, identify which
data areas are stored in the page pool, and determine their size. The following must also be noted:
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® The page pool is divided into UTM pages:
a UTM page is either 2KB, 4KB or 8KB in length, depending on the value of the BLKSIZE= parameter in the
MAX statement.

® The following applies for the data areas GSSB, LSSB, TLS, and ULS:each of these data areas begins on a new
UTM page. Of each UTM page, 1994 bytes (in the case of a 2KB UTM page), 4042 bytes (in the case of a 4KB
UTM page) or 8138 bytes (in the case of a 8KB UTM page) are available for user data. The remaining space is
reserved by openUTM.

openUTM offers the option of compressing the user data of these areas, see the DATA-COMPRESSION
parameter of the MAX statement. This can reduce the number of UTM pages required.

® The following applies to asynchronous messages:
Each message begins on a new UTM page. Of the first UTM page of a message, at least 1914 bytes (in the case
of a 2KB UTM page), 3962 bytes (in the case of a 4KB UTM page) or 8058 bytes (in the case of a 8KB UTM
page) are available for user data. Of each follow-up page occupied by the message, at least 2030 bytes (in the
case of a 2KB UTM page), 4078 bytes (in the case of a 4KB UTM page) or 8174 bytes (in the case of a 8KB
UTM page) are available for user data.

In future versions of openUTM, it is possible that less space will be provided for user data on each UTM page.
When programming, therefore, you should ensure that all the available space is not exhausted.

® |f an existing area is modified, openUTM stores the new area up to the end of the transaction at another location
in the page pool. The area is thus temporarily duplicated.

Program unit Page pool

SGET «

SPUT

PEND RE/FIFC

Release old GSSB

Figure 4: Dual-file operation of changed areas in the page pool

i You must also allow for the volume of FPUT and LPUT messages. Make sure that the page pool is not
too small.

Page pool overflow warning

While the application is running, it is vital that the page pool does not become full as it is also required to back up
the dialog messages. For this purpose, openUTM provides the following protective measures:

® There are two warning levels (percentages), which can be set during generation. If utilization of the page pool
exceeds or falls short of these values, openUTM outputs UTM message K040 or K041, so that the user can
respond with a MSGTAC routine.

® | ocal asynchronous messages and LPUT calls to write records to the USLOG file are rejected if utilization of the
page pool has reached warning level 2.




® Asynchronous messages from a partner application via LU6.1 or OSI TP are rejected if utilization of the page
pool has reached warning level 2. The connection is cleared. When communicating via OSI TP, the message
K119 OsI-TP error information with the insert DI A3=21 is output in both applications. The queued
message is resent to the partner application at regular intervals determined by the value in MAX CONRTIME.

® An asynchronous job issued by a terminal or TS application is reject with UTM message K101 if utilization of the
page pool has reached warning level 2.
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2.3.3 Restart area

KDCS calls in a program unit will result in modifications to the administrative data.
openUTM collects information on all changes made within a transaction - i.e. from the first INIT call to the end of the
transaction - in a process-specific storage area. On BS2000 systems this is a buffer in class 5 memory.

In a UTM-S application, openUTM uses the information in this buffer to create a restart data record at the end of the
transaction. It then writes this data record to the restart area of the KDCFILE. The data record describes the
modifications to the administrative data which were made as a result of the transaction. In the case of a warm start,
it is used by openUTM to trace the effect of the transaction. The size of the restart area determines the interval at
which modifications to the configuration data must be transferred to the administrative data area of the KDCFILE.

In a UTM-F application, restart data records are written only for transactions in which passwords were changed or in
which administrative data was modified by means of dynamic configuration.

The data records in the restart area are combined by openUTM, i.e. a UTM page in this area generally contains
several data records.

During KDCDEF generation, you can define the size of the buffer and the restart area using the following statement:

MAX ..., RECBUF=( nunber,length )
number Size of the restart area for each process in the KDCFILE, specified in UTM pages

length  Size of the buffer for each process in the main memory, specified in bytes

Setting the length parameter

The length parameter lets you reserve for each process a buffer area that is length bytes long in main memory.
openUTM uses this area to buffer changes to administrative data while a transaction is still open and can therefore
still be rolled back.

For length, you must calculate the space requirements of the application’s transactions in the buffer using default
values:
® |n addition to the basic requirement of 40 bytes per transaction, you must also allow for the following:
® up to 50 bytes per KDCS call, but 80 bytes per MCOM call.
® up to 300 bytes per ADMI call.
® In the case of distributed processing, the following additional requirements must be taken into consideration:
® 300 bytes per LU6.1 communication partner
® 200 bytes per OSI TP partner
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® |n the case of asynchronous administration by means of an FPUT call, please note that all FPUT NT calls from a
program unit to the same administration TAC are processed by the UTM administration program in a single
transaction. The individual administration commands require the following buffer space, which must be taken into
consideration in length:

® 0 bytes for each KDCHELP and KDCINF administration command

® for all other administration command others
300 bytes on BS2000 systems
360 bytes on Unix, Linux and Windows systems

i On 64-bit platforms you will need to double the memory requirement.

If RECBUF=length is generated too small, i.e. if the buffer is not large enough for a transaction, openUTM rejects
a KDCS call or rolls back the transaction or cancel the transaction abnormally.

Setting the number parameter

The number parameter lets you reserve for each process a buffer area whose size is number UTM pages in the
KDCFILE. openUTM uses this area to buffer changes to the administrative data of completed transactions until the
changed data is written to the KDCFILE in the next periodic write. A UTM page generally contains several data
records, since these generally occupy only slightly less space than the corresponding information in the buffer.

If number is defined too low, KDCDEF automatically increases this to the minimum value.

When combined with the restart records, the administrative data in the KDCFILE always represents the last valid
state of the application. When using UTM-S, openUTM automatically updates the administrative data in the
KDCFILE (Periodic Write) before a restart area becomes full during runtime. All pages containing administrative
data in which modifications have been made are written to the KDCFILE parallel to the transactions currently active.
All data records written previously to the restart areas thus become obsolete.

i If the restart area is large, the administrative data in the KDCFILE is updated less frequently during
runtime. When performing a warm start following termination of the application, however, large quantities
of data records from the restart areas must be incorporated in the KDCFILE, i.e. the warm start takes
longer. The opposite applies if the restart area is small: since administrative data is updated frequently
during runtime, the time required for warm start is reduced but impact slightly on the executing application.

number should be set such that the space available in the restart area is at least a multiple of the buffer generated
using the length parameter.

In a UTM-F application, the volume of administrative data written back to the KDCFILE is much less, e.g. changed
user passwords and generation data modified by means of dynamic configuration. The number parameter can
therefore be set lower for UTM-F applications.
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2.3.4 Creating a new KDCFILE during operation

To minimize the downtime for a UTM application during a new generation, it is also possible to create a new
KDCFILE for an application while the application is running. However, you must bear the following in mind:
BS2000 systems:

The base name of the new KDCFILE consists of the catalog ID, user ID and prefix and may not be the same as the
old (current) KDCFILE (the structure of the file name is described in section "The KDCFILE").

To ensure this, use the following procedure:

1. Inthe MAX statement, enter the file name without the userid in the filebase parameter. And under prefix (see
"The KDCFILE") enter the same value as used for the generation of the “old” KDCFILE.

2. Start the KDCDEF run under a BS2000 user ID which is different to the one under which the application is
running (for example, use userid2, if the old KDCFILE is called :catid:$userid1.prefix. KDCA).

You can subsequently - when the application is not running - copy the KDCFILE to the userid1 and execute a
KDCUPD run, if necessary. You can copy the KDCFILE using:

/ COPY- FI LE FROM+ FI LE=$useri d2.fi | ebase. KDCA, TO- FI LE=$useri dl. fil ebase. KDCA

Start the KDCDEF run under userid1 or in MAX KDCFILE= enter the base name with the user ID,. This will cause
KDCDEF to interrupt the KDCDEF run with the message K404 "DMS error D5B1 on file ...".

Unix, Linux and Windows systems:

You must ensure that the directory in which the new KDCFILE will be written is not the same directory as the base
directory of the running UTM application.

To achieve this, proceed as follows:

1. Specify the base directory filebase with “.” in the MAX statement, i.e. the KDCFILE will be written in the
directory in which KDCDEF is started:

MAX KDCFI LE=(., S) or MAX KDCFI LE( ., D)
2. You start KDCDEF in a directory other than the base directory of the UTM application.

You can then copy the KDCFILE to the base directory later and execute a KDCUPD run, if necessary.

If you start the KDCDEF run in the base directory or specify the fully qualified base directory in MAX KDCFILE=,
then KDCDEF aborts the KDCDEF run with message U185.
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2.4 Performance aspects - tuning

An important factor in the performance of a UTM application is the efficiency with which openUTM can access the
KDCFILE, particularly in the case of high transaction rates. With a large configuration, i.e. a large KDCFILE, it is
recommended that you optimize the access times. This can be achieved in two ways:

¢ splitting the KDCFILE (see below)

® KDCFILE on raw-device (only on Unix and Linux systems, see "KDCFILE on raw-device (Unix and Linux
systems)")

¢ KDCFILE on stripe set (only on Windows systems, see "KDCFILE on a stripe set in (Windows systems)")

On BS2000 systems, you can also use the HIPERFILE concept to optimize performance, see the manual "BS2000
OSD/BC - Introductory Guide to DMS".
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2.4.1 Splitting the KDCFILE

In order to improve the I/O behavior of your application, you can split the KDCFILE by swapping out the page pool
and/or the restart area of the KDCFILE. Splitting the page pool and restart area across several files is particularly
advantageous if you have very high transaction rates, since openUTM then distributes the number of access
operations to these areas across the various different files.

The administrative data is essentially stored in the main file KDCA. The swapped-out page pool or restart area can
be split between several files by means of generation. Provided this results in the use of numerous different
hardware paths, access times can be reduced considerably thereby enhancing performance.

Generation notes

You can use the following operands of the KDCDEF control statement MAX to define the areas of the KDCFILE to
be swapped out during generation, and to specify the number of files created for these areas:

® Page pool files

MAX. . ., PGPOOLFS=nunber

® Restart area files

MAX. . ., , RECBUFFS=nunber

In the case of dual-file operation, which is defined using the statement
MAX. . ., KDCFI LE=(. ..., DOUBLE) , these files are also maintained twice.
File names

The individual files of the KDCFILE that are contained in the swapped out areas have the same base name filebase
as the main file KDCA and have the following names:

® Page pool files: PO1A, PO2A, PO3A, ....
If you are keeping a dual KDCFILE, the files PO1B, P02B, P0O3B, ... are also created.

® Restart area: RO1A, RO2A, RO3A, ....
If you are keeping a dual KDCFILE, the files RO1B, R02B, RO3B, ... are also created.

Example

You want to set up your KDCFILE as follows:
® Page pool distributed across two files.

® Restart area located in a separate file.

® Duplicated file names.

For the base names, the place holder FILEBASE is used in this example.

On Unix, Linux and Windows systems, FILEBASE is the directory in which the files are stored, and can be replaced,
for example, by / horre/ user ut nf base (Unix and Linux systems) or C. \ user ut mi base (Windows systems).

In the KDCDEF generation you specify the following MAX statement:

MAX. . ., KDCFI LE=( FI LEBASE, DOUBLE) , PGPOOLFS=2, RECBUFFS=1, . . .
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KDCDEF then generates the following files:

BS2000 systems:

Unix and Linux systems:

Windows systems:

KDCFILE
Main file containing administrative data

Page pool

Restart area
Main file containing administrative data

Page pool

Restart area
Main file containing administrative data

Page pool

Restart area

Original
FILEBASE.KDCA

FILEBASE.PO1A
FILEBASE.PO2A

FILEBASE.RO1A
FILEBASEIKDCA

FILEBASE/PO1A
FILEBASEIP02A

FILEBASEIRO1A
FILEBASE\KDCA

FILEBASE\PO1A
FILEBASE\P02A

FILEBASE\RO1A

Copy
FILEBASE.KDCB

FILEBASE.P0O1B
FILEBASE.P02B

FILEBASE.R01B
FILEBASE/KDCB

FILEBASEIP01B
FILEBASEIP02B

FILEBASE/RO1B
FILEBASE\KDCB

FILEBASE\P01B
FILEBASE\P02B

FILEBASE\RO1B
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2.4.2 KDCFILE on raw-device (Unix and Linux systems)

You can improve the performance of a UTM application on Unix and Linux systems considerably by operating the
KDCFILE on raw-device, i.e. as a character based device file. To do this, create the KDCFILE on a separate disk
partition, in other words a partition on which no file system is stored.

Direct access to the KDCFILE via a device file without buffering in the system kernel requires less time and less
resources than access via the file system when the KDCFILE is stored as a normal file in the filebase directory. The
KDCFILE is stored as a contiguous data area on the disk patrtition. If the KDCFILE is stored as a file within a file
system, then the data of the KDCFILE is often stored by the system in such a way that it is distributed across
several storage areas which leads to increased access times.

Splitting the KDCFILE across several files (swapping out the page pool and restart area) requires you to use a
separate disk partition for each file.

i The raw partition of the database system used should be located on another disk.

Estimating the size of the required disk partition

To allow the system administrator to create a sufficiently large disk partition for your KDCFILE, you must calculate
the size of the KDCFILE. This depends on the following factors:

® the number of generated objects addressed by name
(transaction codes, users, program units, clients and printers, key sets, remote communication partners,
connections for distributed processing, etc.)

® the generated size of the page pool (see "Page pool")
® the generated size of the restart area (see "Restart area”)

® the number of work processes

To determine the size of the partition required for your KDCFILE, use KDCDEF to generate the KDCFILE as the file
filebase/lKDCA. Then output the size of your KDCFILE using the command /s -I. Please note that future
modifications to the configuration generally affect the size of the KDCFILE. As a precaution, you should therefore
select a larger disk partition.

Creating the raw special file

The disk partitioning is defined by the system administrator when installing the Unix or Linux system. Before system
installation, therefore, you must inform your system administrator that you require disk partitions in raw-device
format without file systems for your UTM applications. The system administrator can thus create several smaller
partitions during installation, which can then be combined to form the storage area for your KDCFILE depending on
requirements.

CAUTION!
Many disks contain administrative data in the first track. This area of the disk must therefore not be
included in the partition for the KDCFILE.

Do not create a file system in the disk partition in which the KDCFILE is to be stored. Do not mount the
disk partition using the mount command.
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Ask your system administrator to create a special file for accessing the disk partition. Make sure that access to the
KDCFILE takes place via a character-oriented special file (raw-device), i.e. the hame of the special file must begin
with r and the identifier must be a c (first character output by the Is - command).

The owner of the special file must the user ID under which the application runs. Read and write access to the
special file must be granted exclusively to the owner (access rights 600). Be careful when assigning access rights to
the KDCFILE, as these are the only means of protecting your KDCFILE against unauthorized access.

The Is -l command for the special file
s -1 /dev/rxxxx
returns the following output:

Crw------ 1 utmaw ot her 0,1030 Jul 14 15:13 /dev/rxxxx

Writing the KDCFILE to the special file
There are two options for creating the KDCFILE in the disk partition.

® Delete the KDCFILE that you generated when determining the file size. Using the /n command, create a symbolic
reference between the special file and filebase/KDCA. Regenerate the KDCFILE for your application using the
KDCDEF generation tool. openUTM writes the KDCFILE directly to the special file.

r m filebase | KDCA
In -s /dev/rxxxx filebase ! KDCA
utmpath /| ex/ kdcdef
® Copy the KDCFILE (generated when determining the file size) to the special file using the ¢p or dd command,
and then delete the KDCFILE filebase/KDCA.
Using the /n command, create a symbolic reference between the special file and filebase/KDCA.
cp filebase | KDCA / dev/ r xxxx
r m filebase | KDCA
In -s /dev/rxxxx filebase ! KDCA

In both cases, after issuing the /n command, use the /s -/ command to check whether a link exists between filebase
/KDCA and the special file:

Is -I /dev/rxxxx filebase | KDCA

Cut put :
Cr'wW------ 1 utmaw other 0,1030 Jul 14 15:13 /dev/rxxxx
lrwxrwxrwx 1 utmaw other 9 Jul 14 15:13 filebase [ KDCA -> [ dev/rXxxxx

Dual-file operation

If you require dual-file operation of the KDCFILE for security reasons, you will need two disk partitions. The disk
partitions should be located on different disks. Ideally, the disks should be operated by different controllers. The
system administrator must create a raw special file for each KDCFILE.

To ensure that openUTM can write each KDCFILE to the special file created for this purpose, you must create the
following symbolic references:
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In -s /dev/rxxxl filebase !/ KDCA
In -s /dev/rxxx2 fil ebase [ KDCB
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2.4.3 KDCFILE on a stripe set (Windows systems)

You create the filebase file directory on a stripe set (Windows software RAID level 0). In a stripe set, unused areas
of matching size on different hard disks are combined to form a logical drive. The data in a KDCFILE on a stripe set
are therefore also distributed amongst various hard disks, resulting in faster access and therefore in higher
performance for the UTM application.

You must use stripe sets with parity (RAID Level 5) to achiever better data security. Stripe sets with parity can only
be used under the Windows Server operating system.

Please consult the Windows documentation for more information on stripe sets.
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3 Generating applications for distributed processing

This chapter provides a summary of the most important generation notes for applications with distributed processing
and describes how the UTM generation is coordinated with the generation of the transport system.

The term distributed processing is used to describe server-server communication using the LU6.1 and OSI TP
protocols. These protocols are used to implement global transaction processing. The OSI TP protocol also makes it
possible to communicate with OpenCPIC clients and LU6.2 applications. OpenCPIC clients are generated in the
same way as OSI TP partners, see chapter "Generation procedure for distributed processing based on OSI TP

". Specific hints for the generation of OpenCPIC clients can be found in section "Connecting OpenCPIC clients".
More information about connecting to a LU6.2 application can be found in the openUTM manual “Distributed
Transaction Processing between openUTM and CICS, IMS and LU6.2 Applications”.

> The basic principles of distributed processing are introduced in the openUTM manual “Concepts und
Functions”.

To generate applications with distributed processing, you must first ensure that the individual applications have
been generated without errors, and that the generation data of all applications involved has been coordinated. Since
the KDCDEF generation tool can only check the generation data of a single application for consistency and
syntactic accuracy, conflicts generally cannot be identified until the applications begin to interact with each other, e.
g. during connection setup.

> You will find notes on generation when standalone UTM applications are to be linked to UTM cluster
applications on Unix, Linux or Windows systems in the sections "LU6.1-LPAP bundles of a standalone
application with a UTM cluster application" and "OSI-LPAP bundles".
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3.1 Distributed processing viathe LU6.1 protocol

Before discussing the rules and recommendations for generating UTM applications with distributed processing, a
number of SNA terms relevant for configuration are explained below in context.

SNA terms are shown in jtalics in the next section. More information on SNA terms can be found in the openUTM
manual “Distributed Transaction Processing between openUTM and CICS, IMS and LU6.2 Applications”.

64



3.1.1 Transport connections and SNA sessions

Communication between two applications is, from the openUTM point of view, carried out using transport
connections (in the sense of TRANSDATA), via which the SNA sessions are handled.

The sessions are identified using session names. The session names serve to restart interrupted communication
between two applications. If, prior to an interruption, communication via one of the possible transport connections is
taking place using a given session name, then when the session is restarted, it is started under the same session
name, but not necessarily using the same transport connection.

A session is defined using the KDCDEF control statement LSES, while its characteristics (e.g. the way in which it is
opened, controlled, and managed) are defined using the SESCHA control statement.

The session name can be likened to the USER name in UTM applications: a USER can also continue an interrupted
service on another terminal, thus using a different transport connection. In order to ensure that the session name in
two connected applications does not have to be the same, the session name is made up of two parts (symbolized
using the '+’ character):

session-name = local-session-name+remote-session-name.

Each part of the session name is a maximum of 8 characters in length, thus the entire session name has maximum
length of 16 bytes. The local-session-name refers to a common session in the local application, and the remote-
session-name refers to the same session in the remote application. This means that the both the local and remote
applications are required to know the session names of the partner application. The local-session-name uses the
USER name defined in the local application to create a common name for the local application, and the remote-
sessionname uses the USER names defined in the remote application to create a common name for the remote
application.

At the start of a service, the “user ID" field in the KB header contains a local session name if the requester is a
remote LU6.1 application.

A session is exclusively occupied for the duration of the dialog between the job-sending application and the job-
receiving application (bracketing). In other words, another job-sending application will be required to:

® wait until the session has been released or
® repeat its job later, as it will be rejected at this time or

® occupy a different free session and start its job from there. The prerequisite for this is that there are several
transport connections and sessions available for the remote application.

The opening and closing of a session is always controlled by one of the partner applications. This application is then
referred to as the primary logical unit or PLU. However, the initiative for opening a session may come from both
applications involved.

When opening a session, the partners agree on which application is to be responsible for for controlling the
reservation of the session by jobs. The application which shall control the session is known as the contention
winner, while the other application is referred to as the contention loser. In order to submit a job to the partner, the
contention winner can reserve a session without consulting the contention loser beforehand. The contention loser,
on the other hand, must request a session from the contention winner.
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3.1.2 Generation notes

When generating UTM applications that are to communicate using the LU6.1 protocol, you must bear the following
information in mind.

1.

In each application, either one or two LPAP statements and the appropriate SESCHA, CON and LSES
statements must be generated for each of the partner applications.

Only one LPAP statement is required for a partner application if only one of the two applications is to be
sending jobs. However, if both applications are intended to send jobs to the partner application, then both
applications will require two LPAP statements.

. An LPAP that is used mainly to send jobs is generated in its SESCHA statement using CONTWIN=NO; this

ensures that the local application becomes the contention winner for this LPAP. The corresponding LPAP in the
partner application must then be generated with CONTWIN=YES.

For each connection/each session, one CON or one LSES statement must be generated in each of the partner
applications.

For each CON statement, the CON name and the BCAMAPPL name in the one application must correspond to
the names in the partner application.

In the same way, for each LSES statement, the LSES name and the RSES name of the one application must
correspond to those in the partner application.

In the case of standalone applications, the same number of CON and LSES statements must be generated for
each LPAP; the number of CON or LSES statements determines the number of parallel connections to the
partner application that are possible via this LPAP. Other rules apply to UTM cluster applications on Unix, Linux
and Windows systems, see "Special issues with LU6.1 connections".

All CON and LSES statements of an LPAP must address the same partner application and must also be
assigned to a single LPAP name in the partner application. It is not permitted to generate several CON
statements leading to different applications for one LPAP name.

It is also not permitted to generate several CON statements for a single LPAP which are assigned to different
LPAP statements via the corresponding CON statements in the partner application.

This generation error cannot be recognized by openUTM, but will lead to errors during connection or session
establishment and during session restart.

In order to establish several parallel connections between two applications, a UTM application opens several
transport system end points at the transport system. Each transport system end point of a UTM application is
generated using its own BCAMAPPL statement.

Unix, Linux and Windows systems

Please note the maximum number of connections that can be established at a time via one transport
system end point. For details see BCAMAPPL statement in section "BCAMAPPL - define additional
application names".
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Figure 5: Two applications with several transport connections

In the example above, A and B are the names of the applications as specified using the MAX APPLINAME=
statement; B1 and B2 are defined using separate BCAMAPPL statements.

Terminals are able to establish connections to application A using the application name A and to application B using
the application name B. But application A is able to connect to application B using the application names B, B1 or
B2.

BS2000 systems

From the network administration point of view, the UTM application B consists of several BCAM applications.
BCAM administration commands for one of the application names have an effect on the entire UTM application
B. So in other words, a BCAPPL APPLICATION=B,MODE=DEACTIVATE command not only terminates UTM
application B, but also signs the applications B1 and B2 off from BCAM.

Between two given transport system end points of both applications only a single transport connection can be
established. If two transport system end points are generated in one of the applications and three in the other, then
up to six parallel connections can be established between the two applications.

If both a contention winner LPAP and a contention loser LPAP are generated for a partner application (SESCHA
statement), then transport system end points (BCAMAPPL statement) are established via the contention winner
connections and should not be used simultaneously for the contention loser connections! This means that both
contention winner and contention loser LPAPs are generated in a single application, thus the BCAMAPPLSs of this
application should be split into two disjunctive groups, where the BCAMAPPLSs of the one group are assigned only
to contention winner connections and the BCAMAPPLSs of the other group are only ever used for contention user
connections.
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3.1.3 Procedure when generating LU6.1 connections

When generating two applications that are to communicate using the LU6.1 protocol, you should proceed as
described below.

1. LPAP and SESCHA statements

First you must decide whether the two applications are to be sending jobs to each other on an equally regular
basis, or whether one of the applications is to be sending jobs more frequently than the other.

In the first scenario, both applications must be generated with two LPAP statements each; in the second
scenario the applications require one LPAP statement each. In this case, that LPAP statement that is designed
to send more jobs than it receives is generated with SESCHA ..., CONTWIN=NO; the corresponding LPAP in
the partner application is generated with SESCHA ..., CONTWIN=YES. When you have two LPAP statements in
an application, one should be generated with SESCHA ... ,CONTWIN=NO and the other with SESCHA ...,
CONTWIN=YES.

>

LPAP statement in section "LPAP - define an LPAP partner for distributed processing based on LUG.

1"

The following operands can be used to define an LPAP partner as the logical connection point for the
partner application.

Ipapname

LPAP partner name; this is the logical name of the partner application via which the program units
of the local application and the partner application communicate. [papname is only significant in
the local application.

SESCHA=

The session characteristics for communication between local application and partner application
as defined under sescha_name in the SESCHA statement are assigned to the LPAP partner.

PERMIT=

Specifies the level of authorization (right to carry out administration and preselection functions) of
the partner application.

QLEV=

Specifies the maximum number of asynchronous messages that are permitted to wait in the
Message Queue of the LPAP partner.

DEAD-LETTER-Q=

Specifies whether asynchronous messages to the LPAP partner that are deleted as they could not
be sent due to a permanent error are saved in the dead letter queue.

STATUS=

This defines whether the partner application is able to work with the local application immediately
the local application is started, or whether the administrator must first set the status to ON.

BUNDLE=

Makes the LPAP a slave LPAP of an LU6.1-LPAP bundle and specifies the associated master
LPAP.
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> SESCHA statement in section "SESCHA - define session characteristics for distributed processing
based on LU6.1"

You can use the following operands to define the session characteristics that are to be assigned to
one of the LPAP partners and therefore to the partner application that connects via this LPAP partner.

® sescha name

Defines the name under which the session characteristics are collected. This name is entered in
the LPAP statement in the operand SESCHA= to assign the session characteristics to a LPAP
partner.

® CONTWIN=

Specifies whether the local application is the contention winner (NO) or contention loser (YES).
The contention winner application manages the session and controls the utilization of the session
by jobs.

Default: If PLU=N, the local application is the contention loser, otherwise it is the contention winner.
® PLU=

Specifies which application is able to initiate the session, or in other words, whether the partner
application is the primary logical unit (PLU) (YES) or the local application (NO).
PLU=Y must be specified for one of the participating applications, and PLU=N for the other.

® CONNECT=

Specifies whether the local application is to connect automatically to the partner application on
application startup (YES) or whether the connection to the partner application is to be carried out
by means of an administration command (NO).

Example

Application A sends jobs to Application B via LPAP B1 and application B sends jobs to application A via LPAP
A2.

Application A: Application B:

LPAP B1, SESCHA=B1 LPAP Al, SESCHA=A1l
SESCHA Bl1l, CONTW N=NO, PLU=YES @ SESCHA Al, CONTW N=YES, PLU=NO

LPAP B2, SESCHA=B2 LPAP A2, SESCHA=A2
SESCHA B2, CONTW N=YES, PLU=NO @ SESCHA A2, CONTW N=NO, PLU=YES

2. BCAMAPPL statements

The next thing to do is to specify how many parallel connections are to be generated between two LPAPs. In
accordance with the number you specify, the BCAMAPPL statement is used to generate additional transport
system endpoints for both applications. Only one connection may be established between each transport
system endpoint and the transport system endpoint of the partner application. Should, for example, nine parallel
connections be generated between two LPAPSs, then at least three BCAMAPPL statements will be required on
each side.

If two LPAPS to the partner application are generated in an application, the BCAMAPPLSs of this application
should be split into two disjunct groups. The first LPAP communicates using just the BCAMAPPLSs of the first
group, and the second LPAP uses the BCAMAPPLs of the second group.
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Cs BCAMAPPL statement in section "'BCAMAPPL - define additional application names"
The following operands are used to define an additional application name for parallel connections to
the communication partner.

® appliname
Additional (BCAM) name of the UTM application.
* T-PROT

Specifies the transport protocol.
NEA is the default for BS2000, RFC1006 is the default for Unix, Linux and Windows systems.

If an application communicates with several partner applications, the BCAMAPPLs used to communicate with
the one application may also be used to communicate with the other applications.
. CON and LSES statements

It is then necessary to assign one CON and one LSES statement to each LPAP statement for each parallel
connection via this LPAP. Each CON and each LSES statement must be generated in each of the participating
applications and both of these generations must correspond to each other.

Thus:

® Each CON name in the one application corresponds to a BCAMAPPL name in the other application and vice
versa.

® Each LSES name in the one application corresponds to an RSES name in the other application and vice
versa.

O CON statement in section "CON - define a connection for distributed processing based on LU6.1"
The following operands can be used to assign the LPAP partner in the local application to the real
partner application.

® remote_appliname

Name of the partner application with which communication is to take place via the logical
connection.

* BCAMAPPL=

Refers to a hame of the local application as specified in the control statement MAX or
BCAMAPPL. You cannot specify a BCAMAPPL name for which a T-PROT=SOCKET has been
generated.

* LPAP=

Name of the LPAP partner application to which the connection is to be established. The name of
the LPAP partner via which the partner application connects must be defined using the statement
LPAP Ipapname.

Specifying several CON statements with the same [papname allows you to generate parallel
connections to the partner application.

* PRONAM=

Name of the partner computer.

The CON statements that are used to describe the connection to the partner application in the local application
and the connection to the local application in the partner application refer to the same connection. CON
statements must therefore always be entered in pairs. When using parallel sessions, several CON statements
are generated for an LPAP partner.
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In the example, the assignment is made between the LPAP partner B1 (as generated in application A) and the
LPAP partner Al (as generated in application B):

Application 4 Application B
BCAMAPPL Al1l BCAMAPPL B11
CON B11,BCAMAPPL=A11.LPAP=B1,... CON Al11.BCAMAPPL=B11,LPAP=Al,..

O LSES statement in section "LSES - define a session name for distributed processing based on LUG.
1

The following operands can be used to agree the same session names for the connection and assign

them to the LPAP partner.

® Jocal sessionname

Name of the session in the local application.
® RSES=

Name of the session in the partner application.
* LPAP=

Name of the LPAP partner that is assigned to the partner application.
local_sessionname is used for communication with the partner application that is assigned to the
LPAP partner [papname in the local application.

Session names are agreed in the local application and partner application. LSES statements must therefore
always be entered in pairs. Since the session name is assigned to the LPAP partners, the LPAP partner
assignment defined in the LSES statement must be identical to that defined in the CON statements.

If two LPAP partners are assigned to each other, the LSES and RSES names agreed in the LSES statements
must match (see example below). In the case of parallel sessions, several LSES statements are entered with
different session names for an LPAP partner [papname.

The previous example can now be extended as follows.

Application 4 Application B

BCAMAPPL B11

LPAP Al,...
1.BCAMAPPL=A11,LPAP=B1,... CON A11,BCAMAPPL=B11,LPAP=A1,..
LSES SESA11,RSES=SESB11,LPAP=B1,...|| LSES SESB11,RSES=SESA11,LPAP=Al,...

L T 1

Example
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Application A: Application B:

BCAMAPPL Al1l BCAMAPPL Bl1l

BCAMAPPL Al12 BCAMAPPL B12

LPAP Bl1l, SESCHA=B1 LPAP Al, SESCHA=A1l

SESCHA B1, CONTW N=NO, PLU=YES SESCHA A1, CONTW N=YES, PLUW=NO
CON Bl11, BCANVAPPL=A11l, LPAP=B1 CON All, BCANVAPPL=B11, LPAP=A1
CON B12, BCANMAPPL=Al1l, LPAP=Bl CON All, BCANAPPL=B12, LPAP=Al
CON Bl11, BCANVAPPL=A12, LPAP=B1 CON Al2, BCANVAPPL=B11, LPAP=A1
CON B12, BCANMAPPL=A12, LPAP=Bl CON Al2, BCANVAPPL=B12, LPAP=Al

LSES SESA1l1, RSES=SESB11, LPAP=Bl1 | LSES SESB11, RSES=SESA11l, LPAP=A1l
LSES SESA12, RSES=SESB12, LPAP=B1 | LSES SESB12, RSES=SESA12, LPAP=Al
LSES SESA13, RSES=SESB13, LPAP=B1 | LSES SESB13, RSES=SESA13, LPAP=Al
LSES SESA14, RSES=SESB14, LPAP=Bl1  LSES SESB14, RSES=SESA14, LPAP=A1l

BCAMAPPL A21 BCAMAPPL B21

BCAMAPPL A22 BCAMAPPL B22

LPAP B2, SESCHA=B2 LPAP A2, SESCHA=A2

SESCHA B2, CONTW N=YES, PLU=NO SESCHA A2, CONTW N=NO, PLU=YES
CON B21, BCAMAPPL=A21, LPAP=B2 CON A21, BCANVAPPL=B21, LPAP=A2
CON B22, BCAVAPPL=A21, LPAP=B2 CON A21, BCANVAPPL=B22, LPAP=A2
CON B21, BCANVAPPL=A22, LPAP=B2 CON A22, BCANVAPPL=B21, LPAP=A2
CON B22, BCANMAPPL=A22, LPAP=B2 CON A22, BCANAPPL=B22, LPAP=A2

LSES SESA21, RSES=SESB21, LPAP=B2  LSES SESB21, RSES=SESA21, LPAP=A2
LSES SESA22, RSES=SESB22, LPAP=B2 | LSES SESB22, RSES=SESA22, LPAP=A2
LSES SESA23, RSES=SESB23, LPAP=B2 | LSES SESB23, RSES=SESA23, LPAP=A2
LSES SESA24, RSES=SESB24, LPAP=B2  LSES SESB24, RSES=SESA24, LPAP=A2

Notes

® In the case of applications with distributed processing, the length value specified in the statement MAX...,
RECBUF=(number,length),... may have to be increased. Further information can be found in section "Restart
area".

®* The behavior of an application can be influenced by the choice of timer (operand IDLETIME= of the SESCHA
statement, operands CONCTIME and PTCTIME of the UTMD statement).




3.1.4 LUG.1-LPAP bundles

LU6.1=LPAP bundles allow messages to be distributed automatically across several LPAP partners. If a UTM
application has to exchange a very large number of messages with a partner application then load distribution may
be improved by starting multiple instances of the partner application and distributing the messages across the
individual instances. In an LU6.1-LPAP bundle, openUTM is responsible for distributing the messages to the partner
application instances. To achieve this, the program units in the APRO call must address the MASTER-LUG61-LPAP.

One application scenario for distributing messages in this way is communication between a UTM application and a
UTM cluster application. This allows messages to the UTM cluster application to be distributed across the individual
node applications. You will find detailed information on this in section "LU6.1-LPAP bundles of a standalone
application with a UTM cluster application".

An LUG6.1-LPAP bundle consists of a master LPAP and multiple slave LPAPs. The slave LPAPs are assigned to the
master LPAP on generation. In normal circumstances, the individual slave LPAPs address different partner
applications.

Slave LPAPs

| LSES11/CON11_|

A PAP1 K / ;

| LSES1 j‘f CON1 |

MASTER-LUBT-LPAP |

. A tsesnirconm ]
\l LPAP n )u .

1
, [}

N LSESnk/CONmk |

Figure 6: Example of an LU6.1-LPAP bundle

Generating an LU6.1-LPAP bundle

MASTER-LUG61-LPAP statement in section "MASTER-LU61-LPAP - Define the master LPAP of an LUG.
s ;
1-LPAP bundle
Specifies the name and properties of the master LPAP in an LU6.1-LPAP bundle.

® master-lpap-name
Name of the master LPAP.
® STATUS=

Specifies whether messages can be sent to this LPAP bundle.

O LPAP statement in section "LPAP - define an LPAP partner for distributed processing based on LU6.1"
The following properties must be specified to generate a slave LPAP:

® |pap-name
Name of the slave LPAP.
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* BUNDLE=master-lpap-name

Name of the master LPAP. The master LPAP specified here must be defined in a MASTER-LU61-LPAP
statement. If you specify BUNDLE, this LPAP becomes a slave LPAP of the specified master LPAP.

MASTER- LU61- LPAP master,
LPAP slave-lpap, BUNDLE= master,

CONs of LPAPs belonging to an LU6.1-LPAP bundle

® No physical connections (CONs) can be assigned to a master LPAP. This means that it cannot be specified as
the LPAP in a CON statement. The master LPAP always uses the connections assigned to the slave LPAPs.

Distribution of messages
For details, refer to the section "Distributing messages" in chapter "LU6.1-LPAP bundles".
Display in the KB header

For details, refer to the section "Information displayed in the KB header" in chapter "LU6.1-LPAP bundles".
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3.1.5 Usage of LU6.1-LPAP bundles for communication with an UTM cluster application
on Unix, Linux and Windows systems

Note the following when generating LU6.1 communication between a standalone partner application and a UTM
cluster application:

® A partner application must generate one LPAP with a specific number of sessions and connections for each
node of the UTM cluster application with which it wants to communicate.

® To address the UTM cluster application, an LU6.1-LPAP bundle whose slave LPAPs are assigned to the cluster
node should be generated in the partner application (see "MASTER-LU61-LPAP — Define the master LPAP of an
LU6.1-LPAP bundle" ).

® In the UTM cluster application, more sessions (LSES) than connections (CON) must be generated for the LPAP
that represents the partner application: One session per cluster node must be generated for each connection.

Each cluster node requires only exactly the number of connections assigned to each LPAP in the partner
application for the corresponding LPAP. However, because all cluster nodes have identical generations, the
sessions for all the LPAPs of the partner application must be generated in every cluster node.

® During generation, the LU6.1 sessions must be explicitly assigned to the node applications. To do this, define the
reference name of the node application in the NODE-NAME parameter of the CLUSTER-NODE statement and
specify this name in the NODE-NAME parameter of the LSES statement. As a result, the "right" session is
selected when a session is established with a partner application.

Example:

The example below shows a generation in which the standalone application SA on the host HOSTSA is linked
to the UTM cluster application CA on the cluster nodes NODECAX, NODECAY and NODECAZ. 4 connections
between the standalone application and each of the node applications are generated. A MASTER-LU61-LPAP
is generated for the LPAPs that represent the node applications in the standalone application. This represents
the UTM cluster application.
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Standalone application SA on HOSTSA

BCAMAPPL SAl11

BCAMAPPL SA12

MASTER- LU61- LPAP M_PAPCA
LPAP LPAPCAX, SESCHA=SESCHCA-
,  BUNDLE=M_PAPCA

LPAP LPAPCAY, SESCHA=SESCHCA-
,  BUNDLE=M_PAPCA

LPAP LPAPCAZ, SESCHA=SESCHCA-
,  BUNDLE=M_PAPCA

SESCHA SESCHCA, CONTW N=NO,
PLU=YES

CON CA1l, PRONAM=NCDECAX —
, BCAVAPPL=SAl11l, LPAP=LPAPCAX
CON CAl12, PRONAM=NODECAX —
, BCAVAPPL=SAl11l, LPAP=LPAPCAX
CON CA1l, PRONAM=NODECAX —
, BCAMAPPL=SA12, LPAP=LPAPCAX
CON CA12, PRONAM-NODECAX -
, BCAMAPPL=SA12, LPAP=LPAPCAX

CON CAll, PRONAM=NODECAY -
, BCAMAPPL=SAl11, LPAP=LPAPCAY
CON CA12, PRONAM=NCDECAY —
, BCAVAPPL=SAl11l, LPAP=LPAPCAY
CON CAll, PRONAM=ENODECAY -
, BCAMAPPL=SA12, LPAP=LPAPCAY
CON CA12, PRONAM=NCDECAY —
, BCAVAPPL=SA12, LPAP=LPAPCAY

UTM cluster application CA on NODECAX/Y/Z

CLUSTER- NODE NODE- NAME=NODECAX -
, HOSTNAME=NCDECAX, -

. FI LEBASE=BASE1

CLUSTER- NODE NODE- NAME=NODECAY -
, HOSTNAME=NCDECAY, -

. FI LEBASE=BASE2

CLUSTER- NODE NODE- NAVE=NODECAZ -
. HOSTNAME=NCDECAZ, -

FI LEBASE=BASE3

BCAMAPPL CA1l1
BCAVAPPL CAl12

LPAP LPAPSA, SESCHA=SESCHSA

SESCHA SESCHSA, CONTW N=YES, PLU=NO

CON SA11l, PRONAMEHOSTSA —
, BCAVAPPL=CAll, LPAP=LPAPSA
CON SAl1l1l, PRONAMFHOSTSA —
, BCAMAPPL=CAl12, LPAP=LPAPSA
CON SA12, PRONAMEHOSTSA —
, BCAVAPPL=CAll, LPAP=LPAPSA
CON SA12, PRONAMFHOSTSA —
, BCAVAPPL=CAl12, LPAP=LPAPSA

76



Standalone application SA on UTM cluster application CA on NODECAX/Y/Z
HOSTSA

CON CA1l, PRONAM=NCDECAZ —
, BCAMAPPL=SA11, LPAP=LPAPCAZ
CON CAl12, PRONAM-FNODECAZ -
, BCAVAPPL=SAl1l, LPAP=LPAPCAZ
CON CAl1l, PRONAM=NODECAZ -
, BCAMAPPL=SA12, LPAP=LPAPCAZ
CON CA12, PRONAM=NCDECAZ —
, BCAVAPPL=SAl12, LPAP=LPAPCAZ

LSES SAA2CAX, RSES= CA12SA1- LSES CA12SAl, RSES= SAA2CAX-
,  LPAP=LPAPCAX , LPAP=LPAPSA -

,  NODE- NAME=NODECAX
LSES SAB2CAX, RSES= CA12SA2- LSES CA12SA2, RSES= SAB2CAX-
,  LPAP=LPAPCAX , LPAP=LPAPSA -

,  NODE- NAME=NODECAX
LSES SAC2CAX, RSES= CA12SA3- LSES CA12SA3, RSES= SAC2CAX-
,  LPAP=LPAPCAX , LPAP=LPAPSA

, NODE- NAME=NODECAX
LSES SAD2CAX, RSES= CA12SA4- LSES CA12SA4, RSES= SAD2CAX-
,  LPAP=LPAPCAX , LPAP=LPAPSA -

, NODE- NAME=NODECAX

LSES SAA2CAY, RSES= CA22SAl- LSES CA22SAl1, RSES= SAA2CAY-
,  LPAP=LPAPCAY , LPAP=LPAPS -

,  NODE- NAME=NCODECAY
LSES SAB2CAY, RSES= CA22SA2- LSES CA22SA2, RSES= SAB2CAY-
,  LPAP=LPAPCAY , LPAP=LPAPSA -

,  NODE- NAME=NCDECAY
LSES SAC2CAY, RSES= CA22SA3- LSES CA22SA3, RSES= SAC2CAY-
, LPAP=LPAPCAY , LPAP=LPAPSA -

,  NODE- NAME=NODECAY
LSES SAD2CAY, RSES= CA22SA4- LSES CA22SA4, RSES= SAD2CAY-
,  LPAP=LPAPCAY , LPAP=LPAPSA -

,  NODE- NAME=NODECAY




Standalone application SA on

HOSTSA

LSES SAA2CAZ, RSES=
, LPAP=LPAPCAZ

LSES SAB2CAZ, RSES=
, LPAP=LPAPCAZ

LSES SAC2CAZ, RSES=
, LPAP=LPAPCAZ

LSES SAD2CAZ, RSES=
, LPAP=LPAPCAZ

CA325A1-

CA325A2-

CA32SA3-

CA32SA4-

UTM cluster application CA on NODECAX/Y/Z

LSES CA32SAl, RSES=
, LPAP=LPAPSA -
, NODE- NAME=NODECAZ
LSES CA32SA2, RSES=
, LPAP=LPAPSA -
, NODE- NAME=NODECAZ
LSES CA32SA3, RSES=
, LPAP=LPAPSA -
, NODE- NAME=NODECAZ
LSES CA32SA4, RSES=
, LPAP=LPAPSA -
,  NODE- NAME=NODECAZ

SAA2CAZ-

SAB2CAZ-

SAC2CAZ-

SAD2CAZ-

78



3.2 Distributed processing via the OSI TP protocol

Before discussing the rules and recommendations for generating UTM applications with distributed processing via
OSI TP, a number of OSI terms relevant for configuration are explained below. The OSI terms in this section are
shown in italics.
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3.2.1 OSl terms

If two partners wish to communicate with each other, the rules they must observe and the services they must
provide have been standardized in the OSI protocol (Open System Interconnection).

ISO (International Organization for Standardization) has also developed the OSI reference model, in which the
various communication tasks are distributed over seven layers (instances). The services to be provided by each
layer are clearly defined. The seven layers form a hierarchical structure, where each layer can access the services
of the underlying layer. These services are made available to the overlying layer at service access points.

During communication, the application accesses the services of the communication system via one of these access
points:

Layer N

Access point to the services of layer N-1

LayerN -1

If two applications wish to communicate and exchange data, they must be linked via a transport connection. A
transport connection can only be established between two addressable units in the network. It must therefore be
possible to identify each application by means of an address which is unique throughout the network.

In the OSI world, addresses are assigned to service access points rather than applications. Within the network, the
application is thus identified by means of the address of the access point via which it communicates.

Each service access point is assigned an address which is unique throughout the network. This consists of a
selector and the address of the underlying access point.

The following diagram shows the format of addresses in the OSI reference model.
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G Application layer UASE
osITP
Address:
- address of access point layer 5/6 *
Access point + presentation selector
Layer 6 Presentation layer
Address:
Access pomt of |aye|l' 6to address of access point Iayer 4/5
services of layer + session selector
Layer 5 Session layer
Address:
Access point of |ayer 5to address of access DOIHI Iayer 3/4
services of layer 4 + transport selector
Layer 4 Transport layer
Address:
Access point of layer 4 system name (system address) **
to network layer services
Layer 3 Network layer
Layer 2 Data link layer
* Access point layer n/n+1 = access point of layer n+1 to services of layern
** On BS2000 systems assigned during BCAM generation

Figure 7: Addresses of the service access points in the OSI reference model

In order to communicate with other applications in the network, a UTM application links to a service access point.
This link is generated using the ACCESS-POINT statement. The UTM application can then be accessed by its
partners in the network via the address of this access point.




The format of the access point address via which the application is accessed depends on the access point
hierarchy. If the UTM application communicates on the basis of OSI TP, it links to an access point to the services of
layer 6. The address of the access point in the local system consists of the transport selector (selector of the
transport layer), the session selector (selector of the session layer), and the presentation selector (selector of the
presentation layer). The network address of the access point thus comprises the network address of the system and
the address of the access point in the local system.

The selectors of the individual layers must be unique in the local system. The system address is unique throughout
the entire network. When defining the access point address, you must consult your network administrator.

The selectors consist of octets. An octet is a byte (8 bits) in which the bit numbering and thus the order in which bits
are transferred is fixed.

[ \_  Bittransfer el

/ g8|7|6|5|4a|3[2]1] si

Order of bit transfer in an octet

It is possible to establish several parallel connections (also known as associations) to a certain communication
partner. All connections to a remote partner are generated in a single OSI-CON statement. The OSI-LPAP
statement can be used to define the number of parallel connections to a particular partner. Each individual
connection must be assigned an association name, which is unique throughout the local system. The names of
associations with a remote partner are also generated in the OSI-LPAP statement.

Each connection between two partners is managed by one of the partners. This partner is known as the contention
winner, while the other partner is referred to as the contention loser. Jobs can be initiated by both partners. If both
partners submit a job at the same time, priority is given to the contention winner. The contention winner of a
connection should be the communication partner that starts jobs most frequently.

If several parallel connections exist between two partner, it is not necessary to define which partner is the
contention loser and which partner is the contention winner for each connection. You simply specify the number of
connections for which the individual partners act as the contention winner (OSI-LPAP statement). The partner that
starts jobs most frequently should be defined as the contention winner.

openUTM supports TPSU-title (Transaction Processing Service User). This is an OSI TP user which provides
certain services within an application. In openUTM this is the sequence of program units which form a service. A
TPSU-title is a unique name within the application. In openUTM it is the TAC name of the first program unit of a
service. The initiating TPSU-title is the TPSU-title of the job submitter and the recipient TPSU-title is the TPSU-title
of the job receiver.

openUTM supports the application entity title (AET) defined by ISO. This is required if you are working with
transaction management (commit functional unit), or if a heterogeneous partner requires an AET in order to
establish a connection. In openUTM, the AET is specified for information purposes, but it is not used for addressing
the partner.

The application context to be used for communication purposes must be defined for each remote partner with which
the UTM application wishes to communicate via the OSI TP protocol.

The OSI terms application entity title and application context are described in further detail in the following sections.
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Application entity title (AET)

In the OSI world, communication partners are represented by application entities. An application entity is an
addressable unit in layer 7 of the OSI reference model (application layer). An example would be the access point of
a UTM application, via which an OSI TP communication partner can link to the UTM application. In the OSI TP
standard, each application entity is assigned an application entity title, which can be used to uniquely address the
application entity in the OSI network.

The ISO standard defines two forms of AET: the directory form and the object identifier form. The latter is supported
by openUTM. This is required if you are working with transaction management (commit functional unit), or if a
heterogeneous partner requires an AET in order to establish a connection. In the case of homogeneous
communication between UTM and UTM, the AET is also specified, but is not used for addressing the partner. It
consists of two parts:

® the application process title (APT)
® the application entity qualifier (AEQ)

Application process title (APT)

The APT is used to identify the application. In accordance with the ISO standard, it must be unique globally (i.e.
worldwide). For this reason, it should be assigned and registered by a standardization body, e.g. in Germany this is
the Deutsche Gesellschaft for Warenkennzeichnung GmbH (DGWK = Germany company for registering
trademarks).

An APT in object identifier form consists of up to 10 components:
(conmponent 1, conponent 2, ..., conponent 10)

Some of the values for componentl through component10 have been standardized. Here, symbolic hames have
been assigned to certain numbers. The value range for component2 depends on the value for component1. The
table below lists the symbolic names and value ranges supported by openUTM:

componentl 0:CCITT 1:1S0O 2:JONT-1SO-CCTT

component2 = 0: RECOMVENDATI ON 0: STANDARD
1: QUESTI ON 1: REG STRATI ON- AUTHORI TY
2: ADM NI STRATI ON 2: MEMBER- BODY
3: NETWORK- OPERATOR ' 3: | DENTI FI ED- ORGANI ZATI ON

Value range: Value range: Value range:

0-39 0-39 0-67 108 863
component3 | Value range: Value range: Value range:
through 0-67 108 863 0-67 108 863 0-67 108 863

component10

The APT specified in openUTM need not be assigned by a standardization body, i.e. it is freely selectable.
However, it must meet the following two requirements:

® it must be unique within the network

® it must contain permitted values, as shown in the table above

Application entity qualifier (AEQ)
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The AEQ identifies an access point within an application. You can only assign AEQs to the access points of an
application if you have assigned an APT to the application itself.

The AEQ is a positive integer between 0 and 67108863.

The AEQ must be unigue within the application, i.e. the application must not contain two access points with the
same AEQ. However, it is not necessary to assign an AEQ to all access points in the application.

When there are parallel associations and a connection is being established, the AEQ is checked to see if it is the
same one as used for the first association established.

Application context

The application context to be used for communication purposes must be coordinated with each partner application
with which your local application wishes to communicate via the OSI TP protocol.

The application context must be explicitly defined for each partner application. It determines the rules governing the
transfer of messages between the local application and partner application. openUTM supports the following
predefined application contexts:

* UDTAC

* UDTDISAC

* XATMIAC

® UDTCCR

® UDTSEC

® XATMICCR

If you are not using one of the application contexts listed above you can use the APPLICATION-CONTEXT
statement which is described the section "APPLICATION-CONTEXT - define the application context" to generate
further application contexts.

All the involved partners must agree the following when using an application context:
® An abstract syntax, which defines how the user data is encoded for transfer. By default, openUTM supports the
following abstract syntaxes:
® UDT (Unstructured Data Transfer)
* XATMI
®* CCR
®* UTMSEC
See also the ABSTRACT-SYNTAX statement in section "ABSTRACT-SYNTAX - define the abstract syntax”.

® A transfer syntax, which defines the format in which the user data is transferred. By default, openUTM supports
the transfer syntax Basic Encoding Rules (BER).

See also the TRANSFER-SYNTAX statement in section "TRANSFER-SYNTAX - define the transfer syntax".

Both communication partners must generate the same abstract syntaxes as the application context used for
communication. If the application context generated locally is not identical to that generated in the partner,
openUTM rejects any attempts to establish the association with a corresponding message.

You only need to use the ABSTRACT-SYNTAX, TRANSFER-SYNTAX and APPLICATION-CONTEXT statements if
you are not using any of the standard application contexts made available by openUTM.
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3.2.2 Generation of distributed processing based on OSI TP

The following KDCDEF statements are provided for generating the communication partners of an application and
the connections to these partners:

Statement

ABSTRACT-
SYNTAX

ACCESS-POINT

APPLICATION-
CONTEXT

LTAC

MASTER-OSI-
LPAP

OSI-CON

Function

Define the abstract syntax for the user data:

® assign a unique object identifier

® assign the transfer syntax for data transfer

Define the name and address of the local OSI TP access point:

® define the application entity qualifier (AEQ) of the local application (address component
of the application entity title)

Define the application context for communication with the partner application:

® assign the abstract syntax for the user data

® assign a unique object identifier

Assign local TAC names for services in the partner application, under which these services
are then started locally

Define the name and properties of the master LPAP in a OSI-LPAP bundle (see "OSlI-
LPAP bundles")

Define connections between the local application and the remote partner and assign these
to the OSI-LPAP partner:

® gpecify a local OSI TP access point

® specify the network address of the partner application
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Statement

OSI-LPAP

TRANSFER-SYNTAX

UTMD

Function

Define an OSI-LPAP partner as the logical access point for the partner application:

specify the application entity title (i.e. APT and AEQ) of the partner application
specify the application context of the partner application

define the number of (parallel) connections to the partner and the names of
these connections

define the number of connections to be established automatically when the
application is started

define the number of connections for which the local application is to act as the
contention winner

define the access rights of the partner application in the local application
define the administration authorization level of the partner application
define maximum values for the message queue of the OSI-LPAP partner
define the status of the OSI-LPAP partner on connection setup

if necessary, make the OSI-LPAP a slave LPAP of a OSI-LPAP bundle and
specify the associated master LPAP

If necessary, specify whether asynchronous messages to the OSI-LPAP
partner that are deleted as they could not be sent due to a permanent error are
saved in the dead letter queue.

Define the transfer syntax for data transfer:

assign a unigue object identifier

Define global values and the address of the local UTM application:

define the application process title (APT) (address component of the
application entity title)

define the maximum waiting time for establishing an association

define the maximum waiting time for confirmation of asynchronous messages

The following additional parameters are available on Unix, Linux and Windows systems:

MAX XAPTPSHMKEY

MAX OSISHMKEY

Define an authorization key for the XAPTP shared memory segment.

Define an authorization key for the OSS shared memory segment

MAX OSI-SCRATCH-AREA  Define the size of the working area for dynamic data storage
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To allow for communication based on the OSI TP protocol, you must perform the following steps:

® Generate the application entity title (AET)

The statement UTMD...,APPLICATION-PROCESS-TITLE= is used to define the application process title (APT)
as the address component of the AET for your application. A remote partner that requires AETs must know this
APT in order to establish a connection.

The application entity title is assigned to the OSI-LPAP partner. In the OSI-LPAP statement, use the
APPLICATION-PROCESS-TITLE= operand to specify the APT and the APPLICATION-ENTITY-QUALIFIER=
operand to specify the AEQ of the access point for the partner application. The AEQ must already be generated
for the access point in the remote partner application.

Using the statement ACCESS-POINT...,APPLICATION-ENTITY-QUALIFIER=, define the application entity
qualifier (AEQ) as the address component of the AET for the access point of the local application. A partner
application must know the AEQ of the access point via which communication takes place with the local
application.

i The following applies to UTM cluster applications:If you specify an APT with less than 10 elements in
the UTMD statement for an OSI-TP link then UTM adds an index (1, 2 etc.) to the APT generated for
each node application. This guarantees that the AET is unique. You are therefore recommended to
generate no more than 9 elements in UTM cluster applications.

® Define the application context for communication with the partner application

If you do not wish to work with one of the default application contexts listed in section "OSI terms", you can
generate the application context to be used for communication with the partner application using the
APPLICATION-CONTEXT statement. This involves assigning defined abstract syntaxes and a unique object
identifier to the application context.

The ABSTRACT-SYNTAX statement serves to specify the abstract syntax used for the transfer of user data and
to assign a unigue object identifier to this abstract syntax.

The transfer syntax (which defines how the user data is to be encoded and decoded for data transfer) is also
defined using the ABSTRACT-SYNTAX statement. The transfer syntax is identified by means of a unique object
identifier.

® Define an access point to the OSI TP services for your UTM application, so that your application can be
addressed during communication based on OSI TP.

The ACCESS-POINT statement is used to specify the address of the access point within the local system, and to
assign a symbolic name for addressing the access point in the local UTM application.

The address defined in ACCESS-POINT must be unique within the UTM application and within the local system
(on BS2000 systems for each host). When defining the access point address, you must therefore consult your
system or network administrator.

A partner application that wishes to communicate with the local application on the basis of the OSI TP protocol
identifies the local UTM application using the access point address and the network address of your system. The
network address of the access point must be specified when generating the remote partner applications.

Unix, Linux and Windows systems

Please note the maximum number of connections that can be established at a time via one access
point. For details see ACCESS-POINT statement in section "ACCESS-POINT - create an OSI TP
access point".




® Define a logical access point (OSI-LPAP partner) for each partner application and the connections between the
local application and partner application

This involves the definition of an OSI-LPAP statement and an OSI-CON statement. An OSI-LPAP statement
must be generated for each partner application. The OSI-CON statement defines the connections between the
UTM application and the communication partner. The definition is generated via the two access points (in the
local application and in the partner application) between which connections are to be established. The OSI-CON
statement is used to specify the network address of the remote access point and the name of the local access
point (defined in ACCESS-POINT). The OSI-LPAP statement is used to define the number and names of parallel
connections (associations) to the partner application. The address of the remote access point must match that of
the access point generated in the partner application.

If connections are to be established automatically as soon as both communication partners are available (i.e.
started), this must be specified when generating both partners. In openUTM, this is achieved using the
statement OSI-LPAP...,CONNECT=.

The partner started last then establishes the connection. With OSI-LPAP...,CONTWIN=, you can also define the
number of connections to the communication partner for which the local application is to act as the contention
winner.

® Assign local transaction codes to the services of the partner applications, which are then used to address remote
services in the local application

Each of these transaction codes is defined using an LTAC control statement. The transaction code can be
assigned uniquely to the partner application via the LPAP partner using LTAC..., LPAP=o0si-lpapname. In
addition, you must specify the transaction code of the program unit in the partner application using LTAC...,
RTAC=. Ask the operator of the partner application for this transaction code. If the name and type of the remote
TAC are specified incorrectly, this is not detected by the KDCDEF generation tool, since KDCDEF does not have
any information on the configuration of the partner application. The error is not detected until the local application
requests this LTAC.

You can also perform the following steps for communication based on OSI TP:

* Define global values for all connections from the application to communication partners

Using the UTMD statement, you can restrict and define the time spent waiting for confirmation from the
communication partner, and specify the total number of jobs submitted to partner applications that can be
processed simultaneously in the local application (via OSI TP and LU6.1). By defining appropriate limit values,
you can prevent connections from becoming blocked or from being terminated prematurely. You can also ensure
that all tasks of the application are occupied by jobs from remote applications. The values defined here also
apply for communication based on LU6.1.

® Generate replacement connections

Replacement connections can be generated by issuing two OSI-CON statements for the same connection. They
are used to interact alternatively with various partners without having to take this into consideration in the
program units. The two partners may be located in different systems. The replacement connection is generated
by assigning two OSI-CON statements with different partner addresses (remote access point addresses) to an
OSI-LPAP statement, thereby allocating two different partners to the same logical access point (LPAP partner).
However, both connections to the alternative partner applications must not be activated simultaneously. For this
reason, ACTIVE=YES may only be specified in one OSI-CON statement. You can switch to the replacement
connection to the alternative partner application using the KDCLPAP administration command.




® Define data access control for services of the partner application

Using the statement LTAC...,LOCK= or LTAC..., ACCESS LIST=, you can secure a partner application service
with a lock code. This service is then available locally only to those program units that are running under a user
ID (KCBENID) and have been started by a client (KCLOGTER) that have the appropriate authorization.

® Define data access control for services of the local application

If you wish to restrict a partner application’s access to certain services of the local application, you can secure
critical services with a lock code or an access list. With the KSET statement, you can define a key set containing
the key codes for services that can be accessed by the partner application. This key set is assigned to the logical
access point of the partner application using the statement OSI-LPAP...,KSET=. The partner application can then
call only those TACs which are either not secured or for which the partner application has the appropriate
authorization.

® Assign administration authorization for TACs of the partner application
In the OSI-LPAP statement, you can define whether the partner is to be granted administration authorization in
the local application. The authorization level is defined using OSI-LPAP...,PERMIT=.

® Assign UTM SAT administration authorization for TACs of the partner application

Using OSI-LPAP...,PERMIT= you also can define whether the partner is to be granted UTM SAT administration
authorization in the local application.

The diagram below summarizes the areas in which the generation of the local application must be coordinated with
the generation of the partner application. A standard application context generated by openUTM is used. You must
not therefore enter an APPLICATION-CONTEXT statement.

For more information on generating applications with distributed processing, in particular via OSI TP, refer to the
example generation ,,ComfoTravel” in section "Example generation: ComfoTRAVEL".
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Local application Partner application
Reservation Management Service Travel Agency

ACCESS-POINT ACRMS, 0SI-CON CNRMS,
P-SEL-(C'PRMS*,ASCII). (15) P-SEL-(C'PRMS" ,ASCII) , (18)
S-SEL-{C'SRMS" ,ASCII), (TS) S-SEL=(C"SRMS® ,ASCII) , (75)
T-SEL=-C"RMS" , (TS) T-SEL-C*RMS", (TS)
APPLICATION-ENTITY-QUALIFIER-11 (1 N-SEL-C*HOSTOO001" (15)

LOCAL-ACCESS-POINT-ACTRAVEL,
0SI-LPAP-LPRMS

0SI-CON CNAGENCY, ACCESS-POINT ACTRAVEL,
P-SEL-*NONE. P-SEL-*NONE,
S-SEL-*NONE. S-SEL=*NONE,
T-SEL=C"TRAVEL", (TS) T-SEL=C"TRAVEL", (15)
N-SEL=-C'HOST0002"® . (TS) APPLICATION-ENTITY-QUALIFIER=21 (2)
LOCAL-ACCESS—POINT=ACRMS,
DSI-LPAP=LPAGENCY

OSI-LPAP LPAGENCY, OSI-LPAP LPRMS,
APPLICATION-CONTEXT-UDTCCR, APPLICATION-CONTEXT=-UDTCCR.
APPLICATION-ENTITY-QUALIFIER=21, (2) APPLICATION-ENTITY-QUALIFIER=-11, (1)
APPLICATION-PROCESS-TITLE =(1,2,3,20), (3) APPLICATION-PROCESS-TITLE=(1.2,3,10), (5)
ASSOCIATIONS-4, ASSOCIATIONS-4,
ASSOCIATION-NAMES=AGENCY, ASSOCIAT ION-NAMES=RMS,
CONNECT=2, CONNECT=2.
CONTWIN=1 CONTWIN=3

LTAC LTAGENCY. TAC TCAGENCY. 4)
LPAP = LPAGENCY, PROGRAM=PRAGENCY
RTAC = TCAGENCY, (4)
WAITTIME-(10.30)

UTMD MAXJR-200, UTMD MAXJR=-200.
APPLICATION-PROCESS-TITLE =(1,2.3.10). (5) APPLICATION-PROCESS-TITLE=(1.2.3.20). (3)
CONCTIME=25, CONCT IME=25,
PTCTIME-0 PTCTIME=O

(n) specifies that values must correspond across both OSI TP generations.

(TS) means the values must also correspond to those of the transport system or network generation.

Figure 8: Coordination during the generation of OSI TP applications




3.2.3 OSI-LPAP bundles

OSI-LPAP bundles allow automatic distribution of messages over multiple OSI-LPAP partners. If a UTM application
exchanges a large number of messages with a partner application, it may make sense in terms of the load
balancing to start several instances of the partner application and distribute the messages among the separate
instances. In a OSI-LPAP bundle, openUTM takes care of distributing the messages to the instances of the partner
application.To achieve this, the program units in the APRO call must address the MASTER-OSI-LPAP.

One case of an application with this type of message distribution when a UTM application communicates via
BeanConnect with a JEE conform application server. If the application server is run as a cluster application, then
the messages sent to the application server should be distributed among the separate instances of the cluster (see
also the "BeanConnect for openUTM" manual).

A further application scenario is communication from a standalone UTM application to a UTM cluster application.
This allows messages to the UTM cluster application to be distributed across the individual node applications.

i Connecting a standalone UTM application to a UTM cluster application via an OSI-LPAP bundle works in
the same way as communication between two standalone UTM applications with OSI-LPAP bundles. No
special issues related to clusters need to be observed.

An OSI-LPAP bundle consists of one master LPAP and several slave LPAPs. The slave LPAPs are assigned to the
master LPAP during generation. In this case, OSI-CONs that belong to different slave LPAPs address the various
partner applications.

Slave LPAPS

/

MASTER-OSI-LPAP |«
\.

| OSHLPAP N

Figure 9: Example of a OSI-LPAP bundle

Generating OSI-LPAP bundles

CS MASTER-OSI-LPAP statement in section "MASTER-OSI-LPAP - Defining the master LPAP of an OSI-
LPAP bundle"
Defines the name and properties of the master LPAP in a OSI-LPAP bundle:

® master-lpap-name

Name for the master LPAP.
®* APPLICATION-CONTEXT=

Application context to be used for the communication with the remote partner.
® STATUS=

Specifies whether messages can be sent to this LPAP bundle.




C OSI-LPAP statement in section "OSI-LPAP - define an OSI-LPAP partner for distributed processing
based on OSI TP"
The following properties must be specified for the generation of a slave LPAP:

® [pap-name
Name of the slave LPAP.
* BUNDLE=master-lpap-name

Name of the master LPAP. The master LPAP specified here must be defined in a MASTER-OSI-LPAP
statement. If you specify BUNDLE, this OSI-LPAP becomes a slave LPAP of the specified master LPAP.

MASTER- OSI - LPAP master ,
CSI - LPAP slave-lpap, BUNDLE= master,
® APPLICATION-CONTEXT=
Application context to be used for the communication with the remote partner.

All slave LPAPs of a LPAP bundle must be assigned to the same application context as the master LPAP.

OSI-CONSs of LPAPs in an OSI-LPAP bundle

® Physical connections (OSI-CONs) must not be assigned to master LPAP. This means it may not be specified as
an OSI-LPAP in a OSI-CON statement. The master LPAP always uses the connections assigned to the slave
LPAPs.

® All OSI-CONs of all slave LPAPs of a LPAP bundle must be assigned to the same local ACCESS-POINT.
Distributing messages

i The following information on distributing messages applies equally to LU6.1 and OSI TP.

Program units can address a slave LPAP as well as a master LPAP with the APRO call. APRO calls to a slave
LPAP are not distributed by openUTM. APRO calls to a master LPAP are distributed as follows by openUTM:

® openUTM addresses the slave LPAPs in sequence using APRO calls sent to a master LPAP.

* openUTM always attempts in this case to find a slave LPAP to which a connection has already been
established and, if a queued message is to be sent to the partner (APRO AM), whose queue level has
not been reached yet.

® If the first APRO call to a master LPAP in a transaction is APRO DM, then openUTM only returns the
return code 40Z/KD10 when there is no connection to any slave LPAP.

* |f the first APRO call to a master LPAP in a transaction is APRO AM, then openUTM only selects a slave
LPAP with a cleared connection when there is no connection yet to any of the slave LPAPs. In this case
the connection is initiated for the slave LPAP.

®* When searching for a slave LPAP with an established connection, a connection is initiated for every
slave LPAP found that does not have a connection yet.

® All APRO calls sent to the MASTER-LPAP in a single transaction address the same slave LPAP.
For this reason, an APRO call for a second message to a partner application may be rejected if, for example, the
gueue level for the slave LPAP has been exceed or the connection has been lost in the meantime.
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® Messages that have already been assigned to a slave LPAP are not reassigned in sequence to another slave
LPAP any more. Single exception:Asynchronous messages if MAX MOVE-BUNDLE-MSGS=YES was
generated. (default is NO).
If the connection for dialog messages is lost after the APRO call, then the dialog message is rejected just like for
"normal" LPAPs and the transaction is rolled back, if necessary.

Information displayed in the KB header

i The following information on the display in the KB header applies equally to LU6.1 and OSI TP.

In services started for received messages, openUTM always displays the name of the LTERM or (OSI-)LPAP
through which the message was received in the KB header.

The following therefore applies for LPAP bundles:
In services started for messages received through a slave LPAP, the name of this slave LPAP is displayed in the
KB header and not the name of the master LPAP.

With INIT PU you can obtain information on whether the (OSI-)LPAP in the KB header is the slave LPAP of an
LPAP bundle as well as the name of the master LPAP.
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3.3 Coordinating the UTM and BCAM configurations (BS2000 systems)

During distributed processing via LU6.1 and OSI TP network connections are required to enable applications to
communicate with each other. openUTM uses the services of the BCAM transport system for these network
connections.

To allow you to establish these network connections, addresses must be assigned to both communication partners.

These addresses must be unique throughout the network. The network type required for communication is defined
by means of appropriate entries in KDCDEF generation (BCAMAPPL T-PROT= statement) and in BCAM
generation. It is important to note that openUTM does not distinguish between 1ISO and TCP/IP networks (ISO and
RFC1006 entries for the T-PROT parameter are synonymous). This distinction must be made in BCAM generation
when defining connections between participating computers.

In the case of a connection via RFC1006, BCAM uses the number 102 as the partner’s listener port number by
default. If a different port number is to be used, e.g. because the transport system of the partner cannot use port
number 102, then the port number can be specified via the LISTENER-PORT operand in the PTERM and (OSI-)
CON statements.
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3.4 Providing address information for the CMX transport system (Unix, Linux
and Windows systems)

In the case of distributed processing via LU6.1 or OSI TP and when connecting clients of type PTYPE=APPLI and
UPIC-R, openUTM uses the CMX transport access system (Unix sytems and Windows systems). When
communicating using CMX, the connection is established using TCP/IP-RFC1006.

You must provide the address information for the transport system via the UTM generation.

i With openUTM V6.5, the TNS functionality was supported for the last time! As of openUTM V7.0 it is
necessary to store the complete address information with the UTM generation.

Port number 102 for TCP/IP connections

The applications are accessed via port numbers in connections via TCP/IP-RFC1006.
Please note that using port number 102 for local transport system endpoints (BCAMAPPL, ACCESS-POINT) in
UTM applications on Unix, Linux, and Windows systems may require additional privileges (for example, root).

95



3.4.1 Providing address information with KDCDEF

The address information is stored in the PRONAM, N-SEL, LISTENER-PORT operands, as well as in the T-PROT
and TSEL-FORMAT operands. You must note the following:

® You must specify the TCP/IP host name for PRONAM or N-SEL, see "Specifying computer names in KDCDEF
generation”. For actively established connections, openUTM determines the name from the IP address, and for
passively established connections the IP address from the name.

® You should enter a port number for LISTENER-PORT. The port number must always match the port number
used by the communication partner.

® You must specify RFC1006 for T-PROT.

® |tis recommended to enter data for the TSEL-FORMAT operand. If you do not specify anything there, then
KDCDEF assigns one of the following values, depending on the OPTION statement:

* for CHECK-RFC1006=YES, a default value based on the set of characters in the name of the corresponding
application or partner

® for OPTION CECK-RFC1006=NO, the invalid value 'U’ or '?’ (= undefined)

OSI TP connection

In the following example, port number 10000 is used in the local application and port number 12000 is used in the
remote application. The remote application is running on the computer named CENTRAL1.

ACCESS- PO NT BSPCSI TP -

, LI STENER- PORT=10000 -

, T- PROT=RFC1006 -

, TSEL- FORVAT=T -

, P-SEL=.., ,SSEL=... ,T-SEL=... -

OSI - CON OSl CONOL -

, LOCAL- ACCESS- PO NT=BSPCSI TP -

, LI STENER- PORT=12000 -

, T- PROT=RFC1006 -

, N- SEL=CENTRAL1 -

, P-SEL=... ,SSEL=... ,T-SEL=... -

The specifications for P-SEL, S-SEL and T-SEL need to match the values specified in the generation of the partner
application (see the sample in section "Generation procedure for distributed processing based on OSI TP").

LUG6.1 connection

In the following example, port number 10010 is used in the local application and port number 12010 is used in the
remote application. The remote application is running on the computer named CENTRAL2.

BCAVAPPL BSPLUGL -

, LI STENER- PORT=10010 -
, T- PROT=RFC1006 -

, T- SEL- FORVAT=T -
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CON LUB1PART -

, BCAVAPPL=BSPLUG1 -

, PRONAM=CENTRAL2 -

, LI STENER- PORT=12010 -
, T- PROT=RFC1006 -

, TSEL- FORVAT=T -

PTYPE=APPLI connection

In the following example, port number 10020 is used in the local application and port number 12020 is used in the
remote application. The remote application is running on the computer named CENTRAL3.

BCAMAPPL BSPAPPLI -

, LI STENER- PORT=10020 -
, T- PROT=RFC1006 -

, T- SEL- FORMAT=T -

PTERM APPLPART -

, PTYPE=APPLI -

, BCAMAPPL=BSPAPPL -

, PRONAM=CENTRAL3 -

, LI STENER- PORT=12020 -
, T- PROT=RFC1006 -

, TSEL- FORVAT=T -

PTYPE=UPIC-R connection

In the following example, port number 10030 is used in the local application. The remote application is running on
the computer named CENTRAL4.

BCAMAPPL BSPUPR -
, LI STENER- PORT=10030 -
, T- PROT=RFC1006 -
, T- SEL- FORMAT=T -

PTERM UPRPART -

, PTYPE=UPI G- R -

, BCAMAPPL=BSPUPR -
, PRONAM=CENTRAL4 -
, T- PROT=RFC1006 -

, TSEL- FORVAT=T -

In the KDCDEF call consistency checks are performed on the address information. The checks are performed
because the OPTION statement uses the operand CHECK-RFC1006=YES
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3.4.2 Converting address information from TNS entries to KDCDEF

If you have been providing the address information to date using TNS entries, then you have only entered in the
UTM generation the application name, possibly the host name of the communication partner, and the name of your
UTM application. You must specify these names in TNS as GLOBAL NAMES. The host name/IP address
associations are determined by the TNS entry.

When converting from TNS entries to KDCDEF, the only information you still need to specify is the port number.

It is recommended that you always administer the full generation information for a UTM application centrally. To do
this, proceed as follows:

® Include the address information of the TNS entries that are of relevance for the UTM application in the KDCDEF
generation.

® Delete these TNS entries, including those from the TNS directory.

Based on the LU6.1 connection from section "Providing address information with KDCDEF" the following presents
an example of the changes you will need to make when converting:

LUG.1 connection

In the following example, port number 10010 is used in the local application BSPLU61 and port number 12010 is
used in the remote application LU61PART. The remote application is running on the computer named CENTRAL2.

Before conversion

KDCDEF: BCAVAPPL BSPLUG1

CON LUG1PART -
, BCAMAPPL=BSPLUG1 -
, PRONAM=CENTRAL 2

TNS entries:  BSPLUG61\
TSEL RFC1006 T' BSPLU6G1'
TSEL LANI NET A' 10010

LUG1PART. CENTRAL2\
TA RFC1006 address of CENTRALZ PORT 12010 T' LUB1PART'

After conversion
When converting you must specify

® for the local application name
the port number in the LISTENER-PORT parameter of the KDCDEF statement BCAMAPPL instead of the port
number in the TNS entry (TSEL LANINET).

* for the remote partner
the processor name of the partner computer in the PRONAM parameter and the port number in the LISTENER-
PORT parameter of the KDCDEF statement CON instead of the address and port number in the transport
address of the TNS entry (TA).
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In order to be able to determine the IP address of the partner computer, the name CENTRAL2 must be known to the
DNS.

KDCDEF: BCAVAPPL BSPLU61 -
, LI STENER- PORT=10010 -
, T- SEL- FORMAT=T -

y oo

CON LUB1PART -

, BCAMAPPL=BSPLUG1 -

, PRONAM=CENTRAL2 -

, LI STENER- PORT=12010 -
, TSEL- FORVAT=T -

y e

LUG6.1 connection using symbolic names

In the following example, port number 10010 is used in the local application BSPLU61 and port number 12010 is
used in the remote application LU61PART. The remote application is running on the computer named CENTRALZ2.

Before conversion

KDCDEF: BCAMAPPL LU6G1

CON LU61 -
, BCAMAPPL=LUG1 -
, PRONAM=PROLUG1

TNS entries: | LUG1\
TSEL RFC1006 T' BSPLU6G1'
TSEL LANI NET A' 10010

LUG1. PROLUG1\
TA RFC1006 address of CENTRALZ PORT 12010 T' LUB1PART'

After conversion

In contrast to the example “LU6.1 connection”, you must also change the BCAMAPPL name and the CON name in
the TSEL parameters of the TNS entries. In this case this means you must use the real names instead of the
symbolic names.

When converting you must

¢ change the name of the local application
in the BCAMAPPL parameter to the value you used in the local TNS entry (TSEL RFC1006).

® for the local application name
as in the example “LU6.1 connection”, specify the port number in the LISTENER-PORT parameter of the
KDCDEF statement BCAMAPPL instead of the port number in the TNS entry (TSEL LANINET).

* the name of the remote application
change the value in the CON statement to the value you used in the remote TNS entry (TA).
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® for the remote partner
as in the example “LU6.1 connection”, the processor name of the partner computer in the PRONAM parameter
and the port number in the LISTENER-PORT parameter of the KDCDEF statement CON instead of the address
and port number in the transport address of the TNS entry (TA)

In order to be able to determine the IP address of the partner computer, the name CENTRAL2 must be known to the
DNS.

KDCDEF: BCAVAPPL BSPLU61 -
, LI STENER- PORT=10010 -
, T- SEL- FORMAT=T -

y oo

CON LUBL1PART -

, BCAVAPPL=BSPLUG1 -

, PRONAM=CENTRAL?2 -

, LI STENER- PORT=12010 -
, TSEL- FORVAT=T -

y s e
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3.5 Providing address information for the SOCKET transport system (Unix,
Linux and Windows systems)

In connections to a TS application with PTYPE=SOCKET, communication is performed via the socket interface
using native TCP/IP as the transport protocol. For these socket applications the address information will be
provided for the transport system via the UTM generation.

The address information is stored in the PRONAM and LISTENER-PORT operands as well as in T-PROT and
TSEL-FORMAT. In addition, the BCAMAPPL operand is also important. Note the following points in this context:

®* For PRONAM you must specify the TCP/IP host name, see "Specifying computer names in KDCDEF generation”
. openUTM determines the IP address from it.

® You must enter a port number for LISTENER-PORT. The port number absolutely must match the port number
used by the communication partner. Specification of a LISTENER-PORT is mandatory.

® You must specify SOCKET for T-PROT.
® |tis recommended to set a value in the TSEL-FORMAT operand.

* In BCAMAPPL you must specify an application name for which T-PROT=SOCKET was generated.

Unix, Linux and Windows systems

Please note the maximum number of connections that can be established at a time via one transport
system end point. For details see BCAMAPPL statement in section "BCAMAPPL - define additional
application names".

PTYPE=SOCKET connection

In the following example, port number 10010 is used in the local application and port number 12100 is used in the
remote application LUS1PART. The remote application is running on the computer named CENTRALS.

BCAMAPPL BSPSCC -

, LI STENER- PORT=10100 -
, T- PROT=SOCKET -

, T- SEL- FORVAT=T -

PTERM SOCPART -

, PTYPE=SOCKET -

, BCAMAPPL=BSPSCC -

, PRONAM=CENTRALS -

, LI STENER- PORT=12100 -
, T- PROT=SOCKET -

, TSEL- FORVAT=T -
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3.6 Network connection (Unix, Linux and Windows systems)

During distributed processing, the UTM application is connected to the network via network processes. These
processes are responsible for handling connection setup requests and for managing data transfer via the
connection.

The main process utmmain of a UTM application starts one or more network processes, which can in turn establish
and manage numerous connections. Assignments between connections and processes are controlled through the

use of listener IDs. All connections with the same listener ID are managed by threads of the same network process.

There are particular network process types for CMX and socket connections. CMX connections use a process type
called utmnet, and socket connections use utmnets or utmnetssl.

C Listener IDs can be defined in the ACCESS-POINT statement for access points and in the BCAMAPPL
statement for application names:

® LISTENER-ID=number

This assigns a listener ID to the access point or application name as administrative information.

Due to the different types of net processes, the listener IDs for CMX connections and the listener IDs for
Socket or SSL Socket connections are separate value ranges.

The connection is assigned to a network process by means of the listener ID allocated to the local application name
or the local access point. openUTM assigns the listener ID 0 to all application names and access points for which a
listener ID has not been explicitly defined. All of these connections are then served by a single network process.

Unix-, Linux- und Windows-Systeme

Please note that only a maximum of 1000 connections can be established per network process at a time.
If you need moreconnections in your application, you must define several local application names e.g.
local access points. For Details see BCAMAPPL statement in section "BCAMAPPL - define additional
application names" e.g. ACCESS-POINT statement in section "ACCESS-POINT - create an OSI TP
access point".
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3.7 Computer names (Unix, Linux and Windows systems)

In openUTM, computer names up to 64 characters can be specified in the KDCDEF generation. The
KDCNAMEINFO tool is also available for determining the fully qualified computer name from the IP address.
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3.7.1 Specifying computer names in KDCDEF generation

When specifying the computer name, observe the following points:

In a “Fully Qualified Domain Name” (FQDN), if the section up to the first full stop (known as the “host name”) is
longer than eight characters, you have to specify the FQDN for PRONAM or N-SEL.

In all other cases, you can choose whether you specify the FQDN for PRONAM or N-SEL or just the section up
to the first dot, known as the “host name”.

We recommend using the KDCNAMEINFO utility program to determine the host name (see "KDCNAMEINFO
tool").

The FQDN-name may be a maximum of 64 bytes long, so that you can specify it in the configuration of an UTM
application.
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3.7.2 KDCNAMEINFO tool

The KDCNAMEINFO tool determines the associated computer name for an IPv4 or IPv6 address and outputs it to
stdout. You specify this computer name when generating your UTM application as the value for the parameter
PRONAM or N-SEL. You can thus ensure that the specified host name / processor nhame in the UTM generation on
a Unix, Linux or Windows system matches the network configuration.

Calling KDCNAMEINFO

The tool is called as follows:

utmpath/ ex/ kdcnanei nf o ip_address (Unix and Linux systems) or
utmpath\ ex\ kdcnanei nf o ip_address (Windows systems)

ip_address is the IPv4 or IPv6 address of the partner system, with which the UTM application wants to
communicate. The following applies:
® jp_address for IPv4 is specified using the traditional dot notation:

XXX, XXX, XXX. XXX

The individual xxx blocks are limited to three decimal places each. The content of the blocks is interpreted as a
decimal number.

® jp_address for IPv6 is specified using the conventional colon notation:

XD XD XXX XXX

Each x represents a hexadecimal number between 0 and FFFF. The alternative notations for IPv6 addresses are

permitted (see RFC2373).

If the IPv6 address contains an embedded IPv4 address in dot notation, the above rules apply to the blocks in
the IPv4 address, i.e. the blocks in the IPv4 address are then interpreted as a decimal number.
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4 Generating selected objects and functions of the application

This chapter describes how to configure certain objects of your UTM application and explains which KDCDEF
control statements or which of the individual operands are relevant for describing the objects. This applies to the
following UTM objects:

® Clients ("Connecting clients to the application™)

® Printers, printer control LTERMS, printer pools on BS2000, Unix and Linux systems ("Generating printers (on
BS2000, Unix and Linux systems)") as well as RSO printers connected to a UTM application on BS2000 systems
("Generating RSO printers (BS2000 systems)")

® Service-controlled queues ("Generating service-controlled queues")
® Message modules ("UTM messages")

® Multiplex connections of a UTM application on BS2000 systems ("Message distribution and multiplexing with
OMNIS (BS2000 systems)")

® BLS load modules and common memory pools of a UTM application on BS2000 systems ("Generating load
modules, common memory pools and shared code (BS2000 systems)")

In addition, several selected UTM functions are described here that affect KDCDEF control functions and whose
operands are significant to the use of these functions. This is true for the following functions:

® Code conversion ("Code conversion")

® Job control using priorities and process constraints ("Code conversion")

® Access control functions ("Data access control”)

® Encryption of messages on connections to clients ("Message encryption on connections to clients")

® Coupling of resource managers and databases ("Defining database linking")

® |nternationalization of a UTM application on BS2000 systems ("Internationalizing the application - XHCS support
(BS2000 systems)")

® System access control using Kerberos on BS2000 systems ("Defining system access control™)

See also the openUTM manual “Concepts und Functions”.
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4.1 Connecting clients to the application

This section describes the generation of terminals, UPIC clients, HTTP clients, transport system applications and
OpenCPIC clients. Transport system applications are DCAM, CMX and socket applications as well as UTM
applications that are generated as transport system applications. These will subsequently be referred to as TS
applications.

The options that the UPIC clients offer are described in detail in the manual ,,openUTM-Client for the UPIC Carrier
System”.

Each client that wants to use the services of a UTM application must be known to the UTM application. A client is
known to a UTM application if it is assigned to a logical connection point defined in the configuration. There are
various different types of client:

® For terminals, UPIC clients and TS applications, a logical connection point is known as an LTERM partner.
There are two methods of connecting to an LTERM partner:

® You generate the client for an individual connection by defining the physical client using a PTERM statement
and then assigning an exclusive LTERM partner, see below. A client must always be generated with PTERM,
when connections to this client are to be established in the UTM application (e.g. to TS applications). You only
need to issue a PTERM statement to other clients when you want to assign the other client a specific logical
property, e.g. special access rights that you do not want to assign to any LTERM pool.

® You define a pool of LTERM partners, also called an LTERM pool, see "LTERM pools". You can connect
several clients using the LTERM pool.

® For OpenCPIC clients, the logical connection point is known as the OSI LPAP partner. It is possible to establish
several parallel connections via an OSI| LPAP partner.

The first two sections show the basic steps required to connect a client. The section "Defining the client sign-on
services" through section "Examples of the generation of a client/server cluster” go into more detail on certain
topics, including the signing-on process, security functions and addressing.
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4.1.1 Connecting clients via LTERM partners

If you wish to connect terminals, UPIC clients and TS applications individually, you will need to supply the following
generation statements for each client:

®* an LTERM statement for the logical connection point

®* a PTERM statement for the physical client.

UPIC clients and TS applications may also require a BCAMAPPL statement. Limits, maximum values and
parameters, which are to be set throughout the application for communication between clients and the UTM
application, are defined in the MAX statement.

LTERMs and PTERMs may also be created dynamically (objects KC_LTERM and KC_PTERM). Moreover, the
assignment of the client to the LTERM partner in the PTERM statement can be adapted dynamically at a later stage
using administration functions. For example, you can assign another client (of the same type) to an LTERM partner
during operation, or assign another LTERM partner — for which you may have defined different access rights — to a
client. See also the openUTM manual “Administering Applications”.

Cs LTERM statement in section "LTERM - define an LTERM partner for a client or printer"
The most important properties for LTERM partners, via which clients can connect to an application, are
defined with the following operands:

® Jtermname

Name of the LTERM partner. Logical name via which the client, to which the LTERM partner is assigned, is
addressed by the program units of the application.

® KSET=
Key set of the LTERM partner, i.e. an authorization profile that defines which parts of the application
program (which TACs) are available to the client connecting to the application via this LTERM partner.

® LOCALE= (only BS2000 systems)

LTERM-specific language environment of the clients that connect to the application via this LTERM partner.
This language environment is also used by openUTM to output messages, as long as no user is signed on.
® LOCK=
Lock code as system access control. The connection is only established when the client signs on to
openUTM with a user ID, for which a key set was generated, using a key code corresponding to this lock
code.
* USAGE=D
Type of communication partner. In this case, dialog partners are connecting to the application via the
LTERM partner. Messages can be exchanged in both directions.
® USER=

The user ID under which the client is automatically signed on when a connection has been established, see
"Automatic sign-on under a specific user ID". You are also able to define other characteristics for this user
ID, see "Generating security functions".

CS PTERM statement in section "PTERM - define the properties of a client/printer and assign an LTERM
partner"
The most important properties for physical clients are defined with the following operands:

108



ptermname
Name of the client as generated in the system of the server application.

BS2000 systems (without Socket application):
The BCAM name of the client must be specified.

Socket applications:

If the connection is to be established from the local UTM application to the client, then any ptermname can be
selected. Otherwise, the name must have the format PRTnnnnn.Here nnnnn means the port number used by the
socket application to establish the connection.

See "Providing address information” for more information.

BCAMAPPL=

Name of the local application via which the transport system establishes the connection between the client and
the UTM application. This name must be defined in a BCAMAPPL statement or using MAX ...APPLINAME-=. If

you omit this operand, the name is taken from MAX ...APPLINAME=. Terminals may only use names that are
defined in MAX ... APPLINAME=.

ENCRYPTION-LEVEL=

For UPIC clients you specify the minimum encryption level that must be maintained on the connection to the
client. You can specify trustworthy for the client, which means that this client is permitted to work with the UTM
application without encryption. See also “Message encryption on connections to clients" for more information on
encryption.

LTERM=

The LTERM partner ltermname, via which the client connects to the UTM application, is assigned to the physical
client as a logical connection point.

PRONAM=
Symbolic name of the processor on which the client resides.
PTYPE=

Type of client connected via the LTERM partner. Here you specify whether the client is a transport system
application, a UPIC client or a terminal.

T-PROT=, TSEL-FORMAT= (only on Unix, Linux and Windows systems),LISTENER-PORT= (with
PTYPE=SOCKET also on BS2000 systems)

Components of the transport address of a remote UPIC client or a TS application see "Providing address
information".

USAGE=D (only BS2000 systems)

USAGE-=D defines that the communication partner is a dialog partner. Messages can be exchanged between the
UTM application and the client.

USP-HDR=

With a sockets applications that use the USP protocol, this parameter controls which of the output messages
openUTM is to create a protocol header for, see "USP headers for outputmessages to socket connections".

BCAMAPPL statement in section "'BCAMAPPL - define additional application names"
Lo - _ _ " T _ -
It is possible to define additional application names for UPIC clients and TS applications.
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® appliname
Name of the local application used by the transport system to establish the connection between the client and
the UTM application. If this name is used for socket applications, it may not be used by a different type of partner.
® SIGNON-TAC=

Specifies if and when a sign-on service takes place, when a client attempts to sign on under this application
name, see "Generating sign-on services for clients".

® TSEL-FORMAT=, LISTENER-ID= (only on Unix, Linux and Windows systems),LISTENER-PORT= (with
PTYPE=SOCKET also on BS2000 systems)
T-PROT=
For information about the components of the transport address under which client contacts the UTM application,
see "Providing address information".

C MAX statement in section "MAX - define UTM application parameters"
Default and maximum values, which are relevant for communication of clients with the UTM application,
are defined with the following operands:

® CONN-USERS=

Controls the utilization of the application. The operand defines the maximum number of users who can
simultaneously work with the application. In the case of an application for which no user IDs are generated,
CONN-USERS= defines the maximum number of clients that can simultaneously connect to the application via
LTERM partners.

® | OCALE= (on BS2000 systems only)

Defines the default language environment (locale) of the UTM application. The locale generated here is assigned
to the clients connected via LTERM partners or LTERM- pools as the default value for the language
environment. The default setting applies unless a specific locale is defined for these objects in the corresponding
LTERM or TPOOL statements. See also "Defining the language environment — setting the locale".
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4.1.2 LTERM pools

A particular number of LTERM partners with the same logical properties are defined for an LTERM pool as logical
connection points for clients. Clients with the same technical properties (partner and processor type) can connect to
a UTM application via these LTERM partners. The assignment only applies for the duration of a session; there is no
static assignment between a client and an LTERM partner.

An LTERM pool must be configured in a TPOOL statement (in place of LTERM/PTERM statements). In addition, in
the same way as for a single connection, a BCAMAPPL statement may be necessary, see "Connecting clients via

LTERM partners”. The settings in the MAX statement are also valid for LTERM pools, see "Connecting clients via

LTERM partners".

Various types of LTERM pools can be configured:

®* LTERM pools via which only clients of a particular type (PTYPE=), located on a particular processor
(PRONAM=), can connect to a UTM application.

®* LTERM pools, via which clients of a particular type can connect to a UTM application, regardless of the
processor on which they reside (open LTERM pools).

In UTM applications on BS2000 systems you can also generate the following types of LTERM pools:

® LTERM pools for all terminals regardless of the terminal type, yet located on a particular processor.

® LTERM pools for all terminals regardless of the terminal type and regardless of type of the computer on which it

is located.
Cs TPOOL statement in section "TPOOL - define an LTERM pool”
The most important properties for LTERM pools are defined with the following operands:

BCAMAPPL=

Name of the local application via which the transport system establishes the connection between the client
and the UTM application. The name must be defined in a BCAMAPPL statement or using MAX ...
APPLINAME=.

CONNECT-MODE=

With CONNECT-MODE= you specify if a UPIC client or TS application may connect to the application
multiple times under the same name via the LTERM pool.

KSET=

Key set of the LTERM pool that uses key codes to define the access rights of the clients which connect to
the UTM application via the LTERM pool.

USER-KSET=

In UTM applications with user IDs the USER-KSET key set for UPIC clients and TS applications specify
limited system access rights (in comparison with KSET). The key set in USER-KSET takes effect when the

client does not pass a user ID to openUTM while establishing the connection/conversation or while in the
sign-on service.

LOCK=

System access control of the LTERM pool, i.e. lock code assigned for all LTERM partners of the pool. The
connection is only established if the client signs on to openUTM with a user ID whose key set has the
corresponding key code.
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® ENCRYPTION-LEVEL=

For UPIC clients you specify the minimum encryption level that must be maintained on the connection to the
client. You can specify trustworthy for the client. See also "Message encryption on connections to clients"
for more information on encryption.

* LTERM=

LTERM prefix from which unique LTERM partner names are created with number LTERM partners of the
LTERM pool.

* NUMBER=

Number of LTERM partners configured for this LTERM pool. This also implicitly defines the maximum
number of clients that can connect to this LTERM pool at the same time.

* PRONAM=
Name of processor which must contain the client connected via the LTERM pool.
®* PROTOCOL=
Specifies if the user services protocol is used or not.
* PTYPE=
Type of client connected via the LTERM pool.
® LOCALE=

LTERM-specific language environment that applies to all clients which connect to the application via
LTERM partners. This language environment is also used byopenUTM to output messages, as long as no
user is signed on.

LTERM pools and subnets

IP address ranges can be defined using the SUBNET statement. These address ranges are referred to as subnets.
Each subnet can be assigned to an LTERM pool using a TPOOL statement. All clients which set up a connection to
the UTM application from a subnet defined in this way are then allocated to this LTERM pool.

SUBNET statement in section "SUBNET - define IP subnets"
C> . o .
The properties for subnets are defined with the following operands:

®* mapped-name
Local name of the subnet. This name must be specified for PRONAM in the TPOOL statement.
* BCAMAPPL=

Name of the local application to which the client can establish the connection to the UTM application. This
name must be defined in a BCAMAPPL statement or with MAX ...APPLINAME= and specified in the
TPOOL statement with BCAMAPPL=.

The client must use this local application name to connect to the UTM application using a TPOOL linked to
a SUBNET statement. This assigns it directly to the subnet and the associated LTERM pool. In this case no
name resolution via the DNS takes place.
When a client from the subnet uses a different local application nhame for connection setup, the client's host
name is determined via DNS, and the host name thus ascertained is used for the assignment to the
generated partner.

® |PV4-SUBNET= or IPV6-SUBNET=

Defines the IPv4 or IPv6 subnet.

112



Assignment of client to an LTERM pool

For clients that want to connect to an application via an LTERM pool, please note that openUTM only assigns a
client to one LTERM pool. When selecting the LTERM pool, openUTM considers it more important to match the
processor name than the client type.

The table below shows the sequence in which openUTM attempts to assign a client to the generated PTERMs and
LTERM pools. The grayed out rows in the table represent LTERM pools that can only exist in a UTM application on
BS2000 systems. but not on Unix, Linux and Windows systems.

Assignment of a client  KDCDEF statements: definition of client Remark

1. PTERM | PTYPE=partnertype
PRONAMEpr ocessor namne

2. TPOCL PTYPE=part nertype
PRONAMFpr ocessor namne

3. TPOOL | PTYPE=* ANY only on BS2000 systems
PRONAMEpr ocessor name

4. TPOOL PTYPE=part nertype
PRONAME* ANY

5. TPOCL PTYPE=* ANY only on BS2000 systems
PRONAME* ANY

1. When establishing a connection, it is first of all checked whether a PTERM statement exists for the client.
UTM first searches for a PTERM-entry using the short processor name of up to 8 characters as supplied by the
transport system in the connection request. If no matching PTERM-entry can be found, then UTM retrieves the
long processor name of the communication partner from the transport system which can be up to 64 characters
long, and searches for a PTERM-entry with this long processor name.
A client that was explicitly generated with a PTERM statement cannot connect to a UTM application via an
LTERM pool.

2. If an LTERM pool is generated for the processor name (PRONAM) and type (PTYPE) of a client, this client is
assigned to this LTERM pool.
PRONAM can also be the mapped name of a SUBNET statement if a subnet is generated for the IP address of
the client.

3. (only on BS2000 systems) If there is no LTERM pool with the processor name and type of the client, the client
is assigned to the LTERM pool with the same processor name and PTYPE=*ANY.

UTM first performs steps 2 and 3 using the short processor name of up to 8 characters as supplied by the
transport system in the connection request. If in neither one of the steps 2 and 3 a matching LTERM pool can
be found, then UTM retrieves the long processor name of the communication partner from the transport system
and repeats the search of steps 2 and 3 with this long processor name.

4. If no such LTERM pool exists, the client is assigned to an “open” LTERM pool with the same type and
PRONAM=*ANY, i.e. all clients of a type can connect to the UTM application, regardless of the processor on
which they reside.
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5. (only on BS2000 systems) If no such LTERM pool exists either, the client is assigned to an LTERM pool with
PTYPE=*ANY and PRONAM=*ANY.

If there is no LTERM pool of this type or if the capacity of the LTERM pool selected by openUTM is exceeded, the
connection setup request is rejected.
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4.1.3 LTERM bundle

With a LTERM bundle (connection bundle) you distribute queued messages to a logical partner application equally
among several parallel connections. The logical partner application can comprise several instances of the partner
application (e.g. a UTM cluster application). This type of distribution may make sense when a UTM application
sends a very large number of queued messages to a partner application, possibly leading to the overloading of one
transport connection.

You define a LTERM bundle using LTERM and PTERM statements as already described in the section "Connecting
clients via LTERM partners". The following text describes the additional points you must note to work with LTERM
bundles.

A LTERM bundle consists of one master LTERM and several assigned slave LTERMs. The slave LTERMSs, which
must be assigned using PTERM with PTYPE=APPLI or PTYPE=SOCKET, are assigned to a master LTERM
through generation.

| LTERM slave 1 |_{ PTERM 1 \
/| LTERM slave 2 |—1 PTERM 2 |

LTERM master

\\...- ene
\| LTERM slave n |—— PTERMn |

Figure 10: Example of a LTERM bundle

FPUT/DPUT calls

FPUT calls sent by program units to the master LTERM are assigned to one of the slave LTERMs at the end of the
transaction:

® openUTM first attempts to find a slave LTERM whose PTERM is connected. If openUTM cannot find such a
connection, then it searches for a slave LTERM that was generated with RESTART=YES.

If openUTM finds a slave LTERM, then all queued messages sent in this transaction to this master LTERM are
assigned to the slave LTERM.

® |f openUTM cannot find such a slave LTERM, then all asynchronous messages sent to the master LTERM are
rejected.

® |f aslave LTERM is generated with RESTART=NO and the connection is cleared or lost, then all messages
pending output on this LTERM are rejected.

Program units can also send FPUT and DPUT calls directly to the slave LTERMs. However, these messages are
not subject to the distribution algorithm described above.

Information displayed in the KB header

Messages can also be received through the slave LTERMs of a LTERM bundle. In services started for received
messages, openUTM always displays the name of the LTERM through which the message was received in the KB
header. The following therefore applies for LPAP bundles:

In services started for messages received through a slave LTERM, the name of this slave LTERM is displayed in
the KB header and not the name of the master LTERM.
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With the aid of the KDCS call INIT PU you can obtain information on whether the LTERM in the KB header is the
slave of an LTERM bundle as well as the name of the master LTERM (see the openUTM manual ,Programming
Applications with KDCS").

C LTERM statement in section "LTERM - define an LTERM partner for a client or printer"”
In addition to the properties for LTERM partners already listed (see "Connecting clients via LTERM
partners"), the following operands must also be specified for LTERM bundles:

* BUNDLE=

Specifies the corresponding master LTERM in the definition of a slave LTERM. The master LTERM
specified her must have been generated in a preceding LTERM statement:

LTERM master ,

LTERM slavel, BUNDLE= master,
LTERM slave2, BUNDLE= master,

PTERM slavel, LTERM- slavel, PTYPE=APPLI | SOCKET,

PTERM slave2, LTERME slave?2, PTYPE=APPLI | SOCKET,

® RESTART=

Determines how queued messages are handled when the connection to the client is cleared. Messages
pending output on a LTERM that were generated with RESTART=NO may be rejected if necessary (see
“FPUT/DPUT calls”).

i All LTERM parameters of slave LTERMs except for ftermname, USER, QAMSG, RESTART, and
STATUS must match the same parameters of the master LTERM. Otherwise they will be overwritten by
KDCDEF using the data specified in the master LTERM. No message is output in this case.

When assigning the asynchronous messages to a slave LTERM at the end of a transaction, the QAMSG
and RESTART settings are evaluated on the slave LTERM.

All slave LTERMs in a LTERM bundle should be generated identically. KDCDEF does not check this,
though.

O PTERM statement in section "PTERM - define the properties of a client/printer and assign an LTERM
partner"

In addition to specifying the properties for physical clients already listed (see "Connecting clients via
LTERM partners"), the following operands must also be specified for the PTERMs assigned to the slave
LTERMSs in a LTERM bundle:

®* PTYPE=APPLI | SOCKET

All PTERMs in a LTERM bundle must be generated with PTYPE=APPLI or PTYPE=SOCKET. The same PTYPE
must be specified here for all PTERMs in a LTERM bundle.

® USAGE=D (BS2000 systems only)
All PTERMs in a LTERM bundle must be generated with USAGE=D.
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i All PTERMs in a LTERM bundle should address the same partner application or a partner application of
the same type. KDCDEF does not check this, though.

117



4.1.4 LTERM groups

In a LTERM group you assign one or more LTERMSs a connection. The use of LTERM groups is of value if a UTM
application is to send queued messages to different partner applications depending on which functional area the
message belongs to. In this case, a separate LTERM must be assigned to each functional area in the partner
application.

The program units direct their FPUT and DPUT calls to the appropriate LTERM depending on the function. If the
partner application to function relationship is 1:1, then each LTERM is assigned one PTERM. If the partner
application to function relationship is n:1 and the assignment may change in some cases, then n LTERMs are
assigned to one PTERM.

An LTERM group consists of one or more alias LTERMSs, called the group LTERMs, and one primary LTERM. You
define the group LTERMSs using LTERM statements as described in the section "Connecting clients via LTERM
partners". Do not assign a PTERM to a group LTERM.

The primary LTERM must be a normal LTERM or the master LTERM of a LTERM bundle. If the primary LTERM is
a normal LTERM, then a PTERM with PTYPE=APPLI or PTYPE=SOCKET must be assigned to it. You define the
primary LTERM as described in the section "Connecting clients via LTERM partners".

[ Alias LTERM 1 |

k\
\,

| Alias LTERM2 | N\

\\

- N
N

\.| Primary LTERM |— PTERM
p

rd
,.//

g

Alias LTERM n

Figure 11: Example of a LTERM group

LTERM groups can also be used in conjunction with LTERM bundles. In this case the primary LTERM is the master
LTERM of the LTERM bundle.
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[ Alias LTERM 1 |\ /| Slave LTERM 1 +_| F'TEFlM1|

| AlasLTERM2 | \\\
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Figure 12: Example of a LTERM group in conjunction with a LTERM bundle

FPUT/DPUT calls

FPUT and DPUT calls sent by program units to an alias LTERM are processed as follows:
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®* |n a LTERM group without a LTERM bundle:

FPUT and DPUT calls sent to an alias LTERM are sent by openUTM via the PTERM assigned to the primary
LTERM.

®* |n aLTERM group whose primary LTERM is the master LTERM of a LTERM bundle:

If FPUT calls are sent to an alias LTERM in this kind of LTERM group, then all queued messages sent in the
transaction to alias LTERMs in the group are assigned by openUTM to exactly one of the slave LTERMSs at the
end of the transaction.

This procedure guarantees that the recipient receives the messages in the same order as they would be
generated in a transaction for an LTERM group.

Program units can also send FPUT and DPUT calls directly to the primary LTERM.

Information displayed in the KB header

If the primary LTERM of a LTERM group is not the master LTERM of a LTERM bundle, then messages can also be
received via the primary LTERM. In services started for received messages, openUTM always displays the name of
the LTERM or LPAP from which the message was received in the KB header. The following also applies to LTERM

groups:

In services started for messages received via the primary LTERM, the name of the primary LTERM is displayed in
the KB header and not the name of an alias LTERM.

With the help of the KDCS call INIT PU you can obtain information on whether the LTERM in the KB header is the
primary LTERM of a LTERM group (see openUTM manual ,,Programming Applications with KDCS").

LTERM statement in section "LTERM - define an LTERM partner for a client or printer"

>
In addition to the properties forLTERM partners already listed (see "Connecting clients via LTERM
partners"), the following operands must also be specified for a LTERM group:
* GROUP=

Specifies the corresponding primary LTERM in the definition of an alias LTERM. The primary LTERM
specified here must have been generated in a preceding LTERM statement:

LTERM primary ,
PTERM primary , LTERM= primary, PTYPE=APPLI | SOCKET,

LTERM aliasl, GROUP= primary
LTERM alias2, GROUP= primary ,

i All LTERM parameters of the alias LTERMs except for ltermname, USER, and STATUS must match the
same parameters of the primary LTERM. Otherwise they will be overwritten by KDCDEF using the data
specified in the primary LTERM. No message is output in this case.

Only the generation parameters of the primary LTERM are evaluated for a FPUT or DPUT call.

C PTERM statement in section "PTERM - define the properties of a client/printer and assign an LTERM
partner"

In addition to specifying the properties for physical clients already listed (see "Connecting clients via
LTERM partners"), the following operands must also be specified for the PTERM assigned to the primary
LTERM of a LTERM group:




®* PTYPE=APPLI | SOCKET

The PTERM in a LTERM group must be generated with PTYPE=APPLI or PTYPE=SOCKET.
® USAGE=D (BS2000 systems only)

The PTERM in a LTERM group must be generated with USAGE=D.
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4.1.5 Connecting OpenCPIC clients

OpenCPIC clients are treated as OSI TP partners. For this reason, this section only describes the client-specific
features of OSI TP generation.

Generation

An OpenCPIC client is generated in a similar way to a server/server link, see "Distributed processing via the OSI TP
protocol”. The only difference is that LTAC statements are not required if it is just a client.
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4.1.6 Defining the client sign-on procedure

This section describes the interface between generation and the sign-on procedure for clients if the application is
generated with user IDs. The sign-on procedure is made up of the following two stages: establishing the
connection and signing on.

The connection is established using the application names as specified in the operand BCAMAPPL= or, for
OpenCPIC, specified in the operand LOCAL-ACCESS-POINT=.

Signing on to a UTM application

Signing on to a UTM application is carried out using a user ID. The following stages are required, regardless of
whether the default sign-on service is used or another sign-on service:

® When using terminals, the terminal user must prove their authorization once a connection has been established.
To do this the user must enter at least one user ID. This user ID must be generated in a USER statement. This is
also called the real user ID.

® TS applications, UPIC clients and HTTP clients are signed on after connection using a so-called connection
user ID. This is a user ID which is

® either a user ID implicitly generated by openUTM using the LTERM name if no user ID is specified in the
operand USER= of the LTERM statement,

® or an explicit connection user ID, if a user ID is specified in the operand USER= which is generated with a
USER statement, see "Automatic sign-on under a specific user ID". This user ID cannot be used as a real
user ID.

® OpenCPIC clients are signed on under their association names once the association has been established. The
association names are formed using the names specified in the operand ASSOCIATION-NAMES= and a
sequential number, for example, ASSOCO03, see "OSI-LPAP - define an OSI-LPAP partner for distributed
processing based on OSI TP"

UPIC clients, HTTP clients, TS applications and OpenCPIC clients which are signed on using a connection user ID
or using their association name can then subsequently sign on using a real user ID.

The execution of the sign-on service can be defined by the generation, for example, using automatic connection
establishment, automatic sign-on under a specific user ID, separate sign-on service or by permitting multiple sign-
ons.

i Detailed information about the sign-on service can be found in the relevant section of the openUTM
manual “Using UTM Applications”. The individual steps required for a client to sign on to a UTM
application are described there.
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4.1.6.1 Establishing an automatic connection

Certain clients can be generated in such a way that openUTM attempts to establish a connection to the client as
soon as the application is started. This is possible when using:

® OpenCPIC clients,

® individually generated terminals and TS applications on BS2000 systems

® individually generated TS applications on Unix, Linux and Windows systems.
An automatic connection can be established as follows:

® For TS applications and terminals:

PTERM ... , CONNECT=YES
® For OpenCPIC clients:
OSl - LPAP ... , CONNECT=n ( n>0)
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4.1.6.2 Automatic sign-on under a specific user ID

You can explicitly assign all clients defined using LTERM/PTERM a user ID under which this client automatically
signs on once a connection is established. If you do so, the authorizations that apply to that client are the ones
assigned to the specified user ID, see "Generating security functions". To do this you will need the following
generation statements:

LTERM ... USER=username
USER username . ..

Terminals are then always signed on under this user ID. For TS applications and UPIC clients this user ID is a
connection user ID and can still be replaced by a real user ID, e.g. in a sign-on service, see below.

However, after signing off via KDCOFF BUT a user may sign-on again with another user ID.
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4.1.6.3 Generating sign-on services for clients

It is possible to program special sign-on services for terminals, UPIC clients and TS applications. A sign-on service
is linked to an application name. This means that you can assign a sign-on service to any application name.
Application names are defined using MAX APPLINAME= or in a BCAMAPPL statement.

If a client signs on using a specific application name, then the sign-on service assigned to this application name is
started. The application name under which the client has to sign on is specified in PTERM/TPOOL in the operand
BCAMAPPL.

Sign-on services are generated as follows:

The sign-on service for the default application name (as defined in
MAX ... APPLINAME) is generated using:

TAC KDCSGNTC, PROGRAME=signon-progl
PROGRAM signon-progl . . .

signon-prog1 is the name of the program unit that is initially run in the sign-on service.

If a default application name is generated for a sign-on service, this is then taken as the default value for all
application names generated using BCAMAPPL.

The sign-on service for an application name defined using BCAMAPPL is generated using:

BCAMAPPL appliname?Z...,SI GNON=signon-tac

TAC signon-tac, PROGRAMEsignon-prog2

PROGRAM signon-prog2

signon-prog?2 is the name of the program unit that is initially run in the sign-on service.

If sign-on services are also to be run for UPIC clients, you must specify the following in the SIGNON statement:
SI GNON ... UPIC=YES

If this setting is not made, no sign-on service is started for UPIC clients, not even if an appropriate sign-on
service has been generated for the application name.

More information about the programming can be found in the openUTM manual ,Programming Applications with
KDCS".
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4.1.6.4 Multiple sign-ons

When using user IDs, it is usually only possible for a single client to sign on to an application at any given time, a
second attempt to sign on under the same user ID is thus rejected.
If you want to enable multiple sign-ons for user IDs you must generate the following:

SI GNON ... MUILTI - SI GNON=YES

This means that it is possible, at any given time, for several clients to sign on to an application under a single real
user ID without a restartable service context (USER username... RESTART=NO), but only one of these clients
may be a terminal client.

OpenCPIC clients that have selected the functional unit "Commit", may perform a multiple sign-on under any real
user ID.
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4.1.7 Specifying maximum waiting times for dialog prompting

In the KDCDEF control statement MAX, you can specify the maximum waiting times for dialog prompting using the
operand TERMWAIT= and PGWTIME= as well as the IDLETIME= operand of the PTERM statement.

® The operand PGWTTIME= is used to set the maximum permitted length of the interval between the output of a
dialog message to the client after a blocking call (for example, a PGWT call) and the subsequent dialog input. If
no input is made during this period of time, openUTM is forced to interrupt the service.

After a blocking call, the task / work process remains in a synchronous wait state until the next dialog entry and
cannot handle any other jobs until this time.

® The operand TERMWAIT=is used to set the maximum permitted length of the interval between the dialog output
at a terminal after a PEND KP and the subsequent dialog input. If no input is made during this period of time,
openUTM is forced to interrupt the service.

After a PEND KP, any resources in the application maybe locked (e.g. database tables) and other users have to
synchronously wait for these locks to be released.

® The operand IDLETIME= is used to limit the waiting time after PEND RE and PEND FI/ER/FR, or in other words,
after the end of a transaction.
Monitoring the waiting time after the end of a transaction is used for data protection purposes. Should a user
forget to sign off after completing work with the application, this function allows you to reduce the risk of
unauthorized persons may get access to the client and can work with the UTM application without being forced
to sign on.

i The attention of the user must be drawn towards these relationships. The users must be shown the
critical points of the dialog interaction so that they are aware of the effect an input delay may have on the
performance of the application as a whole.
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4.1.8 Generating security functions

The security functions are made up of the following components:

® System access control:
System access control is defined in the USER statement, see below.

® Administration authorization:
Administration authorization is assigned in the USER statement or the OSI-LPAP statement, see "Assigning
administration authorizations".

¢ Data access control:
Data access control is specified using the operands KSET, USER-KSET or ASS-KSET of the USER, LTERM,
TPOOL or OSI-LPAP statement. Data access protection must be defined within the framework of a lock/key code
concept or of the access list concept and is described in detail in section "Data access control". Data access
control for OpenCPIC clients is generated in the same way as described in section "Protection measures for job-
receiving services" (Data access control with distributed processing).

® Encryption:
openUTM is supporting message encryption for the communication with specific clients. The encryption level is
specified in the operand ENCRYPTION-LEVEL of the PTERM, TPOOL or TAC statement. A detailed description
of message encryption can be found in section “Message encryption on connections to clients”.
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4.1.8.1 Defining system access control

System access control is only relevant for real user IDs and is generated in the USER statement.

You define system access control by assigning a password to each user ID and by specifying a minimum length, a
certain level of complexity, and a minimum and a maximum validity period for the password.

USER userid-name, PASS=password, PROTECT- PWecomplexity-level
On signing on, the user must pass the specified authorization data configured for userid-name to openUTM.
On BS2000 systems, a magnetic strip card can also be configured as an access requirement for a user ID.

In addition, on BS2000 systems an access check using Kerberos can be generated as an alternative to a password
and/or magnetic strip card.

Generating system access control using Kerberos (BS2000 systems)

The following generation statements are of significance for generating access control using the distributed
authentication service Kerberos:
* LTERM KERBEROS-DIALOG=

If you specify LTERM KERBEROS-DIALOG=YES, a Kerberos dialog is carried out when a connection is
established for terminals that support Kerberos and that connect to the application directly via this LTERM
partner (not via OMNIS) (see "LTERM - define an LTERM partner for a client or printer").

¢* TPOOL KERBEROS-DIALOG=

If you specify TPOOL KERBEROS-DIALOG=YES, a Kerberos dialog is carried out when a connection is
established for terminals that support Kerberos and that connect to the application directly via this terminal pool
(not via OMNIS) (see "TPOOL - define an LTERM pool").

®* USER PRINCIPAL=

When you specify USER PRINCIPAL=characterstring, the user is authenticated via Kerberos with the help of this

string (see "USER - define a user ID").

openUTM stores the Kerberos information in the length resulting from the maximum lengths generated for MAX
PRINCIPAL-LTH and MAX CARDLTH (see "MAX - define UTM application parameters"). If the Kerberos
information is longer, it is truncated to this length and stored.
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4.1.8.2 Assigning administration authorizations

® You can specify the administration authorizations for a user ID using the USER statement:
USER userid-name,PERM T=ADM N

On BS2000 systems you can also assign the UTM-SAT administration authorizations for a user ID (PERMIT
operand) and specify the type and range of the SAT logging (SATSEL operand):

USER userid-name, PERM T=SATADM SATSEL-=. ..

® You can assign administration authorization to an OSI TP-Partner, e.g. an OpenCPIC client in OSI-LPAP:
OSl - LPAP ... PERM T=ADM N
On BS2000 systems you can also assign the UTM-SAT administration authorizations for a client:
OSI-LPAP ... PERMIT=SATADM or PERMIT=(ADMIN,SATADM)

If the OSI TP-Partner signs on under a real user ID, then the data access rights that are generated for that user
ID are valid and not the data access rights of the OSI-LPAP.
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4.1.9 Generating restart functionality

The restart function for a client is linked to the user ID that the client has used to sign on to the UTM application.

Restart function for real user IDs

The restart function for real user IDs is specified in the RESTART operand of the USER statement.
USER userid-name. . . RESTART=YES | NO

If this is generated as RESTART=YES then the type of client and any generated sign-on services will also play a
role in service restart:

® If a sign-on service has been generated for a client that signs on using this user ID, then this service will control
whether a service restart is performed or whether an open service is terminated abnormally, see the description
of the sign-on service in the openUTM manual ,Programming Applications with KDCS".

® |f aterminal or TS application does not sign on via a sign-on service, then openUTM always initiates a service
restart.

® |f a UPIC client does not sign on via a sign-on service then the UPIC client must explicitly initiate a service
restart, otherwise an open service is terminated abnormally see the manual ,openUTM-Client for the UPIC
Carrier System”.

®* When using OpenCPIC clients, restart is only possible with cooperative processing (functional unit not equal to
"Commit"). The OpenCPIC client must explicitly initiate a service restart, otherwise an open service is
terminated abnormally, see manual “openUTM-Client for the OpenCPIC Carrier System”.

Restart function for connection user IDs

If individually generated TS applications sign on via implicit (created by openUTM) connection user IDs, then the
restart function is controlled by the RESTART operand in the LTERM statement:

LTERM ltermname ... RESTART=YES | NO
This parameter of the LTERM statement is irrelevant for the service restart if the TS application is signed on via an

explicitly generated connection user ID or a real user ID.

No service restart is possible for UPIC clients that do not sign on under a genuine user ID.
Explicitly generated connection user IDs to UPIC clients are generated in any case and without any
message with RESTART=NO.
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4.1.10 USP headers for output messages to USP socket applications

In order that a UTM application is able to communicate with the TS application via the socket interface, a UTM
socket protocol (USP) may be used on top of TCP/IP. openUTM uses this protocol to convert a bytestream received
via the socket interface into a message. The partner application must issue the protocol and prefix it with the input
message as the protocol header. openUTM does not usually create a protocol for output messages.

It is possible to set each generation option so that openUTM also prefixes a protocol header for output messages.
This is specified in the PTERM or TPOOL statement using the operand USP-HDR=:

® USP-HDR=ALL ensures that openUTM prefixes all output messages of this connection (dialog, or asynchronous
message, K message) with a protocol header.
* With USP-HDR=MSG the protocol header is prefixed for K messages only.

® USP-HDR=NO means that no protocol header is prefixed for output messages.

The structure of the protocol header is described in the openUTM manual ,Programming Applications with KDCS”.
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4.1.11 Providing address information

For TS applications, HTTP clients, UPIC clients and OpenCPIC clients, address information is required to establish
a connection. This information is stored in the UTM generation. For socket applications, there is no difference
between BS2000 systems and Unix, Linux or Windows systems. For other clients, the characteristics of the
transport system take effect. This information is therefore divided into separate paragraphs.

The address information for OpenCPIC clients is specified in the same way as for OSI TP partners in generell, see
chapter "Generation of distributed processing based on OSI TP". The information supplied must match the
configuration of the OpenCPIC client.

Providing the address information for HTTP clients and TS applications of type SOCKET
When communicating with HTTP clients or TS applications via TCP/IP the socket interface is used directly.

The address information required for communication is provided in the UTM generation.

KDCDEF generation

The address information is stored in the operands LISTENER-PORT=, T-PROT= and PRONAM= of the
BCAMAPPL and TPOOL/PTERM statements.

* BCAMAPPL statement
You must always specify a BCAMAPPL statement for socket applications. The following applies:
® In LISTENER-PORT= you must always enter a port number under which the UTM application waits for

the requests of the socket application. The port number must correspond to the settings of the
communication partner.

® |n T-PROT= you must enter SOCKET.

® Unix, Linux and Windows systems:
LISTENER-ID= assigns the connection an optional listener ID. You can use the listener ID to distribute
the management of network connections to different network processes. The values for the LISTENER-
ID of non-socket connections and socket connections may be assigned independently of each other.

* PTERM statement
If you generate a socket partner individually, you will need to specify the following operands and parameters:

® If the socket application is to establish the connection, the PTERM name must have the format PRTnnnnn,
where nnnnn is the port number from which the socket application establishes the connection. The name may
be supplemented by leading zeros.

* |In BCAMAPPL= enter the application name as defined in the BCAMAPPL statement.
* |In PRONAM= you must specify the TCP/IP host name.

For Unix, Linux and Windows systems, please consider also section "Specifying computer names in KDCDEF
generation”.

® Inthe LISTENER-PORT= operand, you must specify the port number at which the socket partner is waiting
for connection establishment requests.

® TPOOL statement
If you want to connect a socket partner using a LTERM pool, then:

®* |In PRONAM= you must specify the TCP/IP host name or the mapped name of a SUBNET statement.
If you specify the mapped name of a SUBNET statement for PRONAM, clients from any computers from this
subnet can sign on, provided they correspond to the type specified in PTYPE=.
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If you enter PRONAM=*ANY, then clients from any computer can sign on assuming they are of the same type
as specified in PTYPE=.

For Unix, Linux and Windows systems, please consider also section "Specifying computer names in KDCDEF
generation".

* In BCAMAPPL= enter the application name as defined in the BCAMAPPL statement.

Example

The following example uses the port number 10100. The socket application is linked via the LTERM pool and runs
on the computer PCSOCKO1.

BCAMAPPL BSPSOCK -
, LI STENER- PORT=10100 -
, T- PROT=SOCKET -

TPOOL ...
, PTYPE=SOCKET -
, BCAVAPPL=BSPSOCK -
, PRONAM=PCSOCKO1 -
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4.1.11.1 Providing address information for clients of type UPIC and APPLI on BS2000 systems

For RFC1006 (or ISO) connections you must always generate a separate application name. This can be used for all
RFC1006 (or ISO) connections regardless of client type.

KDCDEF generation

® BCAMAPPL statement
In T-PROT= enter either ISO or RFC1006 (these two values are treated identically on BS2000 systems).
® PTERM statement

If you want to generate the clients individually, specify the following operands and parameters:

®* Under PTERM name, you must enter the name that was defined for this client when the network was
generated.

* In BCAMAPPL= enter the application name defined in the BCAMAPPL statement.

* In PRONAM= enter the name of the computer on which the client is running. This name is specified
when the network is generated.

® In PTYPE= you must enter either UPIC-R or APPLI.

If you want the UTM application to actively establish the connection to clients of the APPLI type, in the
LISTENER-PORT parameter you must specify the port number on which the partner application listens
for connection requests.

® TPOOL statement
If you want to link clients via the LTERM pool, then:
* In BCAMAPPL= enter the application name that is defined in the BCAMAPPL statement.
* In PRONAM= you can enter the name of the computer on which the clients are running.

If you specify PRONAM=*ANY the clients can sign on from any computer as long as it is of the type specified
in PTYPE=.

® In PTYPE=you must enter either UPIC-R or APPLI.
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4.1.11.2 Providing address information for clients of type UPIC and APPLI on Unix, Linux and Windows
systems

On Unix, Linux and Windows systems it is possible to write your own BCAMAPPL statement for an application
name that is generated using MAX APPLINAME=. This statement can then be used to specify all the parameters as
required by the application.

To link clients via RFC1006, see section "Providing address information for the CMX transport system (Unix, Linux
and Windows systems)". The KDCDEF generation must contain all the necessary address information.

KDCDEF generation for RFC1006
* BCAMAPPL statement

® appliname: You can select any application name, but the name must be unique within the network, as
KDCDEF uses it to create a T-selector.

* |f OPTION CHECK-RFC1006=YES then a port number must be specified for LISTENER-PORT.
In all other cases, the default value is 0 (no port number).

® |In T-PROT you must enter RFC1006.

® |n TSEL-FORMAT= enter the format indicator for the name that you have defined as the appliname (see
above). It is recommended that you always make an entry for the operand TSEL-FORMAT=.

® PTERM statement
If you want to generate the client individually via a PTERM statement, enter the following:

®* As PTERM name use the T-selector of the client. The client on the client computer must be entered with this
T-selector as the local application.

* |In BCAMAPPL= enter the application name as defined above.
® |n LISTENER-PORT= enter the port number which the client is reached as output port on the client computer.

* |In PRONAM= you must enter the TCP/IP host name, see "Specifying computer names in KDCDEF generation

® |n PTYPE= you must specify wither UPIC-R or APPLI.

® TPOOL statement
If you want to connect the client via an LTERM pool, enter the following:
* |In BCAMAPPL= enter the application name as defined above.

® In PRONAM= you can enter the name of the computer on which the client is running. This must be the TCP/IP
host name, see "Specifying computer names in KDCDEF generation".

If you enter PRONAM=*ANY the clients can sign on from any computer as long as it is of the same type
specified in PTYPE=.

If you specify the mapped name of a SUBNET statement for PRONAM, clients from any computers from this
subnet can sign on, provided they correspond to the type specified in PTYE=.

® |n PTYPE= you must enter either UPIC-R or APPLI.

Example

The following example uses the port number 10030 locally and the remote application has the port number 12030.
The UPIC client runs on a computer called PCUPR.
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BCAMAPPL BSPUPR -
, LI STENER- PORT=10030 -
, T- PROT=RFC1006 -
, T- SEL- FORVAT=T -

PTERM UPRPART -
, PTYPE=UPI C-R -
, BCAMAPPL=BSPUPR -
, PRONAM=PCUPR -
, LI STENER- PORT=12030 -
, T- PROT=RFC1006 -
, T- SEL- FORVAT=T -

The statements for a TS application are created analogue, except that you must specify PTYPE=APPLI in PTERM.
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4.1.11.3 Additional information for LTERM pools on Unix, Linux and Windows systems

An LTERM pool can be used by any partner application on a specific computer to establish a connection to the
UTM application, if the partner application is of the appropriate type (PTYPE). If PRONAM=*ANY is generated in
the TPOOL statement, then partner applications of the generated type can connect to the UTM application from any
computer.

If you specify the mapped_name of a SUBNET statement for PRONAM, clients from any computers from this
subnet can sign on, provided they correspond to the type specified in PTYE=.

The TPOOL statement does not specify a name (station name) for this communication partner. The UTM
application determines this name from the transport address of the partner application that the partner application
has supplied when the connection is established.

The following procedure is used:

® |f a partner application is communicating with the UTM application, an attempt is made to find out the computer
name using the local Name Service.

® If no name can be located for the computer the network process assigns it the name *ANY.

®* Then an attempt is made to obtain the T-selector from the transport address. If a T-selector is found then it is
used as the station name.

® If no T-selector can be found, then the station name 'NETnnnnn' is used for the partner application. nnnnn stands
for a number between 00000 and 99999 and is automatically incremented by openUTM.

It often makes sense to communicate with LTERM pools via TCP/IP connections, if LTERM pool is generated with
processor names (TPOOL ...,PRONAM=).

Unix, Linux and Windows systems

Please note the maximum number of connections that can be established at a time via one transport
system end point. For details see BCAMAPPL statement in section "BCAMAPPL - define additional
application names".
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4.1.12 Examples for the generation of a client/server combination

The following examples show how to connect a UPIC client which is running on a Windows PC to a UTM
application on BS2000 and on a Unix or Linux system.

Example 1: Connecting a UPIC client to openUTM on BS2000 systems

The UTM server application is located on a host with the name BS2HOST1, the client program is running on a PC
with the computer name PCCLTO002. The transport connection is to be established via TCP/IP (address format
RFC1006).

® UTM generation under the BS2000 system

*** Define BCAM application name for the UTM server application:***
BCAMAPPL SERVER, T- PROT=RFC1006

*** Generate client:***

PTERM UPI CPT, PTYPE=UPI C-R, LTERM=UPI CLT, BCAMAPPL=SERVER, -
PRONAM=PCCLT002

LTERM UPI CLT

*** Define TAC for the client:***
TAC TACl, PROGRAM=SERVI CE

The statement LTERM UPICLT means that openUTM implicitly uses a connection user ID called UPICLT.

® Entries in the side information file (upicfile) of the UTM client

* UTM application under the BS2000 system

SDsanpl aw SERVER BS2HOST1 TACL

* or, if you require automatic conversion of user data
* from ASCII to EBCDI C and vice versa

HDsanpl aw SERVER BS2HOST1 TAC1

® Specification in the client program
Enabl e_UTM UPI C " UPI CPT"
Initialize Conversation "sanpl aw'
Example 2: Connecting a UPIC client to openUTM on Unix, Linux or Windows systems

This example describes the TCP/IP RFC1006 connection of a UPIC client to a UTM application on a Unix, Linux or
Windows system. The example shows the coordination of the generation for both communication partners.

The UTM application is running on a computer with the name UXHOSTO1. The client is located on a Windows
system for which the name PCCLTO01 has been generated in the KDCDEF. The UTM application receives the local
port number 1230.

® Generating the UTM server on the Unix, Linux or Windows system
BCAVAPPL UTMUPI CR, LI STENER- PORT=1230, T- PROT=RFC1006, TSEL- FORMAT=T

PTERM UPI CPT, PTYPE=UPI C- R, LTERM=UPI CLT, BCAMAPPL=UTMJUPI CR, PRONAM=PCCLTO001, \
T- PROT=RFC1006, TSEL- FORVAT=T
LTERM UPI CLT

The statement LTERM UPICLT means that openUTM implicitly uses a connection user ID called UPICLT.
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® Entries in the side information file of the client computer

* Local application
LNUPI CTTY UPI CPT PORT=1240

* UTM application on Uni x/Li nux/ Wndows systemw th port 1230,
* TCP/ I P host nanme=UXHOSTO1
SDsanpl adm UTMJPI CR. UXHOSTO1 TACl1 PORT=1230

® Specification in the client program

Enabl e_UTM UPI C " UPI CPT"
Initialize_Conversation "sanpl adnt

Example 3: Connecting an OpenCPIC client

An OpenCPIC client is running on a Unix or Linux system with the host name UNIXPRO1. The client connects itself
via RFC1006 to a UTM application on BS2000 system and to a UTM application on Unix, Linux or Windows system.
The following is to apply:

® |n the UTM application on the BS2000 system, the client calls the transaction code TRAVELO2 and in the UTM
application on Unix, Linux or Windows system it calls the transaction code STATIST1.

® Itis to be possible to have up to 10 parallel connections to the BS2000 system, and up to 2 parallel logical
connections to Unix, Linux or Windows system.

®* The UTM application on the BS2000 system uses the local port number 102. The UTM application on Unix, Linux
or Windows system uses the local port number 12000.

® The OpenCPIC client uses the local port number 13000.
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® UTM generation on BS2000 system
UTMD APT = (2, 7, 16, 2)

ACCESS- PO NT SERVER,
T- PROT = RFC1006,

P-SEL = *NONE,
S-SEL = *NONE,

T-SEL = C UTMSERVL',
AEQ = 1

OSI - CON CONNECTB,
LOCAL- ACCESS- PO NT = SERVER,
P- SEL = *NONE,
S- SEL * NONE,
T- SEL C CPI CCLTT',
N-SEL = C UNI XPROL' ,
LI STENER- PORT = 13000,
CSl - LPAP = OSI LPAPB

8

- LPAP OSI LPAPB,
APT = (2, 7, 16, 4),

APPLI CATI ON- CONTEXT = UDTSEC,
AEQ = 1,

ASS- NAVES=CPI C,

ASSOCI ATI ONS=10,

CONTW N=0

TAC TRAVELO2 . ..
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® UTM generation on Unix, Linux or Windows system

UTMD APT = (2, 7, 16, 3)

ACCESS- PO NT STATSERV,

8

T- PROT = RFCL1006,
P-SEL = *NONE,

S-SEL = *NONE,

T-SEL = C UTMSERV2' ,
LI STENER- PORT = 12000,
T- PROT = RFCL006,

T- SEL- FORMAT = T,

AEQ = 1

- CON CONNECTX,

LOCAL- ACCESS- PO NT = STATSERYV,
P- SEL = *NONE,

S- SEL * NONE,

T- SEL C CPI CCLTT',

N-SEL = C UNI XPROL' ,

LI STENER- PORT = 13000,

T- PROT = RFC1006,

T- SEL- FORVAT = T,

CSI - LPAP = OSI LPAPX

-LPAP OSl LPAPX,
APT = (2, 7, 16, 4),

APPLI CATI ON- CONTEXT = UDTSEC,
AEQ = 1,

ASS- NAVES=CPI C,

ASSOCI ATI ONS=2,

CONTW N=0

TAC STATI ST1 ...
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® OpenCPIC generation

*** Entry for the local application
LOCAPPL OPENCPI C,

APT = (2, 7, 16, 4),

AEQ = 1

*** Connection to UTM applicati on on BS2000 system
PARTAPPL UTMSBS20,

APT = (2, 7, 16, 2),

APPLI CATI ON- CONTEXT = ut m secu,

AEQ = 1,

ASSCOCI ATI ONS = 10,

CONTWN = (10, 10),

CONNECT = 10***

*** TAC in the UTM applicati on on BS2000 system
SYMDEST TRAVEL,

PARTNER- APPL = UTMSBS20,

PARTNR- APRO = TRAVEL02

*** Connection to UTM application on Unix, Linux or Wndows system
PARTAPPL UTMSUNI X,

APT = (2, 7, 16, 3),

APPLI CATI ON- CONTEXT = ut m secu,

AEQ = 1,

ASSOCI ATIONS = 2,

CONTWN = (2, 2),

CONNECT = 2

*** TAC in the UTM application on Unix, Linux or Wndows system
SYMDEST STATI ST,

PARTNER- APPL = UTMSUNI X,

PARTNR- APRO = STATI ST1

® TNS entries in the OpenCPIC client computer (tnsxfrm format)

OPENCPI &\
PSEL V'
SSEL V'
TSEL RFC1006 T' CPI CCLTY'
TSEL LANI NET A" 13000

UTMSBS20\
PSEL V'
SSEL V'
TA RFC1006 i p-address-bs2 PORT 102 T UTMSERV1'

UTMSUNI X\
PSEL V'
SSEL V'
TA RFCL006 i p-address-unix PORT 12000 T' UTMSERV2'
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4.2 Generating printers (on BS2000, Unix and Linux systems)

i Printers cannot be generated in UTM applications on Windows systems.

Printers that are to be used by a UTM application are connected via LTERM partners that are configured with the
logical properties for printers. LTERM partners for printers are defined in the LTERM statement. Printers cannot be
connected via LTERM pools. Physical printers are defined with the PTERM statement, which is also where the
assignment is made to the LTERM partner.

The connection setup by openUTM can be defined either with PTERM...,CONNECT=YES or with LTERM...,PLEV=.
The connection can also be established using administration functions. See also the openUTM manual
“Administering Applications”.

C LTERM statement in section "LTERM - define an LTERM partner for a client or printer"
The most important properties for LTERM partners via which printers can connect to an application are
defined with the following operands:

® |termname
Name of the LTERM via which the printer is connected to the UTM application.
®* CTERM=
Defines the printer control LTERM so that the user can administer printers, print jobs, and the print jobs in
the message queue of the LTERM partner.
®* PLEV=
Number of printer messages for which openUTM attempts to establish a connection to the printer assigned
to this LTERM partner.
® |f PLEV=1, a connection is established for each print job.
* |f PLEV=n, the connection is established for the nth print job (n=1 to 32767).

* |f PLEV=0, the connection setup is not initiated by pending print jobs, rather is initiated explicitly by the
administrator using the command KDCLTERM...ACT=CON or KDCPTERM.

The connection is shut down again as soon as there are no further messages for this printer.

PLEV= makes it easier for the user to use printers from various UTM applications (printer sharing). In this
case, the connection between a UTM application and the printer is only kept open while the print job is
being transmitted, in order to allow other applications to establish a connection. If there are unprocessed
print messages for a printer in the message queue of the LTERM partner when the UTM application
terminates, these print messages are retained until the next application start. Before terminating the
application, the administrator can initiate the processing of the outstanding print messages using the
command KDCAPPL SPOOLOUT=0ON.

* QAMSG=
Messages to printers can be buffered in the message queue of the LTERM partner, even if the printer is not
connected to the application.

* USAGE=0

USAGE=0 defines a printer as a communication partner which can connect to an application via the LTERM
partner. Messages can only be sent from the application to the printer.
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Each printer must be described in the configuration, i.e. for each printer, a PTERM statement is written with the
physical properties of the printer and the assignment is made to an LTERM partner. The assignment between the
printer and LTERM partner is static, i.e. the assignment applies until it is canceled using administration commands.
You can assign another printer (of the same type) to an LTERM partner during operation, e.g. in the event of a
printer fault.

O PTERM statement in section "PTERM - define the properties of a client/printer and assign an LTERM
partner"
The most important properties for printers are defined with the following operands:

® ptermname
Name of the printer
BS2000 systems:
The BCAM name or the RSO name of the printer must be specified.

Unix and Linux systems:
The name of a printer group of the spool system must be specified. A printer group used by UTM
applications should comprise only one printer. This is the only way to ensure that all parts of a message are
output to the same printer if a message comprises message segments (see also the information on printer
pools).

* CID=
The printer is assigned a printer ID printer_id via which the printer can be identified by a printer control
LTERM. The printer control LTERM attaches to the LTERM partner to which the printer is assigned.

® CONNECT=

Specifies whether or not openUTM automatically establishes a connection to the printer when the
application starts. The printer is then explicitly occupied by the application until the next time the connection
is cleared down, even if there are no print jobs.

* LTERM=

Name of the LTERM partner assigned to the printer ptermname and via which the printer is connected to
the UTM application.

* PTYPE=

BS2000 systems:
Printer type or *RSO.

Unix and Linux systems:

Printer type.

To output the data, the printer process (utmprint) calls the utmip script. The call also passes parameters to
utmip in addition to the data to be printed. By default, utmip then passes the data to the Ip command (see
PTYPE=PRINTER on "PTERM - define the properties of a client/printer and assign an LTERM partner").

® USAGE=0 (only BS2000 systems)

The communication partner is a printer.

The maximum values and limits that are to apply throughout the application for printers are defined with the MAX
statement.

145



> MAX statement in section "MAX - define UTM application parameters"
The default and maximum values relevant throughout the application for printers are defined with the
following operands:
® CONRTIME=

Time in minutes after which openUTM makes cyclical attempts to reestablish a logical connection.
openUTM attempts this for:

® Printers to which openUTM establishes a connection as soon as the number of print jobs for this printer
exceeds the generated threshold value (LTERM...,PLEV>0). When the connection is aborted, the
number of print jobs must be greater than or equal to the threshold value if openUTM is to attempt to re-
establish the connection.

® Printers to which openUTM automatically establishes a connection (PTERM...,CONNECT=YES),
provided that the connection was not terminated by the administration.

If no connection is established when the application starts or if the connection is interrupted during
operation, openUTM attempts to reestablish the connection at intervals of CONRTIME-=.

PGPOOL=

A sufficiently large value must be specified for the PGPOOL operand so that the page pool can
accommodate all print messages in the event of a high print volume.

LOGACKWAIT=

Maximum time in seconds that openUTM is to wait for an acknowledgment from the output devices. This
acknowledgment is

® for a printer, the logical print acknowledgment from the printer,
® for an RSO printer, the acknowledgment from RSO,

® with an FPUT call to another application, a transport acknowledgment.
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4.2.1 Generating RSO printers (BS2000 systems)

Via the OLTP interface of RSO (remote spool output), openUTM obtains access to all printers that support RSO, i.e.
including printers connected via LAN or PC. openUTM does not establish a transport connection to these printers,

rather serves them via the OLTP interface, i.e. openUTM reserves the printer for RSO and transfers the print job to
RSO.
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4.2.1.1 Entries for the KDCDEF generation

To print to an RSO printer from openUTM, the desired printer is defined in the generation under its RSO name as
an RSO printer in the PTERM statement. The printer must be defined and activated on the RSO side. This section
only lists the RSO specific statements and operands, the other printer-specific parameters are described on
"Generating printers (on BS2000, Unix and Linux systems)"

- PTERM statement in section "PTERM - define the properties of a client/printer and assign an LTERM
partner"
RSO printers served by openUTM via the OLTP interface are defined with the following operands:

® ptermname

For an RSO printer, the name of the printer must be specified here as it was defined in RSO (logical RSO
device name).

* PTYPE=

PTYPE=*RSO is specified as the printer type. No particular printer type is specified for RSO printers.
openUTM obtains the printer type in accordance with the RSO device information in the RSO call.

* PRONAM=

For an RSO printer, *RSO must be specified as the processor name.

i If RSO printers are defined, REMOTE-BUFFER-SIZE in the SPOOL parameter file must be >= 32700 (=
value of MAX TRMSGLTH).
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4.2.1.2 Entries for RSO and SPOOL

In order for openUTM to use the OLTP interface of RSO, RSO and the software products required by RSO must be
installed. The RSO subsystem must be active. If you have specific questions, read the RSO manual:

Device definition

With the UTM tool SPSERVE, you open the SPOOL parameter file for the printer definition. The system
administrator must configure the printer in RSO for UTM print jobs:

ADD- SPOOL- DEVI CE. . . ADM NI STRATOR=* ADM NI STRATOR(. . . ),
PROCESSI NG- CONTROL=* PAR(
DI SCONNETI ON=* YES
RESET={*YES | *NO }
CONTROLLER- START=AT- PRI NTER- START)

® If a new printer is configured, up to 8 RSO device managers can be entered with the parameter
ADMINISTRATOR=*ADMINISTRATOR(...). An RSO device manager can modify a device with MODIFY-SPOOL-
DEVICE or start a DEVICE with START-PRINTER-OUTPUT.

® |tis advisable to work with the parameter DISCONNECT=*YES, because with SOCKETS the printer shuts down
the connection when the time set on the printer has expired.

® The parameter CONTROLLER-START must be set to AT-PRINTER-START.

* |f RESET=*YES, the settings of the printer menu are used. This also applies regardless of the device entry if
openUTM is working with formats. If “logical” formats are used (see note at the end of the section) then
openUTM behaves as if no formats are used.

® If a format name is transferred by openUTM with an FPUT in the KCMF field, a RESET=*YES is sent by
default to the printer by FHS before the message, so that the menu setting of the printer comes into effect
before printing. In the printer menu you can set various fonts or CPI values, for example. In this case, RSO
processes a message with format names as per the setting CONTROL=TRANSPARENT.

® |f no format name is transferred by openUTM with an FPUT in the KCMF field, RSO only sends a RESET to
the printer before the message if RESET=*YES is entered in the device definition. If no RESET was sent to
the printer, the applicable values are the printer menu values currently set on the printer, which may have
been changed by a previous print job. RSO handles a printer message without format names as per the
setting CONTROL=PHYSICAL.

The commands ADD-SPOOL-FORM for form entries and ADD-SPOOL-CHARACTER for character sets have no
effect on UTM print jobs. If both UTM RSO print jobs and RSO SPOOLOUT are processed under the same logical
RSO device name, forms and character sets are only relevant for the latter. As the only printer control character,
RSO adds the RESET character string for UTM print jobs.

A UTM print job to an RSO printer is not placed in the SPOOL queue.

Sample device entry

Output of a device entry under which the printer is defined for RSO:

/ show spool -dev PGTP0041, i nf=*al |

DEVI CE- NAVE : PGIP0041

DEVI CE- TYPE : 9021RP

-------------------------------- DEVI CE- ACCESS ------------------------------
DEVI CE- ACCESS : *TCP- ACCESS

ACCESS- TYPE : *TACLAN
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PROCESSOR- NAMVE
STATI ON- NAME
MNEMONI G- NAMVE
PROGRAM: NAVE

| NTERNET- ADDRESS
PORT- NAME

LPD- PRI NTER- NAME
FROM PORT- NUMBER
TO PORT- NUMBER

SLAVE- MNEMONI G- NAME :
ESD- Sl ZE :

FORMS- OVERLAY- BUFFER:
CHARACTER- SET- NUMBER:
ROTATI ON :
DUPLEX- PROCESSI NG
FORMS- OVERLAY
RASTER- PATTERN- VNEM
TRANSM SSI ON
FONT- TYPE
FACE- PROCESSI NG
MAXI MUMF | NPUT- TRAY
MONJV
NOTI FI CATI ON
ENCRYPTI ON
UNI CODE
SUPP- FORVAT- NAVE
TEXT
PLAI N- TEXT

USER- | DENTI FI CATI ON :
| DENTI FI CATI ON
TERM NAL

SHI FT

LI NE- FEED- COVWPRESS
BLANK- COVPRESSI ON
START- FORM FEED
FORM FEED

SKI P- TO- NEXT- PAGE
ESCAPE- VALUE

CONTROLLER- RESERVED :
FORM NAMVE :
DI SCONNECTI ON

BUFFER- SI ZE

RESET

REPEAT- MESSAGE

RESTART- ACTI ON
SYNCHRONI ZATI ON

TI MEOUT- MAX
PAGE- EJECT- TI MEQUT

* NONE

* NONE

* NONE

* NONE
PGTP0041
9100

* NONE

OEC MW 135
PROCESSOR- NAMVE
STATI ON- NAME

-------- SPOOLOUT- CONTROL

YES

* Sl NGLE- SHEET
DEFAULT- TRAY- NUMBER :
OUTPUT- TRAY- NUMBER
BY- FORM FEED

NONE

1
0

------- PROCESS! NG- CONTROL - = - <= == == =< === oz oo e ocooo o

YES

TYPE

LIMT
RETRY- TI ME
LIMT
RETRY- TI ME
PRI NTER

2

NO

SYS

G.B

G.B
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BAND- | DENTI FI CATI ON : *NONE

LOAD : NO
MODULC2 : NO
RECOVERY- RULES : *SYSTEM
POLLI NG : NO

PRI NTER- PARAM FI LE : *SYSTEM
RESOURCE- FI LE- PREFI X: * SYSTEM

CONTROLLER- START ~ : AT- PRI NTER- START

------------------------------ CHARACTER: SET- POS - - -« == =« = = s e o memmmeammam o

PCSI TI ON- 1 : NU
PCSI TI ON- 2 :NU
POSI T1 ON- 3 : NU
PCSI TI ON- 4 : NU
PCSI TI ON- 5 : NU
PCSI TI ON- 6 : NU
POSI TI ON-7 : NU
PCSI TI ON- 8 : NU
PCSI TI ON-9 : NU
PCSI TI ON- 10 : NU
POSI Tl ON- 11 : NU
PCSI TI ON- 12 : NU
PCSI TI ON- 13 : NU
PCSI TI ON- 14 :NU
PCSI Tl ON- 15 : NU
PCSI TI ON- 16 : NU

REDI RECTI ON- DEVI CE @ *NONE

LANGUAGE- EXT-TYPE : *SYSTEM
LI NE- SI ZE : 150
CHARACTER- | MAGE © *NONE

Defining the RSO buffer size

To be able to print out messages of any length, the RSO buffer must be greater than or equal to the maximum
message length in openUTM. Since the maximum value for the UTM buffer size is 32 KB, the RSO buffer size in a
session in which openUTM is running, must be adapted to this value:

/ MODI FY- SPOCL- PARAMETER. . . SPOOLOUT- OPTI ONS=* PAR( REMOTE- BUFFER- SI ZE=32)

Any modification will come into effect in the next SPOOL session.

VTSU codes

When UTM messages containing VTSU codes are output to printers connected directly via BCAM, openUTM calls
the VTSU program in order to convert VTSU codes into printer dependent escape sequences. If UTM messages
are output to RSO printers, the conversion of the VTSU codes is carried out by RSO. An extensive adaptation to the
known VTSU control characters was striven for in this case. Additional information can be found in the RSO manual.
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4.2.1.3 Activating printers for openUTM

Each printer used in an RSO session must be started with START-PRINTER-OUTPUT. A START-PRINTER-
OUTPUT statement can be contained in an ENTER file which is processed automatically when the RSO subsystem
starts, or the system administrator or RSO device manager uses this statement to explicitly start the printer after the
subsystem has started.

If you want to print to an RSO printer from openUTM, the printer must be released for openUTM:

/ START- PRI NTER- QUTPUT DEVI CE- NAME=* RSO NAME=devi cenane,
ALLONED- ACCESSES=* UTM ) )

or
ALLOWNED- ACCESSES=(* RSO , * UTM))
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4.2.1.4 Querying printer information

Printer information in openUTM

The administration command KDCINF can be used in openUTM to query the current printer status. If required, the
connection to the printer can be set up/shut down or locked using the administration commands KDCPTERM and
KDCLTERM or via the program interface for administration. See also the openUTM manual “Administering
Applications”.

Printer information in RSO

Using BS2000 information functions, users and RSO device managers can output the printer status of the RSO
printers with the following command:

/ SHOWM SYSTEM STATUS | NFORMATI ON=* REMOTE( DEVI CE=NAME)
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4.2.1.5 Releasing printers in the event of an error

If the automatic repetition of the print job by openUTM and RSO was not successful in the event of an error, the
RSO device manager can temporarily release the printer with the command

/ STOP- PRI NTER- QUTPUT DEVI CE- NAME=RSO- PRI NTER( NAME=r so- pri nt er, STOP=I MVEDI ATE)

so that the printer can then be reserved again for openUTM with the START-PRINTER-OUTPUT command.

The parameter TRACE=YES can be specified under $TSOS for diagnostic purposes. In this case, a trace is
generated and is stored under
$SYSSPOOL.SYSTRC.RSO.devicename.date.time:

/ START- PRI NTER- OUTPUT DEVI CE- NAVE=* RSO NAME=devi cenarne,
TRACE=YES,
ALLOWED- ACCESSES=(* RSO , * UTM ))

See also the "RSO" manuals.
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4.2.2 Generating printer pools

A printer pool is made up of several printers (=printer groups on Unix and Linux systems) assigned to one LTERM
partner. A PTERM statement with the same ltermname for PTERM...,.LTERM= is written for each printer in the pool.
openUTM distributes the print output as evenly as possible to the printers in the pool. Messages that are made up
of message segments are always output in full by openUTM to one printer or printer group (on Unix and Linux
systems) in the pool.
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4.2.3 Bypass mode (BS2000 systems)

With a locally connected printer, the term bypass mode is also used instead of spool mode. Bypass mode is
possible if the terminal can conduct dialog independently of the print output. Bypass mode must only be

implemented for terminal types 975x and 9763 or a corresponding emulation (see the manual "MT9750, 9750
Emulation on Windows")
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4.2.4 Generating printer control LTERMs

In the generation you can define printer control LTERMSs so that users themselves can administer the default
printers and print job queues even without administration authorization, e.g. delete the current print job.

BS2000 systems

Each printer is assigned an LTERM partner, which is configured for an output medium (LTERM...,USAGE=0).
All output jobs for this printer are “sent” by openUTM to the message queue of the associated LTERM partner,
which thus becomes the print job queue. It is also possible to assign several printers to an LTERM partner
(printer pool). In this case, all printers work with this print job queue.

A print control LTERM is an LTERM partner which is configured as a dialog partner
(LTERM...,USAGE=D). Via this LTERM patrtner, a client or a terminal user can connect to the application in order to
administer printers and the associated print job queues.

You assign the printers to the respective printer control LTERM via the LTERM partner, i.e. for the LTERM partner
you specify the printer control LTERM to which the printers are assigned with LTERM...,CTERM=printercontrol-
Itermname.

To enable the printer control LTERMS to identify the printers assigned to them, you assign a control identification
(CID) to each printer in the PTERM statement. This CID must be unique within the area of a printer control LTERM,
because the printer control LTERM addresses the printers using the printer ID. It is particularly important for the
printer IDs to be unique in the case of printer groups. Each printer in the pool must be assigned a separate printer
ID which does not belong to any other printer in the printer control LTERM.

To restrict access to the printer control LTERM to a particular group of users, you can assign a lock code to the
printer control LTERM just like any other LTERM partner.

An acknowledgment procedure is used for the printers assigned to a printer control LTERM. This procedure can be
switched on and off as required for each individual printer. All printers assigned to a printer control always run in
automatic mode with their first application start after a regeneration.

For further information on printer administration, see the openUTM manual “Administering Applications”.
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Figure 13: Configuring a printer control LTERM and the associated printers
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4.3 Generating service-controlled queues

openUTM offers service-controlled queues, that is, message queues the processing of which is controlled by the
program units of the application. A program unit of a dialog or asynchronous service must read the message of a
service-controlled queue itself using the KDCS call DGET. A service may also be designed to wait for the arrival of
a message.

Since the messages are saved in the page pool, you must ensure that the page pool is configured at a sufficient
size.

openUTM provides three different service-controlled queue types:
® USER queues (user-specific)
® TAC queues (defined using TAC statements)

® temporary queues (created using QCRE calls and deleted using QREL calls)

> A general introduction to service-controlled queues and their application scenarios can be found in the
openUTM manual “Concepts und Functions”.

The implementation of the application scenarios is described in the openUTM manual ,Programming
Applications with KDCS”. This also contains information about processing service-controlled queues
(reading, writing and deleting).

159



4.3.1 USER queues

Each user of a UTM application is provided with a permanent message queue which is addressed using the user ID.

For USER queues it is possible to generate the data access control which prevents reading or writing by using Q-
READ-ACL or Q-WRITE-ACL (USER statement).

» USER statement in section "USER - define a user ID"
The following operands are available for USER queues:

* QLEV=

QLEV can be used to prevent the page pool becoming overloaded with messages for this USER.

QLEV specifies the maximum number of asynchronous messages that may be buffered in the USER queue
(default setting: 32767, i.e. no limit). If the specified value is exceeded, the subsequent behavior is
determined by the value in the QMODE parameter.

* QMODE=
Determines the behavior of openUTM in the event that the USER queue has already exceeded the
maximum number of permitted messages that may be buffered and has thus reached the Queue level

(operand QLEV=). If the value STD is set all new DPUT calls are rejected, if WRAP-AROUND is set the
oldest message is overwritten by the new message.

®* Q-READ-ACL=
Specifies the read and delete authorizations in the USER queue for external users. If you do not specify Q-
READ-ACL= all users have read and delete authorization in the queue.
®* Q-WRITE-ACL=
Specifies the write authorization in the USER queue for external users.
If you do not specify Q-WRITE-ACL= all users have write authorization in the queue.
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4.3.2 TAC queues

By generating transaction codes with TYPE=Q (queue) you define permanent Message Queues with fixed names.

The TAC queue with the fixed name KDCDLETQ is called the dead letter queue. openUTM uses this TAC queue to
save queued messages sent to transaction codes, TAC queues, LPAP or OSI-LPAPM partners that can not be
processed or delivered (see "TAC - define the properties of transaction codes and TAC queues”).

TAC queues may be locked for reading or writing (see "Access list concept").

[

TAC statement in section "TAC - define the properties of transaction codes and TAC queues"
The following operands are important for the generation of a queue defined using TAC statements:

tacname
Name of the TAC.
TYPE=Q

TYPE=Q must be specified for TAC queues. A Message Queue is generated. It is possible to use an FPUT
or DPUT call to write a message to a queue of this nature, or to use a DGET call to read a message from
the queue.

ADMIN=
Specifies whether access to this queue requires administration authorization.
DEAD-LETTER-Q=

Specifies whether queued messages in this message queue are to be saved in the dead letter queue if not
processed correctly when the maximum number of attempts to redeliver the message (MAX statement,
REDELIVERY parameter) has been reached.

QLEV=

QLEV can be used to ensure that the page pool is not overloaded by jobs for this TAC queue.
QLEV specifies the maximum number of asynchronous messages that may be in the Message Queue of
this transaction code.

QMODE=

Determines the behavior of openUTM in the event that the maximum permitted number of messages is
already saved in a queue and thus the queue level is reached.

Q-READ-ACL=

The key set defines the authorizations that permit reading or deletion of messages in this queue.
Q-WRITE-ACL=

The key set defines the authorizations that permit writing messages to this queue.

STATUS=

Specifies whether the message queue is locked or released when the application is started.
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4.3.3 Temporary queues

Temporary queues are created and deleted dynamically by program calls. The name of the queue may be
determined by the user or assigned by openUTM.

The maximum number of temporary queues is defined within the QUEUE statement.

O QUEUE statement in section "QUEUE - reserve table entries for temporary messages queues”
The following operands are used to define temporary queues:

* NUMBER=

Specifies the maximum number of temporary queues that may exist at any one time during an application
run (1 <= NUMBER <= 500 000).

* QLEV=

QLEV can be used to prevent the page pool becoming overloaded with messages for this temporary queue.

QLEV specifies the default value for the maximum number of messages that may exist in a temporary
messages queue at any one time (default value: 32767, in other words an unlimited queue length).

* QMODE=

Determines the behavior of openUTM in the event that the maximum permitted number of messages is
already saved in a temporary queue and thus the queue level is reached.
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4.3.4 Specifying the maximum waiting time for reading from service-controlled queues

At generation it is possible to set the maximum length of time that a service is permitted to wait for a message for a
gueue. This maximum wait time may be defined separately for the dialog and asynchronous services (MAX
statement, QTIME operand). This ensures that a terminal user or client does not have to wait several minutes for
the system to react to an error in a UTM program unit, or that a resource remains blocked for too long.

C MAX statement in section "MAX - define UTM application parameters"”

The following operands are used to specify the maximum length of time that a service is permitted to wait
for a message in a service-controlled queue:

* QTIME=

Specification of the maximum waiting time in seconds (default: 32767 seconds). You can define separate
maximum values for the waiting time for the dialog or asynchronous services.

If a greater waiting time is specified in a program unit run than specified in QTIME then openUTM resets the
waiting time to the value defined here.
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4.3.5 Limiting the maximum number of redeliveries to service-controlled queues

At generation you can define whether a message to a service-controlled queue is to be placed back in the queue if
the transaction in which the message was read is rolled back. You can also limit the number of redeliveries at
generation (MAX statement, REDELIVERY operand). This prevents, for example, endless loops if a program error
occurs.

C MAX statement in section "MAX - define UTM application parameters"”
The maximum number of redeliveries of messages to service-controlled queues is defined using the
following operand.

® REDELIVERY=(...,number2)

number2 is the maximum number of redeliveries of messages to a service-controlled queue (0 <= number2
<= 255).

Values between 0 and 254 indicate the number of redeliveries. The value 255 means that the message can
be redelivered any number of times.

Default 255, i.e. the number of redeliveries is unlimited.
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4.4 UTM messages
openUTM generates UTM messages that inform about certain events or request dialog input. The UTM messages
are located in a message module which is supplied with openUTM (standard message module).

You can modify the messages of openUTM using the message tools KDCMTXT and KDCMMOD, and create own
message modules (user message modules) which are adapted to your own needs.

You can adapt the standard UTM messages by:

* modifying UTM message texts (e.g. translation into other languages)
® deleting or adding UTM message destinations

® adding inserts to the message text or remove inserts from it

You must declare user message modules in the configuration using the MESSAGE statement.

The entire event reporting mechanism and the tools KDCMTXT and KDCMMOD are described in detail in
c> ” H 1 H ”
the openUTM manual "Messages, Debugging and Diagnostics”.
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4.4.1 Messages in openUTM on BS2000 systems

The following components of UTM event reporting are included in the delivery package:

® the German standard message module KCSMSGS
® the English standard message module KCSMSGSE
® the message definition file SYSMSH.UTM.070.MSGFILE

The message definition file contains the message texts in German and English and forms the basis for the creation
of user message modules.

You must declare user message modules in the configuration using the MESSAGE statement. If you do not issue a
MESSAGE statement, the German standard message module KCSMSGS is used to output messages

If you want to use the English standard message module in your application, you must replace the German
message module with the English message module in the library (see openUTM manual “Messages, Debugging
and Diagnostics on BS2000 Systems”).

In order to internationalize your application you can create multiple user specific message modules in a variety of
languages and include them in the configuration of a UTM application. In this way, UTM messages can be output to
a terminal user in a variety of

languages within any given UTM application. The language used to communicate with the user depends on the
locale (language identifier lang_id and territorial identifier terr_id) that you assign the user during generation as well
as on the availability of the user message module which has been assigned an appropriate locale during generation.

If more than one message module is assigned for a UTM application, then a locale must be assigned to each
message module.

- MESSAGE statement in section "MESSAGE - define a UTM message module"
User message modules are defined with the following operands:

®* MODULE=
Name of the message module you want to incorporate in the configuration.

* LIB=
Identifies the object module library from which the message module is loaded dynamically. If a generated
message module modulename is not contained under the name Imodname in the library ominame when
linking the application, the linkage editor reports that the module is missing. The message module can be
loaded dynamically.

® LOCALE=

Defines the language environment (locale) of the message module if language specific message modules
have been created for specific message output. These national language message modules are used for
users and LTERM partners whose language and territorial identifiers match the locale defined here. For
further information, see "Internationalizing the application — XHCS support(BS2000 systems)".

C USER statement in section "USER - define a user ID" and

LTERM statement in section "LTERM - define an LTERM partner for a client or printer"

With the following operand you specify the message module (and the language) which is used to output
messages to the user/client:
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®* LOCALE=

Language environment (locale) of the user/client.

Application message module and user message modules

If multiple message modules are used for an application, then a distinction is drawn between application and user
message modules. The application message module is the message module in whose MESSAGE statement the
locale specifications correspond to those in the MAX statement. The application message module has a special
significance within the application. The message destination specifications entered for the application message
module determine the destination for message output. The message destination specifications in the other message
modules have no significance. The application message module is used to output messages to the message
destinations SYSLST, SYSOUT and CONSOLE.

Messages to the destinations STATION, SYSLINE and PARTNER employ the message module whose /ang_id and
terr_id specifications (of the Locale) correspond to those of the user or LTERM partner for which the message is
output. Here, the user specification takes priority over the LTERM partner specification, i.e. if a user is signed on
when the message is output, openUTM uses the message module which corresponds to this user.

If a locale (lang_id, terr_id) for which there is no message module in the application has been generated for a user
or LTERM partner, then the user or LTERM partner is assigned a message module which corresponds with the
lang_id and for which no terr_id has been generated. If no such message module is present, the application
message module is used to output messages to this user or LTERM partner.

O MAX statement in section "MAX - define UTM application parameters”
With the following operand you specify the message module which is used as application message
module:

®* LOCALE=

The locale of the message module that is to be used as the application message module. A message
module with this locale must be generated with a MESSAGE statement.

167



4.4.2 Messages in openUTM on Unix, Linux and Windows systems

The following components of UTM event reporting are included in the delivery package:

¢ Standard message module of openUTM

The standard message module contains the message texts in English and standard settings for the message
destinations (e.g. terminals, SYSLOG file).

openUTM only generates the messages from the standard message module if no NLS message catalogs and no
user message modules exist for a language.

CAUTION!
The standard message module must be linked in each UTM application program.

Unix and Linux systems

The standard message modules kcsnsgs. o (K and P messages) and kcxnmsgs. o (U messages) are supplied
with openUTM on Unix and Linux systems:

® kcsmnsgs. o is contained in the library | i bwor k under the path utmpath / sys.

® kcxmsgs. o is reloaded from the library | i bxnsgs under utmpath / sys by default.
The expression “standard message module” is used for both modules together.
Windows systems

The standard message modules kcsnsgs. obj and kexnsgs. obj (U messages) are supplied with openUTM
on Windows systems:

® kcsnsgs. obj is contained in the library | i bwor k. dl | under the path utmpath / ex.
® kcxnsgs. obj is reloaded from the library | i bxnsgs. dl | under utmpath / ex by default.
The expression “standard message module” is used for both modules together.

* Message definition file msgdescription (in the utmpath)

It contains the standard message texts in German and English, as well as the framework definitions for the UTM
messages (structures of messages).
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® NLS standard message catalogs (Unix and Linux systems) / message DLLs (Windows systems)
NLS standard message catalogs are supplied with openUTM in German and in English.
On Windows systems the message catalogs are implemented as message DLLs.

The message catalogs only contain the message texts. When structuring the messages from an NLS catalog,
openUTM uses the structure information and message destinations of the default message module, or if
available, the user message module.

Unix and Linux systems

On Unix and Linux systems, the NLS standard message catalogs are stored in the directories utmpath/ nl s
/ meg/ xxx. In this case, xxx is the language ID for the corresponding language.

On Unix and Linux systems you can modify existing NLS message catalogs and create your own NLS message
catalogs for other languages.

You can set the language to be used for the messages to your preferred language in the LANG shell variable.
Windows systems

On Windows systems, the message DLLs are stored in the directories
utmpath\ nl s\ nsg\ xxx.

On Windows systems you can change the existing message DLLs and create your own message DLLs for other
languages.

You can set the language to be used for the messages to your preferred language in the LANG shell variable.

In the simplest case, you operate your application with the standard UTM messages, i.e. you do not modify the
UTM messages nor the UTM message destinations. In this case, no additional specifications are required in the
KDCDEF generation. You must merely link the standard message module utm-directory/sys/kcsmsgs.o to the
application program.

If you use an own message module, you have to define it via the KDCDEF statement MESSAGE when generating
an application. This message module is then created using a C source file created by KDCMMOD.

O MESSAGE statement in section "MESSAGE - define a UTM message module”
Use the following operand to define the message module when generating the application:

* MODULE=
Name of the module that is to be created using the tool KDCMMOD.

To modify the messages, use the message tools KDCMTXT and KDCMMOD (see openUTM manual “Messages,
Debugging and Diagnostics on Unix, Linux and Windows Systems”).
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4.4.3 User-specific message destinations

In addition to the message destinations, CONSOLE, SYSOUT etc., there are also four so called user-specific
message destinations. The user can define up to four message destinations of their own. These message

destinations are named using USER-DEST-number and may be user queues, TAC queues, asynchronous TACs or
LTERM partners.

This makes it, among other things, possible to display the K and P messages of your application to the
administrator at the WinAdmin or WebAdmin administration workstation (see also in the online help for
WinAdmin/WebAdmin, keyword ,message collector”).

Messages indicating warning level violations cannot however always be delivered to their user-specific
message destination.

The new KDCDEF statement, MSG-DEST, is used to agree the user-specific message destinations.

>

MSG-DEST statement in section "MSG-DEST - define user-specific messages destinations”
Using the following operands you can agree a maximum of four user-specific message destinations:

® msg-destination

Refers to the message destination with the specification USER-DEST-number (number=1..4). Message
destinations must be assigned to the messages using the KDCMMOD.

* NAME=

Specifies the name of a user or TAC queue or an asynchronous TAC or LTERM partner to which the
messages are to be sent (this name must be defined using a TAC, USER or LTERM statement).

®* DEST-TYPE=

Type of message destination (USER queue, TAC or LTERM).

If you want to forward K and P messages from your application to the WinAdmin or WebAdmin
administration workstation, you must specify a TAC queue or a USER queue here.

* MSG-FORMAT=

Specifies the format of the messages that are to be sent. Only the inserts of a non printable format (FILE;

default) or the inserts and messages texts of a printable format (PRINT) are transferred.

Assigning the message destination USER-DEST-number

Messages that openUTM is to output to a message destination, USER-DEST-number, must also be assigned to this
message destination using the utility KDCMMOD (MODMSG statement).
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4.5 Message distribution and multiplexing with OMNIS (BS2000 systems)

The services of the BS2000 software product OMNIS can be used for UTM applications on BS2000 systems.
OMNIS is a Session Manager that enables a terminal user to call the services of various UTM applications directly,
even if the UTM applications are distributed in the network. In this case, the terminal user need not know the
processor nor the UTM application in which the service is located. OMNIS automatically establishes a connection to
the “correct” UTM application and controls the assignment of messages (message distribution).

When implementing OMNIS, you can also use the multiplex function provided by openUTM on BS2000 systems: a
large number of terminals can be connected to a UTM application via a small number of transport connections.

Processor 1 Processor 2 Processor 3
UT™M U™ Ut™m UtT™
application 1 application 2 application 3 application 4

T 4 - 4

OMNIS

Figure 14: Message distribution and multiplexing with OMNIS

See also the manuals “OMNIS/OMNIS-MENU Functions and Commands” and “OMNIS/OMNIS-MENU
Administration and Programming”.
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4.5.1 Multiplex connections

In normal dialog mode, one transport connection exists between a terminal and a UTM application on the
processor. In order for a user to be able to call the services of an application, the user must open a session with the
application, i.e. a communication

relationship between two addressable units in the network. A session setup generally means that the user must
provide identification to the application. This can also occur implicitly.

OMNIS now offers you the option of connecting simultaneously to several UTM applications, even on different
processors. However, you are only actually connected to one communication partner (namely OMNIS). The
Session Manager now transmits the input messages (user jobs) to the applications with which you are connected.

Transport connections and sessions exist on both links of the communication relationship, i.e. the link from user - >
Session Manager and from Session Manager - > application. This is illustrated in the diagram below:

_Transport connection 1

Je———n, | Session 1
Terminal 1
Session 1
Session 2 Session 2
' OMNIS : UTM
p Transport connection2 > Session n application
_ Transport connection
. < >
’ N
| '- Session n

;‘:Tc.‘ <
: Transport connection n
Terminal n

Figure 15: Transport connections and sessions when multiplexing

A transport connection is a connection between two programs or between one program and a terminal, via which
messages can be exchanged. A transport connection has a defined beginning (connection setup) and a defined end
(connection shutdown) and is known to the transport system.

A session is one of several completely different data streams, which is maintained via a transport connection. A
session has a defined start (session setup) and a defined end (session shutdown) and is known to the transport
system. In the special case of OMNIS and openUTM, a session is understood to be a communication relationship
between a UTM application and an OMNIS terminal, which begins with the logical opening of the session and ends
when the session is closed.

A one-to-one assignment between transport connection and session exists on the link from terminal - > Session
Manager.
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This one-to-one assignment is cancelled on the link from Session Manager - > application and several sessions can
be assigned to a transport connection. In this way, a number of terminals can “multiplex”, i.e. connect to an
application via a transport connection. In extreme cases, all sessions between the Session Manager and the
application can be processed via a single transport connection.
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4.5.1.1 Defining multiplex connections

Each multiplex connection must be described with a MUX statement. It is not possible to enter multiplex
connections dynamically.

When multiplexing, the communication between the Session Manager and the application takes place using the
PUTMMUX protocol. The task of this protocol is to enable several sessions to be processed via one transport
connection and to provide the Session Manager with status information on the UTM application on BS2000 system.

A PUTMMUX connection can exist between a UTM application on BS2000 system and OMNIS as the Session
Manager. PUTMMUX connections, also called “multiplex connections”, are defined by the MUX statement when
generating the UTM application.

C MUX statement in section "MUX - define a multiplex connection (BS2000 systems)"
The most important properties for multiplex connections are defined with the following operands:

® name
Name of the multiplex connection.
* BCAMAPPL=

Local application name of the UTM application, used by the Session Manager to establish the connection to
the UTM application.

®* CONNECT=
Establishment of a transport connection to the Session Manager when the application starts.
* MAXSES=

Maximum number of simultaneously active sessions between the Session Manager and the UTM
application.

When establishing a multiplex connection, openUTM and OMNIS negotiate which MUX protocol versions are
supported by both sides of the connection. If there are no MUX protocol versions supported by both partners, the
multiplex connection is not established (UTM messages K140 and K141).

The following restrictions apply with the current definition of the protocol:

® connections between two UTM applications are not supported
® printers are not supported

® only the Session Manager can open a session to a UTM application.

The add-on product OMNIS-MENU is available if you are using OMNIS in menu-driven mode. OMNIS-MENU
enables you to communicate with various UTM applications via a user-friendly, menu-driven interface. For further
details, see the manuals “OMNIS/OMNIS-MENU Functions and Commands” and “OMNIS/OMNIS-MENU
Administration and Programming”.

174



4.5.1.2 Confirming the connection shutdown by the partner

If a user is connected to a UTM application via a multiplex connection, each of the two partners —the UTM
application or the user — can request the closedown of this session. As a result of this request, the session switches
to the state "DISCONNECT PENDING”". The session is not yet released. The session is not definitively closed until
the partner on the other side confirms the session closedown.

For a specific length of time (approx. 10 minutes) after the request for session closedown has been issued, the
session can be released by the closedown confirmation of the partner.Only after this time span has expired can the
administrator of the UTM application also release the session (administration command KDCPTERM).

From the output of the administration commands KDCINF PTERM and KDCPTERM, the administrator of the UTM
application can determine whether the session is in the state "DISCONNECT PENDING". See also the openUTM
manual “Administering Applications”.
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4.5.2 Statistics on multiplex connections

The administrator of the UTM application can use the command
KDCI NF MUX, OPTI ON=MONI TORI NG

to instruct openUTM to output statistics on multiplex connections. See also the openUTM manual “Administering
Applications”. The UTM administrator receives information on:

® The utilization level of the multiplex connection.

Information is supplied on the number of input and output messages exchanged via multiplex connections since
the start of the application.

®* BCAM bottlenecks.
openUTM supplies information on the number of application messages that could not be accepted by BCAM

since the application start due to BCAM bottlenecks, and hence the number of messages openUTM must
request be sent again.
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4.5.3 Combination of multiplex connections and direct connections

If you are connecting terminals to your UTM application via direct connections as well as via multiplex connections

of the Session Manager, the messages are distributed as follows:

Terminal n

Message 1 "
Terminal 1
” Message 2
Terminal 2
. OMNIS Message 2 ... Message n 5
r |
Message n

UT™M
application

Figure 16: Combination of multiplex and direct connections

This means that messages via direct connections can overtake messages via multiplex connections. In particular
load situations, this leads to shorter response times on the direct connection if a data jam occurs on the multiplex

connections. There can be several reasons for this:

®* The volume of messages from the terminals is so high that the multiplex connections are overloaded.

® All UTM processes are occupied with jobs and therefore cannot retrieve all incoming messages immediately.

There are two ways in which the UTM administrator can avoid the probability of a data jam:

® Increase the number of multiplex connections and distribute the volume of messages evenly over these lines.

® Increase the current number of UTM processes.

To guarantee the administrator the fastest possible access to the UTM application at all times, the administrator’s

terminal should be connected to the application via a direct connection.
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4.6 Generating load modules, common memory pools and shared code
(BS2000 systems)

This section describes how to generate program units, areas and load modules.

[

In the openUTM manual “Using UTM Applications on BS2000 Systems” you will find more information
and recommendations

® on structuring an application program

® on providing shared code in the system memory or in common memory pools

® on the sequence in which modules are loaded and how the external references are resolved

® on program exchange during live operation
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4.6.1 Generating load modules

It is only necessary to statically link part of the application to the application program (start LLM, see the openUTM
manual “Using UTM Applications on BS2000 Systems”). The other parts of the application program must then be
available in the form of dynamically loadable load modules.

As early as the KDCDEF generation you must specify at what point in time you want to load the application parts
that are not to statically linked, and to which part of the memory they are to be loaded. You also specify which
program units are to be exchangeable during live operation.

The individual load modules of the application must be generated with LOAD-MODULE statements for BLS
implementation. You also specify when the module is to be loaded and to where. The sequence with which you
generate the load modules determines the sequence in which the load modules are loaded (see LOAD-MODULE
statement in section "LOAD-MODULE - define a load module (BLS, BS2000 systems)" and in the openUTM manual
“Using UTM Applications on BS2000 Systems”, loading modules).

The assignment of objects (program units and shareable data areas) to load modules is likewise defined in the
generation. In the PROGRAM and AREA statements in which program units or shareable data areas are generated,
the name you assigned to the associated load module in the LOAD-MODULE statement must be specified in the
LOAD-MODULE operand.

CAUTION!

openUTM cannot verify whether the assignment defined with the LOAD-MODULE statement and the
LOAD-MODULE operand in the PROGRAM and AREA statements corresponds to the actual division of
the load modules in the libraries. When dynamically loading the load modules, openUTM relies on the
specifications made in the generation. You must therefore ensure that the link procedures you use for the
individual parts of the application program correspond with the specifications made in the generation.
Otherwise, openUTM cannot guarantee that a required program will be loaded in the working memory
with a particular load module.

The load modules are described at generation in the following manner:

C LOAD-MODULE statement in section "LOAD-MODULE - define a load module (BLS, BS2000 systems)"

The properties for load modules are defined with the following operands:

®* /modname

Name of the load module. This name is used to assign objects to load modules during generation (program
units, areas).

For load modules, you must only specify the names of OMs or LLMs. For performance reasons, openUTM
does not support dynamic loading using CSECT or ENTRY names.
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* LOAD-MODE=

Specifies when a load module is to be loaded, and specifies the memory area to which it is to be loaded.
The load modules can be loaded in the standard context to the local task memory, to a common memory
pool or to the system memory.

The parts of the application program can be:

® Linked statically to the application program (LOAD-MODE=STATIC)
The part of the application program that is loaded to the standard context of the application using the
command START- EXECUTABLE- PROGRAMor LOAD- EXECUTABLE- PROGRAM .

* Dynamically loaded to the standard context of the local task memory when the application is started
(LOAD-MODE=STARTUP).

These should be program units that are continuously required by the UTM application, or which contain
external references to shareable parts of the application.

® Loaded to the standard context of the local task memory at the first call (LOAD-MODE=ONCALL)
These should be program units that are not continuously required by the application.
® Loaded to a common memory pool (LOAD-MODE=(POOL,poolname,...))

The common memory pool must be generated with a MPOOL statement (see "Shared code in common
memory pools").

The program units that should be loaded to the common memory pool are those that are required by all
processes of a UTM application, and which are shareable, for example, the shareable parts of your
program unit or also formats or data areas.

If an LLM contains public and private slices, the public slice is loaded in a common memory pool and the
private slice is loaded in the standard context in the local task memory. You can specify whether the non-
shareable part is to be loaded when the application is started (LOAD-MODE=(POOL, pool name,
STARTUP)) or only then when that program unit is called (LOAD-MODE=(POOL, pool name, ONCALL)).
For more information about the generation of shared code see also "Generating shared code and
common memory pools".

® Loaded to the system memory as a non-privileged subsystem.

These application parts must be loaded to the system memory by the BS2000 system administrator
before the application is started.

The private slice of a shareable part contained in nonprivileged subsystems can be linked to the static
part of an application program, either when the application is started or the first time it is called.
How to generate the non-shareable parts is described in the section "Shared code in system memory".

® LIB=

Specifies the library from which the load module is to be loaded

You can specify object module libraries (OML) or program libraries (PL) which contain type R or L elements.
* VERSION=

Specifies which version of a load module is to be loaded

A program library can contain several versions of an element at the same time. You use the specification of
the version to define which version of an element is to be loaded.
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®* ALTERNATE-LIBRARIES=
Specifies whether autolink is to be used for linking

The shareable parts of the load module are always loaded without using the Autolink function. You can
control whether or not the Autolink function is to be used for loading with the LOAD-MODULE statement.

openUTM suppresses the BLS autolink function when loading dynamically and when exchanging programs,
if you specify ALTERNATE-LIBRARIES=NO. The load module then must only have open external
references to program components that already exist in the working memory when this module is loaded.
For load modules that are generated using POOL or STARTUP, the sequence of the LOAD-MODULE
statements at generation is critical for the resolving of open external references at loading. The sequence
with which you generate the load modules determines the sequence in which the load modules are loaded.

ALTERNATE-LIBRARIES=YES ensures that runtime system modules that are also required are
dynamically linked when an exchange is made. The autolink function may only be used for modules of the
runtime system but must not be used for user specific modules because modules loaded with autolink are
not unloaded in a subsequent exchange.

Modules that are neither program units of the application program nor data areas (AREA) (e.g. the modules of the
runtime systems of the programming languages) need not be declared as dynamically loaded modules with the
KDCDEF generation tool, even if these modules are not linked statically. You can statically link these modules to
larger load modules (LLM) and need only generate the name of the load module in the LOAD-MODULE statement.

The assignment of objects (PROGRAM, AREA statement) to load modules (LOAD-MODULE statement) is also
defined in the generation.

|:> AREA statement in section "AREA - define additional data areas"
PROGRAM statement in section "PROGRAM - define a program unit"

The assignment to load modules is defined the following operand:

®* LOAD-MODULE=
Name of the load module (/modname in the LOAD-MODULE statement), to which the program is linked.

Program units, modules, and data areas must be linked statically to the application program if the load
module to which they are assigned was generated with LOAD-MODE=STATIC or if they are not assigned to
any load module.

The administration modules (e.g the KDCADM administration program) are to be statically linked to the start
LLM or to one of their own load modules. This load module must be loaded when the application is started
(LOAD-MODE=STARTUP). The same applies to the START, SHUT, INPUT and FORMAT event exits and
the BADTAC, MSGTAC and SIGNON event services.

If specifications for objects in the statements AREA, LOAD-MODULE, MPOOL, PROGRAM and TAC are modified
in the generation, only one new KDCFILE need be created. The next application start must then be based on the
new KDCFILE.
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4.6.2 Generating shared code and common memory pools

Many compilers offer the option of creating a shareable part when compiling programs. This shareable part need
not necessarily be saved in a separate object module, rather can be contained with the non-shareable part in an
LLM, which is subdivided into a public and a private slice.

If parts of a program unit are to be shareable, this must be taken into account in the programming. For
further information, see the openUTM manual ,,Programming Applications with KDCS” or the appropriate
language supplement.
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4.6.2.1 Shared code in system memory

Using the interfaces provided on BS2000 systems, shareable parts of the application program units and parts of
the runtime systems can be loaded either as shareable programs in nonprivileged subsystems.

The shareable modules must be loaded in the memory by the administrator before the application is started. They
can be exchanged while the application is running.

Non-shareable parts of the program units must be created as follows:

® The entry point of the program unit (it is in the non-shareable part or in the private slice) must be described in a
PROGRAM statement and assigned to a load module there using the LOAD-MODULE operand in the
PROGRAM statement.

® The load module must be generated with a LOAD-MODULE statement with LOAD-MODE={STARTUP |
ONCALL}. The load module or its private slice is loaded dynamically into the local task memory (class 6 memory)
at the start of the application program. The links in the shared code are established dynamically using the
external references to the shareable modules.

The load modules (OM format) containing the shareable modules of the program unit and the load modules
containing the non-shareable program components must not occur together in a program library.

Example

PROGRAM NONSHARE, LOAD- MODULE=NAMEL1, COVP=| LCS
LOAD- MODULE NAMEL, LI B=UTM PLI B, LOAD- MODE=STARTUP, VERSI ON=001

NONSHARE is located in the non-shareable part (for LLMs in the private slice) of the program unit.
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4.6.2.2 Shared code in common memory pools

Objects that are not linked statically when linking the application program can be loaded into a common memory
pool. In a common memory pool you can dynamically load several load modules.

A common memory pool must be generated with the KDCDEF statement MPOOL.

» MPOOL statement in section "MPOOL - define a common memory pool (BS2000 systems)"
The most important properties for common memory pools are defined with the following operands:

® poolname

Name of the common memory pool. This name is used at generation to assign to a pool those load
modules whose Public Slice is to be loaded to the pool (see LOADE-MODULE statement).

® SCOPE=

Specifies the scope of the pool (local application with SCOPE=GROUP or global application with
SCOPE=GLOBAL).

For each BS2000 user ID, BLS supports a maximum of eight common memory pools with SCOPE=GROUP
and eight common memory pools with SCOPE=GLOBAL.

* PAGE=

Hexadecimal address in the form X'Xxxxxxxx'.

If global common memory pools with the same contents/names are used in several UTM applications, the
parameter PAGE=X"xxxxxxxx’ must be specified with the same address in all applications. The address
entered using PAGE= is to be selected in such a way that the address area reserved is available in all these
applications.

* SIZE=

Specifies the size of the common memory pool.

The size is specified in units of 64 KB. With 24-bit addressing, the size of a common memory pool is always
a multiple of 64 KB. With 31-bit addressing, the size of the common memory pool is calculated by n* 1MB
>= SIZE * 64 KB (where n s selected as a minimum).

i Only one common memory pool should be defined with SCOPE=CGROUP. A number of statically linked load
modules can be loaded into this pool. This reduces the time required to set up and load the common
memory pools and thereby minimizes the time needed to start the application.

Generating shareable objects that are to be loaded in a common memory pool

The following section describes how you generate shareable objects that are to be loaded in a common memory
pool if you are working with BLS.

® For performance reasons, all shareable parts of an application program that are to be loaded in a common
memory pool should, as far as possible, be combined into one load module.
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® The program’s shareable code module created by the compiler must be contained in an LLM or OM. LLMs with
slices can be generated with a single LOAD-MODULE statement:

LOAD- MODULE lim-name , VERSI ON= version -
, LOAD- MODE=( POOL, poolname , { STARTUP| ONCALL} -
, LI B= program-lib -
, ALTERNATE- LI BRARI ES={ YES| NC}

With this statement, the public slice of the LLM is loaded in the common memaory pool poolname, and the private
slice is loaded dynamically either when the application starts (STARTUP) or when the program is called
(ONCALL). Additional PROGRAM statements are required for the programs of these LLMs that are called by
openUTM.

If a compiler created two separate object modules for the shareable and non-shareable part, then should link
these modules beforehand to an LLM with slices using the linker. You can then generate this LLM as described
above.

Alternately, you can also generate the shareable and non-shareable module using two LOAD-MODULE
statements. You should avoid this, if possible, because you cannot exchange these two modules without having
inconsistencies arise.

® A shareable data area which is to be loaded in the common memory pool must be described with an AREA
statement. The area must then be contained in the load module which is generated as follows:

LOAD- MODULE ar-share , VERSI ON= version -
, LOAD- MODE=( POOL, poolname , NO- PRI VATE- SLI CE) -
, L1 B= libname

Areas that were assigned the PUBLIC attribute during compilation or by the linker can also be linked together
beforehand with other modules in one LLM with slices. This LLM can be generated in the following manner:

LOAD- MODULE /Im-with-slices , VERSI ON= version -
, LOAD- MODE=( POOL, poolname , STARTUP) -
, L1 B= libname

Example

The example assumes that the COBOL85 compiler was used for compiling and that the compiler has saved the
objects in an LLM.

The shareable modules of the COBOL program units PU1 and PU2, and the data module DATAMOD are to be
loaded in the local application pool LCPOOL. LCPOOL is to be loaded at address X'020000’, occupy 128 KB, and
be write-protected.

MPOOL LCPQOOL, SI ZE=2, SCOPE=GROUP, ACCESS=READ, PAGE=X"' 20000’

LOAD- MODULE LLM LCPOQOL, VERSI ON=1, -
LOAD- MODE=( POOL, LCPOQOL, STARTUP) , -
LI B=/i bnane

PROGRAM PU1 , LOAD- MODULE=LLM LCPOCL, COVP=I LCS

PROGRAM PU2 , LOAD- MODULE=LLM LCPOOL, COVP=I LCS

AREA DATAMOD, LOAD- MODULE=LLM LCPOOL

The object modules must be statically linked to the LLM-LCPOOL LLM before the application is started, i.e. you
must specify the option BY-ATTRIBUTES(PUBLIC=YES) in the BINDER statement START-LLM-CREATION,
whereby the LLM is divided into a public slice and a private slice. The LLM created in this way must be made
available in the library libname.
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4.7 Code conversion

During communication between the UTM application and a client or a partner application on a different platform, it is
possible that the two communication partners will be using different codes, as Unix, Linux and Windows systems
use ASCII-compatible codes and BS2000 systems use an EBDDIC code. To simplify communication between the
partners, you can initiate automatic code conversion for clients and partner applications via generation:
® BS2000 systems: TS applications of type SOCKET and HTTP clients
® Unix, Linux and Windows systems:

® OpenCPIC clients and TS applications of type SOCKET and APPLI.

® Server-server communication with LU6.1 and OSI TP partners

You must remember that only printable messages may be exchanged, as binary data may become errored if
converted.

You can use up to four different code conversion in a UTM application. openUTM provides code conversion tables
for this purpose.

The code conversion is controlled using the operand MAP of the PTERM, TPOOL, OSI-CON and SESCHA
statements, and - for HTTP clients - by use of the statements CHAR-SET and HTTP-DESCRIPTOR.

PTERM TPOOL ... MAP= USER | SYSTEM| SYS1 | SYS2 | SYS3 | SYS4
OSI-CON ... MAP = USER | SYSTEM| SYS1 | SYS2 | SYS3 | SYs4
SESCHA ... MAP = USER | SYSTEM| SYS1 | SYS2 | SYS3 | SY4
CHAR-SET  SYS1 | SYS2 | SYS3 | SYS4,

HTTP- DESCRI PTOR ..., CONVERT- TEXT = *YES

Code conversion tables
openUTM converts the data using the code conversion tables provided. These tables convert the data as follows:
BS2000, Unix- and Linux systems:

® SYS1/SYS/SYSTEM: 1ISO8859-i <-> EBCDIC.DF.04.i (EDF04i)
® SYS2:1S08859-1 <-> EBCDIC.DF.04.DRV (EDF04DRV)

® SYS3:1S0646-IRV <-> EBCDIC.03.DF.03.IRV (EDFO3IRV))

® SYS4:1S0646-IRV <-> EBCDIC.03.DF.03.DRV (EDFO3DRYV).

Windows systems:

® SYS1/SYS/SYSTEM: Windows-1252 <-> EBCDIC.DF.04.F (EDFO04F)
® SYS2: Windows-1252 <-> EBCDIC.DF.04.DRV (EDF04DRV)

® SYS3:1S0646-IRV <-> EBCDIC.03.DF.03.IRV (EDFO03IRV))

® SYS4:1S0646-IRV <-> EBCDIC.03.DF.03.DRV (EDFO3DRYV).

The first code conversion is referred to below as the standard code conversion.

The first and second code conversion are conversions between two 8-bit codes. The third and fourth code
conversion are conversions between two 7-bit codes.

186



The code conversion tables provided can be modified or replaced with custom tables. In this guide, conversion

between an EBCDIC code and an ASCII code is always assumed, although theoretically you can also convert
between any EBCDIC codes.

The conversion tables are located:

® |n the assembler source KDCEA on BS2000 systems,

® In the C source kcsaeea.c on Unix, Linux and Windows systems.

The sources contain eight conversion tables for the four code conversions.

> Additional information about code conversion can be found in the openUTM manual ,Programming

Applications with KDCS”. There you also find hints how to operate modified code tables or own code
tables.
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4.8 Job control - priorities and process limitations

openUTM provides two methods with which you can control the distribution of released UTM processes amongst
the jobs ready for processing. This means that you can affect the order in which openUTM starts the processing of
jobs on transaction codes.

By using one of the methods for job control, you can:

® give important jobs higher processing priority

® prevent many jobs of the same type from running at the same time, thereby causing the processing of other jobs
to be delayed

® prevent the blocking of job processing due to long-running jobs. Long-running jobs are services whose
processing takes an extremely long time, e.g. because their program units are searching through data or they
contain program waits (blocking calls such as PGWT).

® in UTM cluster applications, prevent too many tasks from simultaneously accessing memory areas that are
available globally in the cluster.

With both methods you must assign TAC classes to the transaction codes that are subject to a specific job control.
You can then alternatively select one of the two methods for job control between TAC classes:

® Priority control
The distribution the processes amongst the TAC classes is controlled by priorities. These priorities are used by
openUTM to determine when the outstanding jobs are to be processed. You turn priority control on with the
KDCDEF statement TAC-PRIORITIES.

® Process limitations
You limit the number of the processes that are allowed to process jobs of a certain TAC class simultaneously, or
you specify how many processes are to remain free for processing jobs of other TAC classes. The process
number can be specified individually for every TAC class. The KDCDEF control statement TACCLASS is
provided for specifying the number of processes.

You cannot use the two methods together in an application, i.e. you must not use the control statements TAC-
PRIORITIES and TACCLASS together in the KDCDEF generation.
Assigning transaction codes to TAC classes

openUTM differentiates between a total of 16 TAC classes. There are 8 classes each available for dialog and
asynchronous transaction codes, classes 1 through 8 for dialog transaction codes and classes 9 through 16 for
asynchronous transaction codes.

You specify the assignment of the transaction codes to the TAC classes in the KDCDEF generation.

O TAC statement in section "TAC - define the properties of transaction codes and TAC queues"
Operand TACCLASS=

openUTM makes the following assignments for transaction codes to which you have not explicitly assigned a TAC
class (no entry in TACCLASS=):

¢ dialog transaction codes are not assigned to a TAC class

® asynchronous transaction codes are assigned to TAC class 16
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You should combine the transaction codes of similar types of services into one TAC class. A TAC class then
represents a type of job in your application.

Which jobs are subject to job control?
Generally only jobs that have been placed in a job queue by openUTM are subject to job control.

Jobs for asynchronous transaction codes are always placed in a job queue first before openUTM selects them for
processing.

Jobs for dialog transaction codes, on the other hand, are only placed in a queue in bottleneck situations, e.g. when
the number of the available processes has been exhausted.

If the load on the application is low, then the dialog jobs are processed immediately because they will not block
each other significantly and buffering in the queue would appear to slow the system.

For this reason, the methods for job control for asynchronous jobs are always used, while the methods for job
control for dialog jobs are only used in bottleneck solutions.

In addition, the following jobs are not subject to job control:
® Jobs for dialog transaction codes that are not assigned a TAC class. These jobs are always started immediately
after they have been received from the transport system.

® Jobs for the transaction codes KDCSGNTC, KDCMSGTC and KDCBADTC with which the event services (sign-
on service, MSGTAC and BADTACS program) are started.

Distribution of resources amongst dialog, asynchronous and PGWT processing

In an initial stage of job processing you should - regardless of the methods used for job control - specify the
maximum number of processes of the application that are allowed to process asynchronous jobs at the same time
or to wait in Program Wait at the same time. In this manner you can prevent the dialog operation of your application
from slowing down due to the processing of such jobs.

- MAX statement in section "MAX - define UTM application parameters"”
The process numbers are with the following operands generated:

®* ASYNTASKS=(atask_number,...)

With atask _number you specify the maximum number of the processes of the application that may
simultaneously process jobs for asynchronous TAC classes.

® TASKS-IN-PGWT=

The maximum number of processes of the UTM application in which program units with blocking calls are
allowed to run simultaneously. You must specify TASKS-IN-PGWT > 0 if you want to assign the
PGWT=YES property to transaction codes or TAC classes.

The values specified for ASYNTASKS=(atask_number,...) and TASKS-IN-PGWT in the MAX statement are
maximum values. When starting the application and in application mode, you can lower the number of processes
via the administration to adapt to the current situation.
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Default setting

If you do not create any TAC classes, i.e. you do not specify the TACCLASS operand in the TAC statement, then
openUTM does not perform any special job control.

Program unit runs with blocking calls are not allowed then. Dialog jobs are processed in the order in which they
arrive in openUTM.

If you do not issue a TACCLASS or a TAC-PRIORITIES statement in the generation, then openUTM automatically
applies the methods used to limit the number of processes. All TAC classes are administrable, i.e. the UTM
administrator can specify numbers of processes for the TAC classes.
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4.8.1 Job processing via priority control

To activate job control via priorities you must issue the TAC-PRIORITIES statement in the KDCDEF generation. In it
you also specify the algorithms with which the individual dialog or asynchronous TAC classes are to be prioritized.

> TAC-PRIORITIES statement in section "TAC-PRIORITIES - specify priorities of the TAC classes”
You specify the algorithms for the priority control with the following operands:

® DIAL-PRIO=
Priority with which the available processes of the application are to be distributed amongst the dialog TAC
classes.

® ASYN-PRIO=
Priority with which processes for the asynchronous TAC classes with ready asynchronous jobs or
interrupted asynchronous jobs are to be distributed.

You can select between the absolute, a relative or the same priority for both dialog and asynchronous TAC
classes.

The following is always true, regardless of which algorithm you select:

® The TAC class 1 of the dialog TAC classes has a higher or the same priority as TAC class 2, and this has a
higher or the same priority as TAC class 3, etc.

® For asynchronous TAC classes, class 9 has a higher or the same priority as TAC class 10, and this has a higher
or the same priority as TAC class 11, etc.

If absolute priority is selected, then free processes of the application are always assigned the TAC class with the
highest priority, meaning 1 (dialog) or 9 (asynchronously) as long as there are jobs waiting for this TAC class. Only
after there are no more jobs waiting in the TAC class with the highest priority are waiting jobs of the TAC class with
the next lower priority processed. When the load is high, absolute priorities leads to waiting jobs of a TAC class with
a lower priority not being processed for a long time. If you want to prevent this, then you should use relative
priorities.

If relative priority is selected, then jobs from TAC classes with higher priorities are processed more often than jobs
from TAC classes with lower priorities, i.e. free processes are more often assigned higher priority TAC classes (e.g.
1) than lower priority TAC classes if there are jobs ready and available for this. If there ar e jobs available for all
TAC classes, then class 1 is serviced twice as often as class 2, and class 2 is serviced twice as often as class 3
(and so on). The same is true for asynchronous TAC classes.

If same priorities is selected, then the same number of jobs (if there are any) from every TAC class are processed.
Jobs within the TAC classes, however, whose processing leads to program waits (TACs with PGWT=YES) are only
processed if the maximum number of processes allowed to process the PGWT jobs has not yet been reached.
Reserving processes for dialog jobs outside of the TAC classes

When using priority control for the TAC classes, you can limit the number of processes that process the jobs of the
TAC classes to keep some processes free for administrative tasks or internal UTM jobs.
This limitation is the same, however, for all asynchronous TAC classes and for all dialog TAC classes.

You limit the maximum number of processes for asynchronous TAC classes with
MAX ASYNTASKS=(atask_number,...) as described in chapter "Job control - priorities and process limitations".
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You limit the number of processes for the dialog TAC classes with the FREE-DIAL-TASKS= operand of the TAC-
PRIORITIES statement.

The number of processes specified in FREE-DIAL-TASKS is reserved for the processing of jobs that do not belong
to any dialog TAC class. These jobs are asynchronous jobs and dialog jobs that are not assigned a dialog TAC
class, and in particular are internal UTM tasks (establishing connections, sending acknowledgments, starting the
MSGTAC routine, etc.). One of the internal UTM tasks is to pick up the incoming jobs for the UTM application at the
job market and, if necessary, enter these in the job queues of the application. These “reserved processes"” then help
to offload the job market. In particular, if many jobs sent to the application come from the network, then this will
prevent a backlog in the network that may reach all the way back to the communication partner.

The number of processes you should reserve for this task depends on your application. It is recommended to
reserve one or two processes for this task.

You can change the number of free processes via the administration.

» See the openUTM manual “Administering Applications”; KDCADMI operation code
KC_MODIFY_OBJECT with object type KC_TASKS_PAR

Example
The following maximum number of processes is specified in the KDCDEF generation:

MAX TASKS=7, ASYNTASKS=2
TAC-PRIORITIES ..., FREE- DI AL- TASKS=3

If the application is then started with six processes (start parameter TASKS=6), then the following process numbers
are available:

® Three processes for processing jobs for the dialog TAC classes 1 through 8 (determined by: TASKS — FREE-
DIAL-TASKS =6-3=3)
®* Two (ASYNTASKS) processes for processing jobs for the asynchronous TAC classes 9 through 16

® One process for internal UTM tasks and dialog jobs for transaction codes that are not assigned any TAC class
(determined by: FREE-DIAL-TASKS — ASYNTASKS =3-2=1)

> For information on the use of TAC priorities in UTM cluster applications, see also the applicable
openUTM manual “Using UTM Applications on Unix, Linux and Windows systems”, section "Using global
memory areas" in the chapter "UTM cluster applications".
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4.8.2 Job processing via process limitation for TAC classes

Job control via process limitation is generated using the TACCLASS statement. Process limitation depends on the
TAC classes, i.e. you can issue a separate TACCLASS statement for every TAC class.

C TACCLASS statement in section "TACCLASS - define the number of processes for a TAC class”
You can alternatively specify one of the two following operands to set up process limitation:

® TASKS=
The maximum number of processes that are allowed to process jobs for this TAC class.

® TASKS-FREE=

The minimum number of processes that are to be kept free for the processing of jobs from other TAC
classes or of jobs that are not assigned a TAC class.

In this method the number of the TAC class says nothing about the priority with which its jobs are processed. Only
the number of processes that you allow for this TAC class specifies how strongly the processing of the jobs is
suppressed as compared to other TAC classes.

This method can then be used sensibly when only a few different types of jobs (and therefore only a few TAC
classes) in a application and, for example, when you want to prevent long-running jobs from reserving all the
processes of an application and therefore unnecessarily slowing down the processing of other important jobs, e.g.
administration jobs.

C For information on the use of TAC classes in UTM cluster applications, see also the applicable openUTM
manual “Using UTM Applications on Unix, Linux and Windows systems”, section "Using global memory
areas" in the chapter "UTM cluster applications".
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4.8.3 Comparison of some of the properties of the two methods

You can only use one of the two methods for job control in your UTM application. Which of the two possibilities you
should select for your application also depends on the sometimes different properties of the two methods.

Program units with blocking calls

® Priority control

Transaction codes from program units that execute blocking calls may be assigned any TAC class as long as a
value > 0 is generated in the TASKS-IN-PGWT operand of the MAX statement. You must specify the operand
PGWT=YES in the TAC statement for transaction codes with blocking calls.

TAC ..., TACCLASS=number, PGANT=YES
This also allows you to process corresponding jobs with different priorities.
® Process limitation

All transaction codes from program units that execute blocking calls must be assigned the same dialog or
asynchronous TAC class. You must generate these dialog or asynchronous TAC class as follows:

TACCLASS ..., PGM=YES

The corresponding dialog or asynchronous jobs are thus handled in the same way.

Temporarily stopping the execution of certain asynchronous jobs

Both methods for job control provide a mechanism with which you can temporarily prevent the processing of certain
asynchronous jobs. These jobs are then received and accepted by openUTM and written in the message queue of
the corresponding transaction code. The processing of these jobs is only initiated after the “processing lock" is
removed by the UTM administration.

To temporarily prevent the execution of jobs, set the status of the transaction code to KEEP. You can do this during
live operation via the UTM administration or do this during the generation of the transaction codes by specifying the
following:

TAC ..., STATUS=KEEP

openUTM processes the buffered jobs first when you set the status of the transaction code to ON.

C See the openUTM manual “Administering Applications”; KDCADMI operation code
KC_MODIFY_OBJECT with object type KC_TAC or the administration command KDCTAC

When using the process limitation method, the execution of jobs can also be prevented for all transaction codes of
an asynchronous TAC class. In this case you must set the maximum number of processes that are available for
jobs of this TAC class to 0.

TACCLASS . .., TASKS=0

openUTM only processes the jobs if you increase the maximum number of processes again.

C See the openUTM manual “Administering Applications”; KDCADMI operation code
KC_MODIFY_OBJECT with object type KC_TACCLASS or the administration command KDCTCL

You can use both mechanisms, for example, to collect jobs that are to be executed at a later point in time when the
load on the application is lower (e.g. at night).
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i In both cases you should limit the message queue of the transaction code(s) to prevent overloading the
page pool with too many buffered jobs. This is done for each TAC by:
TAC ..., QLEV=

Change of process when processing jobs

® Priority control

If a service consists of several program units (follow-up TAC after a PEND PA/PR), then a change of process
can always occur when processing the service, regardless of whether the current TAC and follow-up TAC belong
to the same TAC class or not.

® Process limitation

For job control via process limitation, openUTM guarantees that no change of process will occur after a PEND PA
/PR and SP when the service TAC and follow-up TAC are assigned the same TAC class.

If the current TAC and follow-up TAC belong to different TAC classes, then a change of process can also occur
when using this method.

Change of process for asynchronous services

When a change of process occurs, an asynchronous service is inactive at first and does not reserve a UTM process
although it remains open.

You can limit the maximum number of simultaneously open asynchronous services. You must specify the following
in the MAX statement to do this:

MAX ...,ASYNTASKS=(...,service_number).

If service_number of open asynchronous services exist, then no new asynchronous job that is ready is started. An
interrupted open asynchronous service is selected from the next process that becomes free, and this service is
resumed.
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4.8.4 Process priorities on BS2000 systems

openUTM uses the methods described above for job control to select a job that is to be restarted or resumed. Jobs
that are currently being processed cannot be influenced with these methods.

You can use the scheduling mechanisms of BS2000 systems for prioritizing jobs to influence the priority of the
active jobs. The RUNPRIO operand of the TAC statement can be used for this purpose. With RUNPRIO you assign
a transaction code a process priority (Run-priority) in the KDCDEF generation. You can influence the speed with
which a running job is processed with the process priority. A job for a transaction code with a higher process priority
will be given preference when distributing the CPU resources in comparison to other jobs with lower priorities.

If you have generated a process priority for a transaction code, then openUTM sets the BS2000 process priority of
the process that is processing a job for this transaction code to the value generated in RUNPRIO.
You can specify a value between 30 (highest priority) and 255 (lowest priority) in RUNPRIO.

TAC statement in section "TAC - define the properties of transaction codes and TAC queues”
C
operand RUNPRIO
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4.9 Authorization Concept

When you have services that access security-relevant data, it is sensible to restrict access to a limited number of
authorized users. openUTM offers two possible methods of data access control which allow you to set different data
access authorizations in a UTM application:

® access list concept (service-oriented)

® |ock/key code concept (user-oriented)

Both processes use, for the most part, the same generation interfaces.

The greatest difference lies in the way in which the UTM objects are seen: The access list concept allows you to
specify a list of codes for each service. These codes specify which user (types) are permitted to access the data.
The lock/key code concept allows you to define an (individual) lock code for each service and then assigns each
user the appropriate key codes.

Services whose TACs are not secured by a lock code or access list can be called by all users without restriction.

> For detailed information about the access list and the lock/key code concepts see the openUTM manual
“Concepts und Functions”.
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4.9.1 Lock/key code concept

A lock code is a number which symbolizes a logical lock. The objects that are to be protected - for example, the
LTERM partner and the transaction codes assigned to the services - are assigned a lock code (TAC or LTERM
statement).

Key codes are defined for user IDs and for LTERM partners (USER or LTERM statement). Only when the key code
corresponds to the lock code of a protected object is access to this object permitted.

Since a user ID or LTERM partner usually has access to several services, they must also have several key codes.
The individual key codes are thus organized into key sets (KSET statement).

The lock/key code concept has the following significance:

® |tis only possible to sign on under a UTM user ID if the specified user ID is assigned a key code which
corresponds to the lock code of the LTERM partner via which sign-on is performed.

® A user can only call a service when both the key set of the current (UTM) user ID and that of the LTERM partner
contain a key code that corresponds to the lock code of the transaction code.

C>

KSET statement in section "KSET - define a key set"
You can use the following operands to define a key set.

® keysetname

Name of the key set.
KEYS=

When assigning a key set to a user (USER):
Specification of one or more key codes (numeric) that are assigned to the user.

When assigning a key set to an LTERM partner (LTERM):
Specification of one or more key codes (numeric) that are assigned to the LTERM partner.

TAC statement in section "TAC - define the properties of transaction codes and TAC gqueues”
You can use the following operands to control access to the TAC.

tacname

Name of the TAC.

LOCK=

Specifies the lock code that is assigned as a form of logical combination lock to the TAC of a service.

A service that is protected by a lock code can only then be started if the key set of the user and the key set
of the LTERM partner both contain a key code that corresponds to the lock code.

This operand may not be specified in conjunction with the operand ACCESS-LIST=.

USER statement in section "USER - define a user ID"
You can use the following operands to assign a key set to a user.

username
UTM user ID.
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KSET=

Specifies the name of the key set that is assigned to the user ID. The key set must be defined using the
KSET statement. A maximum of one key set can be assigned to a user.

A user is only able to access a service whose first TAC is protected by a lock code if one of the key codes
in the key set of the user corresponds to the lock code. Otherwise access to the service is denied.

LTERM statement in section "LTERM - define an LTERM partner for a client or printer"
TPOOL statement in section "TPOOL - define an LTERM pool"
You can use the following operands to assign a key set to an LTERM partner.

ltermname

Name of the LTERM partner (only for LTERM statement).
LTERM=, NUMBER=

Name of the LTERM partner (only for TPOOL statement).
KSET=

Specifies the name of the key set that is assigned to the LTERM partner. The key set must be defined using
the KSET statement. For the LTERM partners of a UPIC client or a TS application without an explicitly
generated connection user ID this key set is also the key set of the connection user ID.

USER-KSET= (only for TPOOL statement)

In LTERM pools for TS applications or UPIC clients this specifies the name of the key set that is assigned to
the connection user ID. This key set must be defined using the KSET statement. The access authorizations
are derived from the intersection of the key sets from KSET= and USER-KSET=.

LOCK=

The lock code that is assigned to the LTERM partner as the logical combination lock. Only valid for clients
(USAGE=D).

Only a (UTM) user for whom a key set has been generated with a key code that matches the lock code of
the LTERM partner can sign on to the application via an access-controlled LTERM partner.
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4.9.2 Access list concept

An access list is a number of access codes (numeric codes) that are assigned to a service. The access codes in the
access list defines user access to a service and can be interpreted as the roles of the users within the structure of
their organization (for example, general users, heads of department, system administrators).

If you use the administration tool WinAdmin or WebAdmin you can use meaningful names in place of numeric
codes.

An access list is defined using the KSET statement and assigned to a service using the TAC statement. The roles
for the user (USER) are also defined and assigned as a key set using a KSET statement. In the same way, it is also
possible to assign an LTERM partner a certain number of roles.

A user can only access a service (TAC) protected in this way if both the key set of the user and the key set of the
LTERM partner via which the user has signed on contains at least one of the roles that are contained in the access
list of the service.

C The differences between the lock/key code and the access list concepts are described in detail in the
security function section of the openUTM manual “Concepts und Functions”.

Cs KSET statement in section "KSET - define a key set"
The following operands can be used to define key sets or access lists.

®* keysetname
Name of the key set or access list.
® KEYS=
When assigning an access list to a service (TAC):
Specification of one or more roles (as numerical values) that have access to the service protected by
keysetname.

When assigning a key set to a user (USER):
Specification of one or more roles (as numerical values) that are to be assigned to the user.

When assigning a key set to an LTERM partner (LTERM):
Specification of one or more roles (as numerical values) that may be performed when signing on via this
LTERM partner.

i When using WinAdmin or WebAdmin you may also assign roles with alphanumeric names.

- TAC statement in section "TAC - define the properties of transaction codes and TAC queues"
The following operands are used to control the accesses to the TAC.

® tacname
Name of the TAC.
® ACCESS-LIST=

Specifies the access list that controls access to this TAC. Only users whose key set contains at least one of
the roles contained in this access list and that sign on via a terminal that has also been assigned one of
these roles may access this TAC. ACCESS-LIST may not be specified in conjunction with LOCK.
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O USER statement in section "USER - define a user ID"
The following operands are used to assign a key set to a user.

® ysername
UTM user ID.
® KSET=

Specifies the name of the key set that the user ID is assigned to. The key set must be defined using the
KSET statement. Each user can be assigned a maximum of one key set.

If a user wishes to access a service that is protected with an access list then at least one of the roles of the
user must be contained in the access list. Otherwise access to the service will be denied.

O LTERM statement in section "LTERM - define an LTERM partner for a client or printer"
TPOOL statement in section "TPOOL - define an LTERM pool"
The following operands are used to assign a key set to an LTERM partner.

® [termname

Name of the LTERM partner (only for LTERM statement).
®* LTERM=, NUMBER=

Name of the LTERM partners (only for TPOOL statement).
® KSET=

Specifies the name of the key set assigned to the LTERM partner. For the LTERM partner of a UPIC client

or a TS application without explicitly generated connection user ID this key set is the same as the key set of
the connection user ID. The key set must be defined using the KSET statement. Each LTERM partner may

be assigned a maximum of one key set.

® USER-KSET= (only for TPOOL statement)

In LTERM pools, specifies the name of the key set for TS applications or UPIC clients that is assigned to
the connection user ID. The key set must be defined using the KSET statement. The access authorizations
are derived from the intersection of the key sets of KSET= and USER-KSET=.

| Access to the LTERM partner may not be protected using access lists. When using access lists to
| p y p g g
provide data access control to services, you should not use access protection on the LTERM
partner, or in other words the parameter LOCK of the LTERM and TPOOL statements may not be
specified.

Data access control for service-controlled queues using access lists

It is also possible to protected service-controlled queues from unauthorized read, delete or write access. To do this
an access list is defined (TAC/USER statement).

C TAC statement in section "TAC - define the properties of transaction codes and TAC queues"
The following operands are used to control access for TAC queues.

® tacname

Name of the TAC queue.
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®* Q-READ-ACL=
Q-WRITE-ACL=

Name of the access list that controls the read, delete and write access of a user to this queue. The access
list must be generated using a KSET statement.

A user only has read or write access to the TAC queue if the key set of the user and the key set of the LTERM
partner via which the user has signed on both contain at least one of the roles that are defined in the access list for
the TAC queue.

The key set must be generated for the user and the LTERM partner using the USER or LTERM statements.

O USER statement in section "USER - define a user ID"
The following operands can be used to control the access for USER queues.

® username
UTM user ID.
® KSET=
Specifies the name of the key set to which the user ID is assigned.
The key set must be defined using the KSET statement. Each user may be assigned a maximum of one key
set.
®* Q-READ-ACL=
Q-WRITE-ACL=
Name of the access list via which the user is able to protect their own USER queues from read, delete or
write access. The access list must be generated using the KSET statement.

i The owner of a queue always has read, write and delete authorization for their queue, regardless
of whether the read/write authorizations are restricted for other users.

An external user only has read or write access to the USER queue of another user if the key set
of the external user and the key set of the LTERM partner via which the external user has signed
on each contain at least one of the roles defined in the access list for the USER queue.

If you do not specify Q-READ-ACL/Q-WRITE-ACL all users have read, delete and write
authorization within the queue.

Cs For more detailed information on Message Queues see "Generating service-controlled queues".
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4.9.3 Data access control with distributed processing

You can use the data access control mechanisms of openUTM with distributed processing. The protection methods

are specified when the applications are generated. A distinction is made between the job-submitting and job-
receiving service.

Protection methods for job-submitting services

When generating an application you generally initially specify which services of a remote partner application may be
called. For each remote service that is to be used you must agree an LTAC local transaction code (LTAC
statement). Access is generally denied to remote services for which no LTACs have been agreed.

In order to further graduate the data access control you can also assign lock codes to individual LTACs (see "Lock
/key code concept”) or use access lists (see "Access list concept").

A service of the local application can only address a remote service if the service was started under a user ID
(KCBENID) and from a client (KCLOGTER) that have the appropriate access permissions.

>

LTAC statement in section "LTAC - define a transaction code for the partner application"

The following operands are used to define which services of a remote partner application may be called
and which access authorizations are placed on the LTAC. The operands ACCESS-LIST and LOCK are
mutually exclusive.

® [tacname

Name of a local TACs (LTAC) for the remote service program.
ACCESS-LIST=

Name of an access list. In order to be able to start the remote service program the key set of the user of a
local application must have been assigned at least one of the roles defined in the access list (as defined in
the USER statement).

The access list must be defined using a KSET statement.

LOCK=

Definition of the lock code for access to the remote service program. A service of the local application can
only address this remote service if the local service was started under a user ID (KCBENID) and from a
client (KCLOGTER) that have the appropriate access permissions.

ACCESS-LIST and LOCK cannot be specified simultaneously.

If you enter neither ACCESS-LIST nor LOCK then the LTAC is not protected and any user of the local
application is able to address the remote service program.

Protection measures for job-receiving services

You protect job-receiving services by assigning a key set to the logical access point of a partner application (LPAP
or OSI-LPAP). Only if this key set contains a key code or access code that corresponds to the lock code or access
list of the requested service is it possible for the process requested by the partner application to be started.

In order to be able to access a remote service, the service that is being called must be generated with a TAC and
the following conditions must be fulfilled:
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® LU6.1 connections:

The key set for the partner as defined in LPAP ...,KSET= must contain a key code that corresponds to LOCK= or
ACCESS-LIST= of the TAC.

® OSI TP connections:

® |f a partner attempts to sign on without a user ID, then the key set defined in OSI-LPAP ...KSET and OSI-
LPAP ...,ASS-KSET= must contain a code that correspond to LOCK= or ACCESS-LIST= of the TAC.

The access authorizations are derived from the intersection of the key sets of KSET= and ASS-KSET=. Thus
KSET= should always be a superset of ASS-KSET=.

You can define suitable restrictions on the key set defined with OSI-LPAP ...,ASS-KSET to ensure that
specific TACs cannot be called unless the partner specifies a real user ID.

® |f a partner attempts to sign on with a real user ID, then the key set of this user ID and that defined in OSI-
LPAP ... KSET= must contain a code that corresponds to LOCK= or ACCESS-LIST= of the TAC.

This also applies to a client/server link with OpenCPIC.

- For more detailed information about data access control with distributed processing see openUTM
manual “Concepts und Functions”.
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4.10 Message encryption on connections to clients

Clients often access UTM services via open networks. This may give unauthorized persons the opportunity to read
data from the line and obtain passwords for UTM user IDs or sensible user data, for example. To prevent this,
openUTM supports the encryption of passwords and user data on connections to UPIC clients and on BS2000
systems additionally on connections to certain terminal emulations.

Encryption in openUTM not only serves to secure the data on the connection between the client and the server
application, but it can also be used to limit access for clients and access to certain services. Up to two encryption
levels are available for selection (AES-CBC or AES-GCM algorithm, see "Data access control").

When communication with USP-socket applications or HTTP clients TLS connections can be used to allow for
encrypted exchange of messages between the communcsation partners. A transport system access point for TLS
connections is setup with the statement BCAMAPPL ..., T-PROT=(SOCKET, ..., SECURE), see chapter "
BCAMAPPL - define additional application names".

205



4.10.1 Requirements

Connecting a UPIC client to a server application

The requirement for encryption between an openUTM server application and a UPIC client is the availablitiy of
cryptographic functions.
® |n openUTM server applications on BS2000 systems the encryption functionality is always available.

® In openUTM server applications on Unix, Linux and Windows systems the encryption functionality is only
available after successful loading of an appropriate openSSL library.

® As UPIC client an openUTM-Client for the UPIC carrier system must be used that supports the encryption
functionality. For UPIC clients on BS2000 this is always the case. For UPIC clients on Unix, Linux and Windows
systems the encryption functionality is only available after successfully loading an appropriate openSSL library.

Details on the use of the openSSL library in Unix, Linux and Windows systems can be found in the openUTM
manual "Using UTM Applications on Unix, Linux and Windows Systems".

Connecting a terminal emulation to a server application (BS2000 systems only)

The encryption of VTSU is offered for connections between UTM applications on BS2000 systems and terminal
emulations. VTSU-B uses a separate key management. The data and system access control mechanisms that
come in conjunction with encryption are in effect, however. openUTM receives information from VTSU via the
encryption level that was negotiated for the connection to the client.

The following requirements must be fulfilled:

® One requirement is the use of VTSU-B and the VTSU-SEC selectable unit. Which of the current versions you
must use is described in the release notes for openUTM. You can consult the Release Notice for VTSU-SEC to
determine which VTSU parameters must be set.

® A terminal emulation must be in use on the client that supports the encryption functions.

These communication partners are called VTSU partners in the following.
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4.10.2 Encryption methods

openUTM uses either a combination of the algorithms RSA (named after the authors Rivest, Shamir and Adleman)
and AES-CBC (Advanced Encryption Standard Cipher Block Chaining Mode), or a combination of Ephemeral
Elliptic Curve Diffie-Hellman (ECDHE) and AES-GCM (Advanced Encryption Standard Gallois Counter Mode). The
second combination is more modern and offers advanced security compared to the first combination, but is
currently only supported by openUTM on Unix, Linux and Windows systems.

RSA-AES-CBC cipher suite

With the combination RSA-AES-CBC, before transmission the AES key is encrypted with the public RSA key of the
UTM application. In order to do so openUTM generates an RSA key pair consisting of a public and a private secret
key.

For a UTM application RSA keys with a length of 1,024 and/or 2,048 bits can be generated.

BSIrecommends using RSA keys with a length of at least 2,000 bits.

®* The public RSA key is transferred from the UTM application to the client when the connection is established. To
prevent man-in-the-middle (MiM) attacks on the communication, a user should also read out the public RSA key
of the application via administration, transfer it separately to the client and enter it into the client configuration.

® For each new connection, the client generates a new 128-bit AES key, encrypts it with the public RSA key of the
server, and transmits it to the UTM application. The AES key is connection-specific, i.e. a separate key is
generated for each connection and this key is only used for this connection.

®* The UTM application decrypts the AES key using its private RSA key.

User data and passwords are encrypted on a connection with the symmetric AES key, i.e. client and UTM
application use the same AES key to encrypt and decrypt messages.

ECDHE-RSA-AES-GCM cipher suite (only for Unix, Linux and Windows systems)

The combination ECDHE-RSA-AES-GCM uses the elliptic curve based Diffie-Hellman method to generate an AES
session key. Each side generates a Diffie-Hellman key pair, transmits the public part of its key pair to the partner
and generates the common AES session key with its private key and the public key of the partner. This means that
in this procedure the AES session key is not transferred on the data connection.

The server also signs its public Diffie-Hellman key with the private RSA key of the UTM application. In this way, the
client can verify that the Diffie-Hellman public key sent from the server really belongs to the UTM application. Again,
as described above, to defend against man-in-the-middle attacks, the public RSA key should be made known to the
client separately.

The Ephemeral Diffie-Hellman method offers the user Perfect Forward Secrecy; this means that even recorded
data cannot be decrypted later if the long-term key (RSA key) should later be cracked.

The AES-GCM algorithm is used to encrypt user data. One of the advantages of this method over AES-CBC is that
it supports Authenticated Encryption with Associated Data (AEAD), in which the encrypted user message and
the other protocol parts of the message are protected against changes by a Message Authentication Code (MAC).

Passwords are encrypted with AES-CBC as described above.
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4.10.3 Encrypting passwords and user data

User data and passwords are not passed in encrypted form on connections between UTM application and trusted
clients (i.e. clients generated trusted clients; see point 3 in chapter "System access control").

Passwords from (non-trusted) UPIC clients are always encrypted and then passed to the UTM application in
openUTM if the client as well as the server supports encryption. Passwords are also encrypted in this case if no
encryption was agreed to for the connection.

BS2000 systems

Passwords are only passed in encrypted form on connections between UTM applications on BS2000 systems
and VTSU partners if encryption was agreed to for the connection or if the password was entered in a blanked-
out field.

The encryption of user data is optional. This is negotiated between the client and the server when a UPIC
conversation or connection to a VTSU partner is established.

® The client can force encryption.
The ENCRYPTION-LEVEL keyword in the Side Information file and the Set Encryption_Level function call are
available for a UPIC client for this purpose.

BS2000 systems

The encryption level is defined on the host for VTSU partners. Various encryption levels can be specified,
from unconditional encryption for all applications through the encryption of individual messages that the
user himself has selected.

* A UTM application can request encryption for a certain service or a certain partner.

If one of the partners requests encryption, then the request for encryption is either accepted by the other side or the
conversation/connection between the partners is not established.

Encryption is always negotiated on a conversation-to-conversation or connection-to-connection basis. Message-
specific encryption via the program interface is not possible.

You can assign every client and every service an encryption level in the configuration of the UTM application. The
encryption level specified whether or not messages from the client must be encrypted. The encryption levels are
defined with the KDCDEF option ENCRYPTION-LEVEL in the TAC, PTERM and TPOOL statements.

The encryption levels can be used by openUTM to control the access of clients as well as the access to certain
services.
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4.10.3.1 System access control

You can specify an encryption level for every client (PTERM) and every client group (LTERM pool; TPOOL) in the
UTM configuration. The encryption level specifies if and how clients must encrypt messages or may encrypt
messages. In this manner a UTM application can protect itself from accesses via insecure clients.

You specify the encryption level for a client in the KDCDEF generation in the PTERM or TPOOL statement of the
client:

PTERM . .., ENCRYPTI ON- LEVEL=
TPOOL ..., ENCRYPTI ON- LEVEL=
There are following variants:

1. openUTM requests the use of encryption from the client.
The client must encrypt in all cases, otherwise it will not gain access to the UTM application. The minimum
length of the RSA key used is predefined. If the partner does not support encryption or cannot use the RSA key
of the requisite key length, then it cannot establish any connections to the UTM application.
In this case, generate one of the following variants:

ENCRYPTI ON- LEVEL=3 (RSA key length 1024 bit, AES-CBC method )

ENCRYPTI ON- LEVEL=4 (RSA key length 2048 bit, AES-CBC method )

For LUW platforms additionally:

ENCRYPTI ON- LEVEL=5 (RSA key length 2048 bit, ECDHE-RSA-AES-GCM methods)

2. openUTM does not request encryption and the client can specify whether or not the connection is to use
encryption.
The client is also allowed access without encryption, but it must encrypt if a service explicitly demands it (see
"Data access control").
In this case, generate:

ENCRYPTI ON- LEVEL=NONE

3. The client is trusted (trusted client).
Encryption is not used on connections to such clients. A trusted client can also call ,protected” services without
encryption (see section below).
You should only generate clients as trusted when you are sure that communication occurs via a secure line.
In this case, generate with:

ENCRYPTI ON- LEVEL=TRUSTED

i Socket and HTTP clients which connect to the UTM application via a secure connection are always
trusted clients (see statement BCAMAPPL T-PROT=(SOCKET,..., SECURE))

Unix, Linux and Windows systems:
Local UPIC clients (type UPIC-L) are always trusted clients.
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4.10.3.2 Data access control

You can protect individual services from accesses via insecure clients with the help of the encryption functions. A
client may only access protected services if it is a trusted client or if it is able to encrypt using the requisite method.

You can protect a service by assigning encryption level 2 or 5 to the corresponding service TAC" (5 only on Unix,
Linux and Windows systems):

TAC ..., ENCRYPTI ON- LEVEL=2 (encryption according to the AES-CBC algorithm)
TAC ..., ENCRYPTI ON- LEVEL=5 (encryption according to the AES-GCM algorithm)
If a service is protected in this manner, then the following is true:

® A client generated as trusted can start such a service without using encryption.

® For non-trusted clients the service belonging to the transaction code is only started if the client has passed the
input message encrypted with the requisite method. Otherwise

® |n the case of UPIC clients, conversation establishment is rejected by openUTM.
® |n the case of VTSU partners, this leads to a BADTAC or message K009 is output.

If the service is called via a transaction code without user data (e.g. for terminal emulations via a function key) or
started due to service chaining, then the service is also started without encryption. openUTM encrypts then all
dialog output messages to the client. openUTM expects all further input messages from the client to be
encrypted for multi-step services. If the input message contains unencrypted user data, then the service is
terminated abnormally.

Encryption is optional when you generate a service TAC as follows (default):

TAC ..., ENCRYPTI ON- LEVEL=NONE

Information for encryption on the KDCS program interface

You also have the possibility of writing separate program units that execute an access authorization check.
Encryption data is displayed on the program interface for the INIT PU call. The following information is displayed:
® the encryption levels that are generated for the client and transaction code

* whether encryption was negotiated for the conversation

® whether the client supports encryption in principle

* whether the last input message was encrypted
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4.10.4 Creating the RSA key pair and reading the public key

You should replace the RSA key pair with a new RSA key pair in your UTM application in regular intervals for
security reasons. This is especially important if you use encryption levels less than 5. The administration program
interface and the administration tools WinAdmin and WebAdmin provide the corresponding functions.

» See the openUTM manual “Administering Applications”; KDCADMI operation code 4KC_ENCRYPT or
the online help system for WinAdmin or WebAdmin, keyword ,RSA keys".

With the help of the administration you can create a new key pair, read the public key and activate the new key pair.
Only after activation can the new key pair be used by the UTM application for encryption. An activated key pair can
also be deleted using administration facilities.

To further increase the security of the data on a connection you should read the public key of the RSA key pair,
pass it to the client using your own method and store it there. You should only activate the new RSA key pair once
this has been accomplished. With the help of the public RSA key you have stored, the client can verify if the public
key received over the connection to the UTM application really came from the UTM application.
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4.11 Defining database linking

When configuring the application you must use the KDCDEF control statements to define the database system with
which the UTM application is to coordinate.

i If a UTM application is to be linked with a database, additional parameters must be specified when linking
and starting. See also the openUTM manual “Using UTM Applications”.
The remaining UTM generation is not affected by the linking.
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4.11.1 Linking databases on BS2000 systems

openUTM supports coordination with the following database systems:

UDS/SQL
SESAM/SQL

XA
CIS

LEASY (the LEASY file systems behaves like a database system in relation to openUTM)

A UTM application can work in coordination with up to three (up to eight with special release) different databases.
Each database system is defined with a DATABASE statement for the KDCDEF run.

C>

DATABASE statement in section "DATABASE - define the database system (BS2000 systems)":
Definition of the database with which the UTM application works together:

ENTRY=

Entry name of the supported database, which can be seen in the table in section "DATABASE - define the
database system (BS2000 systems)".

USERID= and PASSWORD=

User name and password for the database system, supported only for Oracle
databases (TYPE=XA).

i Alternatively, the user name and the password can be transferred to the database system by
means of start parameters.
It is possible to modify the user name and/or the password by means of dynamic administration.

LIB=

Object module library from which the connection module to the database system is to be loaded
dynamically.

TYPE=

Type identifier of the database system.

® You can connect to database systems not contained in the list above but that support the IUTMDB
interface with TYPE=DB.

®* The link to a XA resource is generated with TYPE=XA.
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4.11.2 Linking to a Resource Manager on Unix, Linux and Windows systems

openUTM is linked with Resource Managers (e.g. database systems) via the XA interface standardized by X/Open.
It coordinates the transactions of openUTM with the services of the Resource Manager. The XA interface is
supported in the CAE version of the XA interface (XA-CAE).

openUTM for Unix, Linux and Windows systems supports coordination with the data base system Oracle.

O RMXA statement in section "RMXA - define a name for an XA (database) connection (Unix, Linux and
Windows systems)"

The Resource Manager to which openUTM is to be linked and the version of the XA interface via which
the link is to be made must be defined in the generation with the RMXA statement:

® XASWITCH=
Name of the xa_switch_t structure of the Resource Manager, which is made known to openUTM.
¢ USERID= and PASSWORD=

User name and password for the database system, supported only for Oracle databases.

i Alternatively, the user name and the password can be transferred to the database system by
means of start parameters.

It is possible to modify the user name and/or the password by means of dynamic administration.

® XA-INST=

Name of the XA instance.

The following must be noted for the linked operation of openUTM with XA:

® Several Resource Managers (i.e. database systems) can be served within a UTM application.

* When multiple instances are to be generated, these must be defined with the same xa_switch and different
instance names (XA-INST operand).

®* The simultaneous operation of several entities (databases) of a Resource Manager (database system) is
possible provided the Resource Manager supports multi-instance mode. The databases with which the UTM
application is linked are determined by corresponding start parameters for the application. For multi-instance
mode, you must define several RMXA statements and specify several open strings at the start.

Below is a description of how you must generate the linking of your UTM application with the Resource Manager.
The database-specific names specified here (xa_switch_t structure) may change, which is why you should check
that the specifications are correct. For more information, see the documentation for the database systems.

Linking with Oracle

RMXA XASW TCH=xaosw, USERI D= . ..
or

RMXA XASW TCH=xaoswd, USERI D= . ..

Detailed examples are provided in openUTM manual “Using UTM Applications on Unix, Linux and Windows
Systems” under the heading "Start parameters for a UTM database application".
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When the dynamic XA connection is used on Windows systems, the link between Oracle and openUTM must be
configured in addition in the Windows Registry. Details sieche openUTM manual “Using UTM Applications on Unix,
Linux and Windows Systems”, Stichwort ,UTM-Datenbank-Anschluss generieren®.
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4.12 Internationalizing the application - XHCS support (BS2000 systems)

A UTM application on BS2000 system can be programmed such that communication partners with different
languages can receive the messages from the program units in their respective language. Even regional differences
within a language can be taken into account. Date specifications, time, units of measurement, and currency
symbols can be displayed in accordance with language-specific conventions.

To display the fonts and special characters of the individual languages on a terminal or printer, you may require
various extended character sets (8-bit codes or Unicode). Using the BS2000 software product XHCS (Extended H
ost Code Support), several extended character sets can be used simultaneously on a BS2000 system. openUTM
supports the functions of XHCS. This means that you can assign a particular language environment — also called a
locale — to the UTM objects. In other words, you can assign a standard locale. Individual users and LTERM partners
that clients use to connect to the application are assigned specific locales that are used to edit the messages.

To implement multilingualism in UTM applications, openUTM offers the following functions.

® When generating the application, specific languages and the character sets to be used for output can be
assigned to the application, the user IDs, the LTERM partners, and the LTERM partners of the LTERM pools. In
this case you define locales, which define the language environment and character set, for the objects.

® You can define locales for user message modules that take account of language-specific requirements. These
language-specific message modules are assigned to users and LTERM partners whose language and territorial
identifiers match the locale of the language-specific message module. See also chapter "UTM messages".

® While the application is running, you can change the assignment of language and character set for your user ID.
The KDCS interface provides the SIGN CL call for this purpose.

® Using the variants INIT PU and INFO LO of the function calls INIT and INFO, a UTM program can read the
language and character set of the user ID, the application, a particular LTERM partner, or the LTERM partners in
a pool. The program unit thus obtains information on the character sets supported by the terminal and the
character set of the input message. With this information, the program unit can correctly interpret the input of the
user and send messages to the user in the correct language and with the appropriate character set.

® |f the message of a program unit is sent to a terminal/printer, openUTM transfers the logical message of the
program unit to VTSU-B together with the name of the character set to be used for editing. VTSU-B edits the
message for outputting to the terminal or printer. For information on the character set is used to edit a message
please refer to the openUTM manual ,Programming Applications with KDCS".

If the job submitter in a service is a partner program, the logical message is transferred to the job submitter
without editing.

® The program unit can use INFO LO to request information from openUTM regarding the language and character
set of the LTERM partner, and the character sets supported by the terminal/printer assigned to this LTERM
partner. The character set used to edit the message for outputting to the terminal/printer must be compatible with
one of the character sets supported by this terminal/printer.

Before discussing these functions, we will explain specific XHCS terms.
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4.12.1 Definitions of XHCS terms

ISO character sets, variant numbers

Various extended character sets for various language areas are standardized in ISO 8859, for example ISO 8859-1,
ISO 8859-2, etc. The numbers at the end (-1, -2, etc.) are called the variant numbers. An extended character set
contains all the characters required to represent the language of a language area.

ISO 8859 codes are extensions of the ASCII code ISO 646. They are used by terminals and Unix, Linux or
Windows systems, for example. All ISO 8859 character sets contain the ASCII code as the shared part in the low-
order half of the code table.

In addition there are the Unicode character sets UTF-8 and UTF-16 with which the characters of all language areas
can be represented with a single character set.

EBCDIC character sets

EBCDIC character sets are used in the BS2000 operating system. An extension of EBCDIC.DF.03-IRV or -DRV
exists for each 1SO 8859 code. EBCDIC.DF.03-IRV is the international reference version and EBCDIC.DF.03-DRV
is the German reference version of the non-extended EBCDIC code. Both codes contain the EBCDIC kernel as the
shared character set and only differ in certain symbols. The extensions of these EBCDIC character sets are called
EBCDIC.DF.04-1, EBCDIC.DF.04-2 through EBCDIC.DF.04-F.

The EBCDIC counterpart of ther Unicode character sets UTF-8 and UTF-16 is the character set UTF-EBCDIC
(UTFE).

Compatible character sets

Extended 1ISO and EBCDIC character sets with the same variant number are compatible, i.e. they contain the same
characters. The individual characters are located at different code positions within the code table. The codes can be
transferred using conversion tables.

The BS2000 system administrator can use XHCS to modify the EBCDIC character sets by assigning different code
positions in the code table to the individual characters of a character set. The complete set of characters is retained.
The modified EBCDIC character sets are compatible with the EBCDIC.DF.04-n character set from which they were
generated.

Reference code

XHCS combines all compatible character sets of the system into a group. A group therefore contains an I1SO variant
and the EBCDIC character sets compatible with this variant. The EBCDIC.DF.04-n character set of the group is the
reference code of the group. All character sets in a group can be converted to the reference code of the group using
XHCS.

Coded character set name (CCS name)

A name containing a maximum of eight characters, known as the CCS name or the CCSN, is assigned to each
character set used in the system. The CCS name uniquely identifies the character set in the system. The CCS
names of the reference codes are predefined by XHCS. EBCIDIC.DF.04-1 has the CCS name EDF041, for
example.

A list of the CCS names for the character sets available in your BS2000 can be obtained using EDT. To request this
information, call EDT and enter the EDT statement @HOW CCS. EDT then supplies a list of the available character
sets.
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Default system code

The BS2000 system administrator can define several extended character sets (also for various 1SO variants), which
can be used simultaneously by the system components.

The system administrator can define one of these character sets as the default system code. The default system
code currently set is indicated in the output of the command/SHOW-SYSTEM-PARAMETERS PAR=*AL. Itis
specified in the HOSTCODE parameter.

Default user character set

The BS2000 system administrator can assign one of the character sets defined in the system as the default user
character set for each BS2000 user ID. If a default user character set is defined for the BS2000 user ID, its CCS
name is displayed in the output field CODED-CHARACTER-SET of the /SHOW-USER-ATTRIBUTES command.

i For further information on XHCS, see the User Guide “XHCS 8-Bit Code Processing in BS2000/0OSD -
Internationalization”.

218



4.12.2 Defining the language environment - setting the locale

When generating a UTM application, a separate language environment can be defined for the UTM application, for
each LTERM partner, for all LTERM partners in an LTERM pool, and for each user ID. To do this, you assign the
application and the individual objects a triplet comprising the language identifier, territorial identifier, and hame of a
character set, which is known as the locale. The locale is specified as follows:

LOCALE=( lang_id,terr_id, ccsnane )

lang id The language identifier lang _id identifies the language in which the user is to be addressed by the
UTM program units. The language identifier can be up to 2 bytes long. The descriptor of a language
can be freely selected.

terr_id The territorial identifier terr_id enables you to take account of regional differences within a language (e.
g. English in UK or America) or different units of currency and measurement in the various countries
(dollar and sterling). The territorial identifier can be up to 2 bytes long and can be freely selected.

ccsname The character set name ccsname specifies which character set can be used to edit a message for
outputting to the terminal. As the character set name, specify the CCS name of a character set
defined in the BS2000 system. CCS names are assigned by the BS2000 system administrator.

If all users come from the same language area, e.g. Western Europe, it is sufficient to assign an extended character
set to the UTM application. It is only necessary to use user specific character sets if the various users of an
application speak languages that cannot all be represented by an extended character set.

In order to support extended character sets, the subsystem XHCS must be available on the processor on which the
UTM application is running. For all character set names generated in the UTM application, associated EBCDIC
character sets must be defined in XHCS. In addition, the terminals must support an ISO character compatible with
the respective EBCDIC character set. Only particular types of terminals and printers support 8-bit character sets.

Application-specific language environment — standard-language environment

O MAX statement in section "MAX - define UTM application parameters”
You assign the locale to theUTM application in the generation using the MAX statement:

®* LOCALE=

The locale generated for the application is assigned to each user ID, each LTERM partner, and each LTERM
pool as the default value for the language environment. This default setting applies as long as no specific locale
is defined for these objects.

User-specific language environment

USER statement in section "USER - define a user ID"
Lo _ _
You assign a locale to a user ID using the USER statement:

® LOCALE=

The character set assigned to a user ID is used to output dialog messages to the screen (see the character sets
section of the openUTM manual ,,Programming Applications with KDCS”).
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LTERM partner-specific language environment

- LTERM statement in section "LTERM - define an LTERM partner for a client or printer" and TPOOL
statement in section "TPOOL - define an LTERM pool"

You use the LTERM statement to assign a locale to an LTERM partner via which a terminal or printer
connects to the application. For an LTERM pool, a locale is defined for all LTERM partners in this pool
using the TPOOL statement:

* LOCALE=

The character set defined for the LTERM partner is used to output asynchronous messages (see also "UTM
messages").

The LTERM partner-specific locale is also used in the first part of the sign-on service, for example, if the user has
not yet signed on, i.e. the user-specific language environment is not yet created.

Example

The language identifier DE for German is used in the application. To be able to take account of the different units of
currency in messages to users in Germany and Switzerland (Euro and franc), the territorial identifiers De for
Germany and CH for Switzerland are defined. The EBCDIC character set EBCDIC.DF.04-1 can be used to output
messages. Ilts CCS name is EDF041.

® The locale for users in Germany can be defined as the standard language environment for the application. To
this end, specify the following in the MAX statement:
MAX ..., LOCALE=(DE, DE, EDF041)
In this case, no separate locale need be defined for users and terminals in Germany that connect to the
application via LTERM partners.

® |f language-specific requirements are to be taken into account for users and terminals in Switzerland, the
following must be generated:
USER username , ..., LOCALE=(DE, CH, EDF041)
LTERM ltermname , ..., LOCALE=(DE, CH, EDF041)

® However, you can also use the DEFAULT statement to set the locale (DE,DE,EDF041) for all USER and LTERM
statements:
DEFAULT USER LOCALE=(DE, DE, EDF041)
DEFAULT LTERM LOCALE=( DE, DE, EDF041)
You must then also generate the following for users and terminals in Switzerland that connect to the application
via LTERM partners:

USER username , ..., LOCALE=(, CH)
LTERM ltermname , ..., LOCALE=(, CH)
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4.12.3 Character set names for edit profiles and formats

In addition to the user-specific and LTERM partner-specific assignment of character set names, a separate
character set name can be assigned to each edit profile defined in the application.

The name of a character set can be assigned to each format when creating formats with FHS/IFG.

For information on which of the generated character set names (application-specific, user-specific, LTERM partner-
specific character set, or the character set name assigned to an edit profile or to a format) is used to edit a message
for outputting to the screen or printer, as described in section "Character sets for editing messages".
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4.12.4 Querying the language environment in a UTM program unit

In the initialization phase, openUTM transfers information to a program unit regarding the locale of the user who
started the associated service. The prerequisite is that the INIT call is used with the operation modification PU and
that the program requests the information. See also the openUTM manual ,Programming Applications with KDCS”.

If the user has not yet signed on, openUTM transfers the locale of the LTERM partner via which the connection to
the application was established. The program unit can then correctly interpret the code and terminology in the input
from the communication partner and can generate messages in the language used by the communication partner.

Specifications on the user-specific character set are required because the user-specific character set is used to
output dialog messages to 8-bit terminals if no edit profile or format with CCS names is assigned with MPUT. The
program unit must take this into account when structuring the message.

The character set of the LTERM partner is used to output asynchronous messages to 8-bit terminals if no edit
profile or format with CCS name is specified with FPUT. Information on the character sets supported by the terminal
can be obtained using the KDCS call INFO LO.

In addition to the locale of the LTERM partner associated with the service, you can also use INFO LO to query the
ISO character sets supported by the terminal. If the user-specific or LTERM partner-specific character set is not
compatible with one of the ISO character sets supported, the service may be aborted or, in the case of
asynchronous messages, the message may be lost.
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4.12.5 Character sets for editing messages

If the message of a program unit is sent to a terminal or printer, openUTM transfers the logical message and a
character set name to VTSU-B. VTSU-B edits the message for output. The type of message and type of client
determine which of the generated character sets is transferred from openUTM to VTSU-B.

A distinction is made here between three message types:

®* message in line mode without edit profile or messages created by event exit FORMAT
® message in line mode with edit profiles

® message in format mode.

Message in line mode without edit profile and messages created by event EXIT FORMAT

® The terminal or printer to which the message is addressed supports none of the extended character sets.

The message is transferred to VTSU-B without specifying a character set
name.Characters that do not belong to the EBCDIC kernel are replaced by smudge characters or substitute
characters.

® The terminal or printer to which the message is addressed supports extended character sets.
Dialog messages are edited using the user-specific character set.

Asynchronous messages are edited using the LTERM partner-specific character set of the LTERM partner
whose message queue contains the message.

In this way, the program unit can correctly serve 8-bit printers, amongst others. The program unit uses INFO LO
to obtain information on the character set names generated in the locale of the LTERM partner assigned to the
printer. It then transfers the character set name together with the message to VTSU for editing.

You must ensure that the EBCDIC character set associated with the character set name is compatible with an
ISO character set supported by the printer. This is not checked by VTSU-B, as VTSU-B does not know which
ISO character sets are supported by the printer. The supported character sets are indicated in the printer
description.

In order that VTSU-B can serve the printer in 8-bit mode, the VTSU-operating parameters xxxxxDEV8 and
xxxxXLIN8 must be set. Any modification to the operating parameters does not come into effect until VTSU is
loaded dynamically. See the User Guide “VTSU - Virtual Terminal Support”.

If the EBCDIC character set of the message is not compatible with any ISO character set of the 8-bit client, one
of the following errors will occur:

® A dialog service is terminated with PEND ER. A PEND ER dump is created and UTM message K017 is sent.
® An asynchronous output message is discarded. A UTM dump is created and a UTM message is sent.

® UTM message K106 is output to the screen if an asynchronous message was retrieved with KDCOUT
(LTERM...,ANNOAMSG=YES) or if part of the message was already sent before the error occurred.

® An error message is written to SYSLOG.

In relation to the character set, formatted messages created by the format exit are handled like messages in line
mode.
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Message in line mode with edit profiles

®* No character set name is assigned to the edit profile.
In relation to the character set used, these messages are handled like messages in line mode without edit profile.

By using user-specific and LTERM partner-specific character sets, you can thus permanently serve users in 8-bit
mode without having to explicitly generate 8-bit edit profiles.

® A character set name is assigned to the edit profile.

openUTM always transfers the character set name of the edit profile together with the logical message to VTSU-
B for editing.

If a message is sent to a terminal or printer that only permits 7-bit mode, the service is terminated with PEND ER
in the case of dialog services. An asynchronous message is discarded in this case and a UTM message is sent.

In the case of messages to 8-bit terminals or printers, the EBCDIC character set used must be compatible with
an I1SO character set supported by the terminal/printer. With asynchronous messages, VTSU-B cannot check this
compatibility. For this reason, the message should only be sent in the character set assigned to the edit profile.

You need only explicitly assign a character set to an edit profile if this character set is not identical to the user-
specific or LTERM partner-specific character set and if the message to be sent contains characters from this
character set which do not, however, belong to the EBCDIC kernel.

Message in format mode

* Format to which no character set was assigned when creating IFG.

In relation to the character set used, openUTM handles these messages in the same way as messages in line
mode without edit profile, i.e. a dialog message is edited using the user-specific character set, and an
asynchronous message is edited using the LTERM partner-specific character set, if this message is directed to
an 8-bit terminal or corresponding printer.

® Format with character set name, i.e. a character set was assigned to the format when creating with IFG.
The character set name assigned to the format is transferred by openUTM for editing.

If the message is directed to printers or clients that only permit 7-bit mode, the service is terminated with PEND
ER in dialog services. An asynchronous output message is discarded in this case and a UTM message is sent.

With messages to 8-bit terminals or printers, the EBCDIC character set used by the message must be
compatible with one of the ISO character sets supported by the terminal/printer.

A character set need therefore only be explicitly assigned to the format to be sent if it contains characters that do
not belong to the EBCDIC kernel.

A character set need only be explicitly assigned to the format if the character set used for representation is not
identical to the user-specific or LTERM partner-specific character set.
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5 Notes on generating a UTM cluster application on Unix, Linux and
Windows systems

Unlike a standalone application, a UTM cluster application is intended to be run on more than one computer.
Together, these computers are known as a cluster and the individual computers on which the application is to run
are known as nodes. A UTM cluster application is made up of several identically generated UTM applications (the
node applications) that run on the individual nodes.

The configuration of the application, including the KDCFILEs for all nodes, is created in a single generation run and
is therefore always the same.

A UTM cluster application can be distributed across up to 32 nodes.

The computers that belong to a cluster must be equivalent in terms of hardware status and software configuration.
Discrepancies involving compatible correction statuses and updates are possible. Mixed configurations, such as
Windows and Unix computers in combination are not possible.

CAUTION!
The nodes of a cluster must always have the same system time.

O You can find detailed information on operation and in particular on generating applications for UTM
cluster applications in the relevant openUTM manual “Using UTM Applications on Unix, Linux and
Windows systems”.
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5.1 Generating a UTM cluster application

The generation of a UTM cluster application differs in the following ways from that of a standalone UTM application:

® There are the additional statements CLUSTER and CLUSTER-NODE as well as the operand value
GEN=CLUSTER in the OPTION statement, see "KDCDEF statements".

®* When a UTM cluster application is generated, UTM cluster files are also generated, see below.

® Only one copy of the KDCFILE is permitted, i.e. KDCFILE=(...,SINGLE) must be specified in the MAX statement
(default value).

® The size of a UTM page must be 4K or 8K (MAX statement, BLKSIZE operand)

Please also note the following important differences that apply during a UTM cluster application run:

®* |n a UTM cluster applications, the user data that applies globally throughout the cluster is stored in GSSB and
ULS areas. In the case of UTM-F, the service data is also stored in these areas.

®* The KDCFILEs of the node applications contain only the user data that is local to the node.
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5.1.1 UTM cluster files

A UTM cluster application is generated in a generation run during which the KDCDEF utility creates the following
files:

® the cluster configuration file

® the cluster user file

® the cluster page pool files

® the cluster GSSB file

® the cluster ULS file

® an initial KDCFILE

® and the root source

The initial KDCFILE must be copied for each node application after the generation run.

The UTM cluster files generated by KDCDEF do not have to be generated as often for a UTM cluster application as
the KDCFILE or the root source.

Subsequent generation runs can be performed in order to

* modify the KDCFILE and/or the root source.
If you modify only the KDCFILE (but not the UTM cluster files) in a subsequent generation run, please note that:

® The sequence of TAC statements must not be modified. Otherwise services may be terminated abnormally on
service restarts. As a result, you must append new TAC statements at the end and must not delete any TAC
statements.

® The RESTART parameter in the USER statements must not be modified.

A KDCUPD run for the node applications enables you to transfer the data from the previous node KDCFILES to
the newly generated KDCFILES, see "Update generation for UTM cluster applications".

® regenerate the UTM cluster files.

You can perform a KDCUPD run for the UTM cluster application in order to take over the data from the previous
UTM cluster files into the newly generated files, see "Update generation for UTM cluster applications".

If changes are made to the configuration, a new initial KDCFILE can, for instance, be created with additional objects
in a subsequent generation run.

The initial KDCFILE must be copied for each node application after the generation run.
i It must be possible to access the UTM cluster files and the KDCFILEs of all node applications from all

node applications. See also the section "UTM cluster application" in the openUTM manual “Using UTM
Applications on Unix, Linux and Windows Systems”.

Figure 17 shows what files are created when you define a UTM cluster application.
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Figure 17: The result of the KDCDEF run (with OPTION ...,GEN=(KDCFILE, ROOTSRC, CLUSTER)) for a UTM cluster application.

If you also specify GEN=CLUSTER with the OPTION statement, a cluster configuration file is created together with
the following files.
® Cluster user file for managing user IDs in a UTM cluster application.

® Cluster page pool files for storing user data that applies globally in the cluster in a UTM cluster application and
for managing the cluster page pool.

® Cluster GSSB file and cluster ULS file for managing GSSB and ULS in a UTM cluster application.

If you specify OPTION GEN=CLUSTER, then you must also specify a CLUSTER statement and at least two
CLUSTER-NODE statements.
Shared properties of the UTM cluster files

The UTM cluster files are generally only created once for a UTM cluster application. You can only use a new cluster
configuration after all the node applications of a UTM cluster application have been terminated.

The UTM cluster files are created with the file name UTM C. suffix in the directory defined with cluster_filebase.
The UTM cluster files can be copied to a different directory in order to operate the UTM cluster application.
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Cluster configuration file

The cluster configuration file contains information on all node applications of a UTM cluster application and
specifications on data that is global to the cluster. It is used jointly by all node applications of a UTM cluster
application.

KDCDEF creates the cluster configuration file with the suffix CFG. The full file name or path name is:

® Unix and Linux systems: cluster_filebase/lUTM C. CFG
® Windows systems: cluster_filebase\UTM C. CFG

Cluster user file
The cluster user file is used for managing users in a UTM cluster application.

The cluster user file can be extended during operation of a UTM cluster application. This always happens when the
administrator defines new users for a UTM cluster application. You must therefore always also specify the cluster
user file during subsequent generation runs for creating a new KDCFILE. The entries in the new KDCFILE are
merged with the entries in the existing cluster user file and where necessary, KDCDEF extends the cluster user file
to include entries for new users.

KDCDEF creates the cluster user file with the suffix USER. The full file name or path name is:

® Unix and Linux systems: cluster_filebase/lUTM C. USER
® Windows systems: cluster_filebase\UTM C. USER

Cluster page pool files

The cluster page pool files are used to record user data that is managed for the entire cluster in a UTM cluster
application. This data consists of the GSSBs, ULS and the user service data. The number of cluster page pool files
is defined at generation time. Between one and a maximum of ten files can be created.

KDCDEF creates the cluster page pool files with the with the suffix CPnn where nn= 01, 02 up to a maximum of 10.
The full file name or path name of a cluster page pool file is:

® Unix and Linux systems: cluster_filebase/lUTM C. CP nn

® Windows systems: cluster_filebase\UTM C. CP nn

A control file for the cluster page pool is also always created. The name of this file includes the specification UTM-C.
CPMD.

Cluster GSSB file

The cluster GSSB file is used for managing GSSBs in a cluster application.

KDCDEF creates the cluster GSSB file with the suffix GSSB. The full file name or path name is:
® Unix and Linux systems: cluster_filebase/lUTM C. GSSB

® Windows systems: cluster_filebase\UTM C. GSSB

The cluster GSSB file can be extended while an application is running. This is done whenever the space left in the
file is no longer sufficient to accept the current management information.
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Cluster ULS file
The cluster ULS file is used for managing ULSs in a cluster application.
KDCDEF creates the cluster ULS file with the suffix ULS. The full file name or path name is

® Unix and Linux systems: cluster_filebase/lUTM C. ULS

® Windows systems: cluster_filebase\UTM C. ULS

The cluster ULS file can be extended while an application is running. This is done whenever the space left in the file
is no longer sufficient to accept the current management information.
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5.1.2 KDCDEF statements

Special generation statements are required for generating a UTM cluster application:
® You define global properties of a UTM cluster application using the CLUSTER statement. See "CLUSTER -
Define global properties of a UTM cluster application”. These include, for instance
® the cluster filebase
® the BCAMAPPL name for cluster-internal communication
® timers for monitoring
® a failure command and an emergency command to be called if a node fails
® specifications on the cluster page pool files (number, warning level, size)
® gpecifications concerning behavior on user sign-on as well as on deadlock handling.

® You specify node-specific properties for each node application with the CLUSTER-NODE statement. See
"CLUSTER-NODE - Define a node application of a UTM cluster application". These include, for instance

® the base name of the KDCFILE, the user log file and the system log file SYSLOG
¢ the host name of the node
® the reference name of the node application

You must issue a separate CLUSTER-NODE statement for each node application.

T specifications in the CLUSTER statement or CLUSTER-NODE statements are modified then it is
always necessary to create a complete, new generation. This means that the KDCFILE and the cluster
files must be regenerated. The only exception are increases in the size of the values for the cluster
page pool. For details, see information on enlarging the cluster page pool in the relevant openUTM
manual “Using UTM Applications”.

* |f the UTM cluster files are to be created on generation, you must specify the GEN=CLUSTER
parameter in the OPTION statement (see also "OPTION - manage the KDCDEF run").

® You must specify MAX BLKSIZE=4K or 8K during KDCDEF generation for UTM cluster applications.
For applications on 32-hit systems, the default value is 4K. On 64-bit systems, the default value is 8K.

® |tis not possible to generate a UTM cluster application with two copies of the KDCFILE, i.e. the value
MAX KDCFILE=(..., SINGLE) must be specified (this is the default value).

231



5.1.3 Initial KDCFILE

In the same way as with a standalone application, the initial KDCFILE is stored under the base name that you
specify in the KDCFILE operand of the MAX statement.

Each node application uses a copy of the initial KDCFILE at runtime of a node application. To allow this, you must
copy the initial KDCFILE once for each node application after the generation run.

Because each node application is monitored by another ode application, all node applications must have mutual
access to all KDCFILEs.

C You will find information on starting and monitoring the node applications and detecting failures in the
relevant openUTM manual “Using UTM Applications”.
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5.2 Generating a reserve node application

During generation with KDCDEF, you have the option of creating reserve node applications with provisional values.
You can subsequently use the administration facilities to change the host name and the base name of the KDCFILE
of these node applications. The node application must not be active when this is done.

> To do this, specify the provisional, node-specific base name of the KDCFILE and the host name of the
reserve node using the CLUSTER-NODE statement. See "CLUSTER-NODE - Define a node application of a
UTM cluster application”.

> At a subsequent time, you use KC_MODIFY_OBJECT administration statement to change the node-specific
properties of the reserve node application: Specify the object type KC_CLUSTER_NODE to assign the spare
node application actual values for the host name of the cluster node and the base name of the KDCFILE of
the node application.

> For further details on possibilities for using reserve node applications, refer to the openUTM manual
“Using UTM Applications on Unix, Linux and Windows Systems”.

For detailed information on changing the node-specific properties using the administration facilities, refer
to openUTM manual “Administering Applications”.
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5.3 Using global memory areas

GSSB and ULS

The UTM GSSB and ULS memory areas are available throughout the cluster in UTM cluster applications. This
means that all node applications have read and write access to these areas. The user data is stored in cluster page
pool files (see "UTM cluster files") and the management data for the GSSB and ULS areas is stored in the cluster
GSSB file and cluster ULS file, respectively, see "UTM cluster files".

You can use the KDCDEF statement CLUSTER ... DEADLOCK-PREVENTION to specify whether or not openUTM
is to perform additional checks to prevent deadlocks if memory areas are locked.

GSSB and ULS data are also saved in the case of UTM-F.

TLS

The UTM TLS memory areas are created locally to the nodes in UTM cluster applications, as each TLS is assigned
to an LTERM or (OSI-)LPAP and a connection can be established to every LTERM or (OSI-)LPAP in every cluster
node at any time. A separate version of the memory area therefore exists in each cluster node.
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5.4 Using users with RESTART=YES

In UTM cluster applications, a service restart is possible in all node applications for all genuine user IDs that have
been generated with USER ..., RESTART=YES. Any genuine user generated with USER ...,RESTART=YES is
always signed on exclusively, i.e. the user can only be signed on once to the UTM cluster application at any given
time. Furthermore, such users can have no more than one open dialog service throughout the entire cluster.

The open services of such users can be continued in any node application provided that the open service is not
bound to a node application, see below. A bound service can only be continued in the node application to which it is
bound.

i Note on UTM-F
When a node application is terminated service data is lost for all services bound to this node. See
next section "Node-bound services".

Node-bound services

The following services are always node bound:

® Services that have started communications with a job receiver via LU6.1 or OSI TP and for which the job-
receiving service has not yet been terminated

® [|nserted services in a service stack

® Services that have completed a SESAM transaction

In addition, following abnormal termination, an open service is bound to a node application if the user was signed on
at the node application at the time the application was terminated.

If a user who wants to sign on at another node application even though his service is bound to a node application
then the sign-on attempt is rejected if

® the node application to which the service is bound is running,

® or the bound service has a transaction in the state PTC (prepare to commit),

® or the UTM cluster application was generated with CLUSTER ... ABORT-BOUND-SERVICE = NO.

Connection user IDs

The service restart for connection user IDs of TS applications is bound to the connection and therefore to the node
application. If a connection user ID has been generated by a TS application with RESTART=YES then it can have a
service context that permits restarts in every node application.
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5.5 Special issues
You must create the appropriate directories for storing the global cluster files before the generation run. These must
exist and be accessible before the generation run.

The name for MAX KDCFILE and CLUSTER-NODE FILEBASE must not exceed 27 characters for UTM cluster
applications.
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5.6 Special issues with LU6.1 connections

More sessions (LSES statements) than connections (CON statements) can be assigned to an LPAP partner for a
UTM cluster application. KDCDEF warns you of this with message K438, but a KDCFILE is created.

A node application is assigned to each session on generation (NODE-NAME operand in the LSES and CLUSTER-
NODE statements). As a result, UTM can choose the "right" session when establishing a session with a partner
application.

C For information on what you need to consider for LU6.1 communication between a standalone application
and a UTM cluster application, refer to the section "LU6.1-LPAP bundles of a standalone application with
a UTM cluster application”.
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6 The KDCDEF generation tool

In order to generate a new UTM application or adapt an existing UTM application, you must first define the
application configuration using KDCDEF control statements, and then use the KDCDEF generation tool to generate
the UTM components KDCFILE and KDCROOT from which the UTM application program is created. For further
information, see "Introduction to the generation procedure".

You can also modify the configuration of an application dynamically during operation. To do this, the RESERVE
statement can be used during generation to reserve certain table locations for UTM objects. You can thus insert or
remove clients, printers, user IDs, and services, KSETs, LTACs, CONs and LSESes in the configuration “on-the-fly
without affecting availability. The dynamic entry of objects is described in detail in the openUTM manual
“Administering Applications”.

By issuing a CREATE-CONTROL-STATEMENTS statement during the KDCDEF run, you can read out the
configuration information defined in the KDCFILE of a dynamically configured application, and convert this
information to control statements. This function is known as inverse KDCDEF. The control statements which are
generated in this way are written to a file which you can re-use directly as the input file for the KDCDEF run. For
more information, see "Inverse KDCDEF".
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6.1 Creating the ROOT table source, the KDCFILE and UTM cluster files

Based on the configuration information in the KDCDEF control statements, the KDCDEF generation tool creates the
KDCFILE. This file contains all configuration and administrative data, as well as the ROOT table source for the main
routine KDCROOT and - optionally - the UTM cluster files.

The KDCFILE, the ROOT table source and the UTM cluster files can be generated simultaneously in a single
KDCDEF run or individually in separate KDCDEF runs. This is defined in the KDCDEF statement OPTION ...,

GEN-=.

All KDCDEF statements provided for defining the UTM application are listed in the following sections in accordance
with their function group.
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6.1.1 Statements for controlling the KDCDEF run

Statement Function

EJECT Initiate a page feed in the log
END Terminate KDCDEF input
OPTION Manage the KDCDEF run

REMARK or * | Insert a comment line
additional statement on BS2000 systems

DEFAULT Define default values
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6.1.2 Statements for creating the ROOT table source

Statement

AREA

EXIT

MAX

MESSAGE

PROGRAM

RESERVE

ROOT

Function

Define names for additional data areas

Define event exits

Define UTM application parameters

Define the UTM message module

Define program units

Reserve table locations for objects that can be entered dynamically

Define a name for the ROOT table source

additional statement on BS2000 systems

DATABASE

FORMSYS

LOAD-MODULE

MPOOL

TCBENTRY

Define the database system (BS2000 systems)
Define the format handling system

Define load modules for BLS

Define a common memory pool

Define a group of TCB entries

additional statements on Unix, Linux and Windows systems

RMXA

Define a name for a resource manager on Unix, Linux and Windows systems (database

connection via the X/Open XA interface)

SHARED-OBJECT | Define shared objects/DLLs for exchanging programs
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6.1.3 Basic statements for creating a KDCFILE

Statement

ACCOUNT

BCAMAPPL

CREATE-CONTROL-STATEMENTS

KSET

LTERM

MAX
MESSAGE
MSG-DEST
PROGRAM
PTERM

QUEUE
RESERVE
SFUNC

SIGNON
SUBNET

TAC

TACCLASS
TAC-PRIORITIES
TLS

TPOOL

uLS

USER

Function
Define UTM accounting parameters
Define additional application names for parallel connections

Create control statements from the existing KDCFILE for a new KDCDEF
run

Define a key set

Define an LTERM partner as the logical access point for clients and
printers

Define the name and runtime parameters of the UTM application
Define a UTM message module

Define a user message line

Define the names and properties of program units

Define clients and printers

Reserve table entries for temporary message queues

Reserve table locations for objects that can be entered dynamically
Define special functions for the F and K keys

Control the sign-on procedure

Define IP subnets

Define the names and properties of transaction codes

Define the number of processes for a TAC class

Define priorities for the TAC classes

Define a name for a TLS block

Define an LTERM pool

Define the names of ULS blocks

Define user IDs
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Statement Function

additional basic statements on BS2000 systems
DATABASE Define the database system
EDIT Define edit options

LOAD-MODULE Define load modules for BLS

MPOOL Define a common memory pool
MUX Define a multiplex connection
SATSEL Define SAT logging

additional basic statement on Unix, Linux and Windows systems
CLUSTER Define global properties of a UTM cluster application
CLUSTER-NODE  Define a node application of a UTM cluster

RMXA Define a name for a resource manager

SHARED-OBJECT @ Define shared objects/DLLs for exchanging programs
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6.1.3.1 Creating the KDCFILE - additional statements for distributed processing via LU6.1

Statement Function

BCAMAPPL Define additional application names for parallel connections

CON Define a logical connection to a UTM partner application

LPAP Define an LPAP partner as the logical access point for a UTM partner application
LSES Define a session name for the connection between two UTM applications

LTAC Define local names for TACs in UTM partner applications

MASTER-LUG61-LPAP Define the master LPAP of an LU6.1-LPAP bundle

RESERVE Reserve table locations for objects that can be entered dynamically (CON, LSES, LTAC)
SESCHA Define the session characteristics
UTMD Define the global values
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6.1.3.2 Creating the KDCFILE - additional statements for distributed processing via OSI TP

Statement Function
ABSTRACT-SYNTAX Define the abstract syntax
ACCESS-POINT Create an OSI TP access point for the local UTM application

APPLICATION-CONTEXT | Define the application context

LTAC Define local names for TACs in UTM partner applications

MASTER-OSI-LPAP Define a master LPAP for a OSI-LPAP bundle

OSI-CON Define a logical connection to the partner application

OSI-LPAP Define an OSI-LPAP partner as the logical access point for the partner application
RESERVE Reserve table locations for objects that can be entered dynamically (LTAC)
TRANSFER-SYNTAX Define the transfer syntax

UTMD Define global values and the address of the local UTM application

additional statements on Unix, Linux and Windows systems
MAX XAPTPSHMKEY Define the key for the XAPTP shared memory segment
MAX OSISHMKEY Define an authorization key for the OSS shared memory segment

Define the size of the working area for dynamic data storage
MAX OSI-SCRATCH-AREA
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6.1.3.3 Generating KDCFILE and UTM cluster files - additional statements for UTM cluster applications

For UTM cluster applications on Unix, Linux, and Windows systems, you must also consider the following
instructions:

Statement Function
CLUSTER Define global properties of a UTM cluster application
CLUSTER-NODE Define a node application of a UTM cluster application

MAX 1 Define UTM application parameters
APPLIMODE

,APPLINAME

,GSSBS

,KB

,LSSBS

,NB

,ULS

OPTION GEN=(CLUSTER,.. Generate the UTM cluster files

Lif the values of the operands listed here are modified then the UTM cluster files must be regenerated with OPTION
GEN=(CLUSTER,...).
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6.1.4 Effects of the KDCDEF statements on the generation objects

Not all statements of the KDCDEF generation tool have the same effect on the KDCFILE and ROOT table source.
The table below shows which control statements affect which generation objects during the KDCDEF run:

KDCDEF control statement KDCFILE | ROOT KDCDEF Distributed
tables control processing via

LU6.1 OSITP

ABSTRACT-SYNTAX X X
ACCESS-POINT X X
ACCOUNT X

APPLICATION-CONTEXT X X
AREA X X

BCAMAPPL X X

CON X X

CREATE-CONTROL-STATEMENTS?

EJECT X
END X

EXIT X X

KSET X

LPAP X X

LSES X X

LTAC X X X
LTERM X

MASTER-LU61-LPAP X X
MASTER-OSI-LPAP X X
MAX?2 X X X
MESSAGE X X

MSG-DEST X
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KDCDEF control statement

OPTION?
OSI-CON
OSI-LPAP
PROGRAM
PTERM
QUEUE
REMARK
RESERVE
ROOT
SESCHA
SFUNC
SIGNON
SUBNET
TAC
TACCLASS
TAC-PRIORITIES
TLS
TPOOL
TRANSFER-SYNTAX
uLS
USER

UTMD

KDCFILE

ROOT
tables

x5

KDCDEF
control

Distributed
processing via

LUG.1

)

oSl TP
%Y
X

X
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KDCDEF control statement = KDCFILE | ROOT KDCDEF Distributed
tables control processing via

LU6.1 OSITP

BS2000 specific statements

DATABASE X X
DEFAULT® X X X
EDIT X

FORMSYS X X
LOAD-MODULE X X!

MPOOL X x8

MUX X

SATSEL X

TCBENTRY X

Unix, Linux and Windows system specific statements

CLUSTER X
CLUSTER-NODE X
RMXA X X
SHARED-OBJECT X X

1Based on the configuration information defined in an existing KDCFILE, the CREATE-CONTROL-
STATEMENTS statement generates an input file containing KDCDEF control statements for a new KDCDEF run.

2The operands CLRCH=, KB=, NB= and SPAB= only affect the generation of the ROOT table source. The other
operands only affects the generation of the KDCFILE.

3The effect of the OPTION statement on the KDCFILE and the ROOT table source depends on the values entered
for OPTION ...,GEN=.

4Only when generating a UTM application without load modules (on BS2000 systems), shared objects (on Unix and
Linux systems) or DLLs (on Windows systems).

50nly when generating without the operand PROGRAM= and without load modules, shared objects or DLLSs.

The effect of the DEFAULT statement on the KDCFILE and the ROOT table source depends on the specified
substatement.

’Only when extending the generation by n load modules.

8Only when generating without load modules.
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The KDCDEF control statement OPTION...GEN= is used to define which objects (the KDCFILE, ROOT table
sources and UTM cluster files) are to be generated by the KDCDEF generation tool.

When a new ROOT table source is created, this must be compiled (assembled on BS2000 systems) and relinked to
your application. Relinking of an application program is only necessary if the table module is not dynamically
loaded.

This is not necessary if you merely modify the KDCFILE. You can run the application with the new KDCFILE and
the old main routine KDCROOT if no generation parameters that also affect KDCROOT have been changed when
creating the new KDCFILE.

The MAX, ULS, CLUSTER and CLUSTER-NODE statements also affect the UTM cluster files during generation of
UTM cluster applications. If you change parameters of the ULS, CLUSTER and/or CLUSTER-NODE statement
when performing a new generation of a UTM cluster application, you must specify OPTION GEN=CLUSTER in
order for the changes to take effect, see also "OPTION - manage the KDCDEF run".

250



6.2 Calling KDCDEF and entering the control statements

Starting KDCDEF and executing a KDCDEF run
® BS2000 systems

® Unix and Linux systems

® Windows systems

Order of the control statements

Format of the control statements
Continuation lines in control statements
Syntax and plausibility checks

KDCDEF logging

Format and uniqueness of object names
® Reserved names

¢ Format of names

® Number of names

® Uniqueness of names and addresses
Result of the KDCDEF run
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6.2.1 Starting KDCDEF and executing a KDCDEF run

i You can also start the KDCDEF run from WinAdmin. For further information, please see the WinAdmin
online Help system, keyword ,run KDCDEF*.
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6.2.1.1 BS2000 systems

The KDCDEF generation tool is started using the command:
| START- KDCDEF

Alternatively, you can also call KDCDEF via the SDF command START-KDCDEF. This command is located in the
SDF UTM application area. For more detailed information, see openUTM manual “Using UTM Applications on
BS2000 Systems” section "Calling UTM tools".

KDCDEF reads the generation statements from SYSDTA from a SAM or ISAM file or from an LMS library element..
The control options for the KDCDEF run (see the OPTION statement, "OPTION - manage the KDCDEF run") are
only processed by KDCDEF if it is read from SYSDTA. All other control statements for KDCDEF can be read from
SYSDTA as well as from SAM or ISAM files or from an LMS library element.

The following restrictions apply to the use of LMS library elements:
Delta elements are not supported.

® The record type of read records is not evaluated.

® The records in the LMS elements may be a maximum of 256 characters in length.

The SAM or ISAM files or LMS library elements can be defined as input sources as described below:
® Assign an input file using the BS2000 commando ASSIGN-SYSDTA:

/ ASSI GN- SYSDTA TO- FI LE=i nput sour ce
| START- KDCDEF

® Assign input files using the KDCDEF control statement OPTION ...,DATA=:

/ ASSI G\ SYSDTA TO- FI LE=* SYSCVD
/ START- KDCDEF

OPTI ON DATA=i nput sour cel

OPTI ON DATA=i nput sour ce2

etc.

END

i You can catalog the files of the KDCFILE with the required attributes before calling the KDCDEF utility
program. In particular, you can assign the volume and suitable primary and secondary allocation values
as appropriate. If a KDCFILE file has already been cataloged then KDCDEF takes over the predefined
attributes.

If a file has not been cataloged then KDCDEF assigns the value 192 for both primary and secondary
allocation when creating the file.
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6.2.1.2 Unix and Linux systems

Proceed as follows to start the KDCDEF too and to execute a KDCDEF generation:

1. Add the directory below to the PATH environment variable:
utm-pathl/ ex.
The kdcdef program used to start the KDCDEF generation tool is located in this directory.

2. Create one or more source files with an ASCII editor with control statements for the UTM generation. You must
observe the information stated in section "Order of the control statements" and section "Format of the control
statements".

3. Create the filebase directory (base directory of the application) in which openUTM stores the KDCFILE and
other application-specific files. Enter the following command to create this directory:

nkdi r filebase

You must create the directory before starting KDCDEF. filebase is the directory that you specified in the MAX
statement in the FILEBASE= operand.

4. You start the KDCDEF tool with the kdcdef program.

By default, KDCDEF reads the KDCDEF control statements from stdin. Only the control options for the
KDCDEF run are read in from a shell script (see OPTION statement in section "OPTION - manage the
KDCDEF run"), while the actual generation statements for KDCDEF are read from the files created in Step 2.
You can specify these files directly at the start of KDCDEF:

kdcdef < defi nput

or after KDCDEF has been started using the KDCDEF statement OPTION:
OPTI ON DATA=def i nput

END

The messages and logs from KDCDEF are written to stdout and stderr, i.e. everything is displayed on the screen if
you have not redirected the output.

You can redirect the output to a file as follows (you can select any name you want for the files):
kdcdef < definput 2>def.err 1>def.prot

All UTM messages are recorded in def.err and def.prot contains the complete log of the KDCDEF run.
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6.2.1.3 Windows systems

Proceed as follows to start the KDCDEF too and to execute a KDCDEF generation:

1. Add the directory below to the PATH environment variable: utmpath\ ex.The kdcdef.exe program used to start
the KDCDEF generation tool and other utility programs and DLLs are located in this directory. Proceed as
follows:

® In the Control Panel, open the dialog box Environment Variables. Possible access: In the search box enter
the term Environment Variables, continue with Edit the system environment variables | System Properties |
Advanced | Environment Variables.

® Enter the path listed above to the PATH variable and click on the "Set" button.

2. Create one or more source files with control statements using an ASCII editor such as the NOTEPAD for the
UTM generation. You must observe the information stated in section "Order of the control statements" and in
section "Format of the control statements".

3. Create the filebase directory (project directory) in which openUTM stores the KDCFILE and other application-
specific files. You must create the directory before starting KDCDEF. filebase is the directory that you specified
in the MAX statement in the FILEBASE= operand.

4. Now start the KDCDEF tool. Open a command prompt window. KDCDEF reads the KDCDEF control
statements from stdin by default, i.e. directly from the command prompt. Enter the following to have KDCDEF
read the control statements from a file (e.g. definput.txt):

kdcdef < definput.txt
or start KDCDEF with kdcdef and pass the file using the KDCDEF statement OPTION:
OPTI ON DATA=def i nput . t xt

The messages and logs from KDCDEF are written to stdout and stderr, i.e. everything is displayed on the screen if
you have not redirected the output. You can redirect the output to a file as follows (you can select any name you
want for the files):

kdcdef < definput.txt 2>deferr 1>def.prot

All UTM messages are recorded in def.err and def.prot contains the complete log of the KDCDEF run.
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6.2.2 Order of the control statements

Apart from the following exceptions, the control statements can be entered in any order. Apart from END and
UTMD, all control statements can be entered several times.

®* The END statement is always specified last, and concludes the sequence of control statements.

* In the OPTION statement, the last parameter value specified always applies.

® The order of the AREA statements indicates the order in which these areas must be specified in the parameter
list and declared in the program unit (e.g. in the LINKAGE-SECTION in COBOL). See the openUTM manual
.Programming Applications with KDCS".

® The sequence of the EXIT statements with USAGE=START and USAGE=SHUT defines the sequence in which
the programs of the event exits START and SHUT are executed when the application is started or shut down.

® The master LTERM of a LTERM bundle must be generated before the slave LTERMs of this LTERM bundle.
® The primary LTERM of a LTERM group must be generated before the alias LTERMSs of this LTERM group.

® The defined subnets are checked against the IP address of a connection request externally in the same order as
that in which the SUBNET statements are entered.

BS2000 systems:

®* The DEFAULT statement refers only to the control statements entered thereafter.

® [ oad modules are loaded in the same order as that in which the LOAD-MODULE statements are entered. Refer
to the LOAD-MODULE statement in section "LOAD-MODULE - define a load module (BLS, BS2000 systems)"
and openUTM manual “Using UTM Applications on BS2000 Systems”.

Unix, Linux and Windows systems:

® Shared objects/DLLs are loaded in the same order as that in which the SHARED-OBJECT statements are
entered.
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6.2.3 Format of the control statements

All KDCDEF control statements (apart from the DEFAULT statement on BS2000 systems) have the following format:

control-statement operand1, operand?2,...

control-statement can be entered starting in column 1 or later.
control-statement must be separated from the operands by at least one blank.

Each line of the control statement can be up to 240 characters in length. The control statements can be up to
3096 characters in length when continuation lines are used (see "Continuation lines in control statements").

Comments can be inserted using the statement REMARK or by entering an asterisk (*) in column 1.

The EJECT statement initiates a page feed in the log. The EJECT line itself is not logged.
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6.2.4 Continuation lines in control statements

A control statement for the KDCDEF generation tool can consist of one or more lines, in which the hyphen (-) or
backslash (\) can be used as the continuation character. In other words, if the last character of a line (apart from
blanks) is a hyphen or a backslash, KDCDEF interprets the following line as belonging to the last statement
specified. The continuation line can be entered starting in column 1 or later.

Each control statement can be up to 3096 characters in length, excluding comment lines, continuation characters,
and blanks after the continuation character.

All comment lines must be marked with REMARK or an * in column 1.

258



6.2.5 Syntax and plausibility checks

KDCDEF carries out syntax and plausibility checks for all control statements entered. If KDCDEF does not detect

any serious errors, then KDCDEF creates the KDCFILE and/or the source code for the ROOT tables, depending on

what you have specified in OPTION.
In the case of UTM cluster applications, the UTM cluster files are also created where necessary.

KDCDEF always executes the plausibility checks for all control statements. If only one ROOT table source is
created in a KDCDEF run, for example, then KDCDEF also checks the control statements that only affect the
KDCFILE.

For this reason you should execute every KDCDEF run using all generation information, regardless of whether on
the source code for the ROQOT tables or only the KDCFILE is to be created.

Inconsistencies arising during the creation of the ROOT table module and KDCFILE that would otherwise only be

detected once the application is started can be detected much earlier when complete plausibility checks are used.

Errors are avoided.
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6.2.6 KDCDEF logging

To improve legibility, KDCDEF logging can be structured as follows:

® Comments can be inserted in the KDCDEF log:

® As a string surrounded by quotes:
KDCDEF control statement "comment*
The comment entered after a KDCDEF control statement must not contain quotes.

® With * comment or REMARK comment
A *in column 1 or a REMARK statement create a comment line with a line number.

® Markers can be inserted in front of KDCDEF control statements, and must be preceded by a period (.marker).
marker can be up to eight alphanumeric characters in length, and must begin with a letter.

®* The EJECT statement initiates a page feed in the log. The EJECT line itself is not logged.
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6.2.7 Format and unigueness of object names

When configuring objects of the application, you must assign names to the objects. These names are then used by
openUTM or the user to address specific objects. The following conditions should be borne in mind when assigning
names:

® You must not use a reserved name.

® The object name must be unique within that particular object class.

® The name must not exceed the defined maximum length, and must contain permitted characters only.
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6.2.7.1 Reserved names

Please note the comments below in order to ensure that the allocation of names does not result in unexpected,
undefined UTM application behavior:

® Names which start with KDC are reserved for the transaction codes of the event services, the administration
commands (KDCADM), the Dead Letter Queue and the SAT administration (BS2000 systems) and may only be
used for such objects.This does not apply to the load modules belonging to a UTM application on BS2000
systems.

® On BS2000 systems program unit names must not start with prefixes which are used for runtime systems such
as IT, IC etc.

® On Unix, Linux and Windows systems the names of UTM objects must not start with KDC, KC, x, ITS or mF.
External names (e.g. program unit names) must not start with 't ’, ’a_’, '0_’ or ’s_" which are reserved for CMX
(t)orOSS(a_,0,s).
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6.2.7.2 Format of names

The following conventions must be observed for names entered in KDCDEF control statements:

® The base name of the KDCFILE (MAX ...,KDCFILE=) must comply with the rules for file names of the operating
system, under which the application is to run (for further information, see MAX statement in section "MAX -
define UTM application parameters").

® The names of LTERM partners, clients and printers, transaction codes and TAC queues etc. can be up to eight
characters in length, where the following characters are permitted:

* ABC,..2Z
®* 01,..9
b #l @l $

On Unix, Linux and Windows systems, names may also contain lowercase letters (a,b,c,...,z). The names are
case sensitive.

®* Program names specified as entry/object names in the PROGRAM statement may be up to 32 characters long.
This also applies for program names in TAC PROGRAM= and EXIT PROGRAM=.

The following characters are permitted in program names:

* ABC,...Z

® 01,..,9

*# @9

If other special characters are used, the program name must be enclosed in quotes, see below.
® Additional special characters in names:

® Program names or passwords may also include other special characters such as "_" (underscore) and "-"
(hyphen) if permitted by the particular system environment.

®* Names of IP subnets must start with an asterisk ("*").

® | oad module names on BS2000 systems (LOAD-MODULE) may also include the "." (period) and "-" (hyphen)
characters.

® Names that include special characters (program names, passwords, etc.) must be enclosed in quotes.
® Exceptions to name length rules:

® Presentation and session selectors in the ACCESS-POINT and OSI-CON statements can be up to 16
characters in length.

® Program names can be up to 32 characters long.
® Processor names can be up to 64 characters long.

® On BS2000 systems, load module names in BLS generation and character set names can be up to 32
characters long; the names of common memory pools (MPOOLS) can be up to 50 characters long.
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6.2.7.3 Number of names

One name is created for each of the following control statements:

ACCESS-POINT
BCAMAPPL

CON

EDIT

KSET

LOAD-MODULE (BS2000 systems)
LPAP

LSES

LTAC

LTERM
MASTER-OSI_LPAP
MASTER-LU61-LPAP
MUX (BS2000 systems)
OSI-CON

OSI-LPAP

PROGRAM

PTERM
SHARED-OBJECT (Unix, Linux and Windows systems)
TAC

TLS

TPOOL

USER

ULS

Additional names are generated for the LTERM, MUX and TPOOL statements:

® |f an application is generated without USER, two names are created for each LTERM statement.

® Two names are created for an LTERM statement belonging to a PTERM statement with PTYPE=APPLI,
SOCKET, UPIC-R or UPIC-L if the implicit (connection) user belonging to this LTERM is not generated with an
explicit USER statement.

® For each TPOOL statement, the number of names created is double that specified in the NUMBER= operand of
the TPOOL statement. In the case of a TPOOL statement with PTYPE=APPLI, SOCKET, UPIC-R and UPIC-
L the number of names created is threefold that specified in NUMBER-=.

® Two names are created for each MUX statement.

Unix, Linux and Windows systems:

Additional names are generated for the CLUSTER and CLUSTER-NODE statements:

®* One BCAMAPPL is also generated for the CLUSTER statement.

® One PTERM, one LTERM and one USER are also generated for each CLUSTER-NODE statement.

Furthermore, up to six additional names are created during generation, which are required by openUTM for event
services (KDCSGNTC, KDCBADTC, KDCMSGTC, KDCMSGUS, KDCMSGLT, KDCAPLKS). The first three names
can also be specified in a TAC statement. The last three names may not be specified.
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If XATMI program units are generated for a UTM application, i.e. if API=(XOPEN,XATMI) is set in at least one TAC

statement, then a TAC entry named KDCTXCOM and a PROGRAM entry named KDCTXRLB are created by

openUTM.

The name KDCDLETQ is created for the dead letter queue during generation. The properties of this TAC queue can

also be defined in a separate TAC statement.

Maximum values for names

The table below shows the maximum number of names that can be created using KDCDEF control statements. If

this number is exceeded, then the generation is terminated.

Group of KDCDEF control statements
BS2000 systems

#PTERM + #CON + TPOOLNR + #OSI-ASSOCIATIONS +
#MUXx1

#LTERM + #LPAP + TPOOLNR + #OSI-LPAP + #TASKS +
#MUXL + 1

Unix, Linux and Windows systems
#PTERM + #CON + TPOOLNR + #0OSI-ASSOCIATIONS

#LTERM + #LPAP + TPOOLNR + #OSI-LPAP + #TASKS +
1

BS2000, Unix, Linux and Windows systems

#USER + #APPLI + #LSES + #OSI-ACTIVE-
ASSOCIATIONS + (2 * #TASKS) + 1

#PROGRAM

#TAC + 4

#LSES

#CON

#KSET + 1

#LTAC

#Mmuxt

Total of all other names + 2

1Only on BS2000 systems

Description of placeholders:

Maximum number of generated names

<= 500 000

<= 500 000

<= 500 000

<= 500 000

<= 500 000

<=32 000
<=32 000
<= 65 000
<= 65 000
<=32 000
<=32 000
<=9999

<=32 767
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#statement Number of names generated using this KDCDEF statement

#APPLI Number of PTERM statements plus the TPOOLNR values of the TPOOL statements with

PTYPE=APPLI/SOCKET/UPIC-R and UPIC-L (UPIC-L only on Unix, Linux and Windows systems)

In the case of UTM cluster applications, the values of #PTRM, #LTRM and #APPLI are each
increased by the number of specified CLUSTER-NODE statements.

#MUX Total number of generated MUX statements (only on BS2000 systems)

#OSI-ACTIVE-ASSOCIATIONS

Number of active parallel OSI connections of the generated operand values (OSI-CON ...,
ACTIVE=YES and associated OSI-LPAP...,ASSOCIATIONS=number). This is the sum of all
ASSOCIATIONS values in all OSI-LPAP statements.

#OSI-ASSOCIATIONS

#OSI-ACTIVE-ASSOCIATIONS plus the number of inactive parallel OSI-connections. (OSI-CON ...,
ACTIVE=YES/NO and associated OSI-LPAP...,ASSOCIATIONS=number). This is the sum of all
ASSOCIATIONS values in all OSI-LPAP statements, including the values of OSI-LPAP statements
for which backup connections are generated.

TPOOLNR Sum of all NUMBER= operands (number of LTERM partners in each LTERM pool) in all generated

TPOOL statements

The following must also be noted:

The number of names for #PROGRAM, #TAC, #LTERM, #PTERM, #USER, #KSET and #LTAC includes names
generated statically and reserved names for objects that can be entered dynamically.

The names of MASTER-LU61-LPAP statements must also be counted with #LPAP.
The names of MASTER OSI-LPAP statements must also be counted for #O0SI-LPAP.

If the application was generated without USER statements, #USER must be replaced by #LTERM + TPOOLNR
in the first condition.

You can generate up to 100 ULS blocks and 100 TLS blocks.

The number of generated user IDs (#USER) plus the number of entries intended for service stacking (defined in
MAX NRCONV=) is restricted to a maximum of 500000.

The number of generated user IDs (#USER) plus the number of entries intended for service stacking (MAX
NRCONYV) plus the maximum number of possible parallel asynchronous services (defined in MAX ASYNTASKS
= (...,service_number)) plus the number of entries reserved for sign on services (SIGNON CONCURRENT-
TERMINAL-SIGNON) is restricted to a maximum of 665000.
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6.2.7.4 Unigueness of names and addresses

The objects of a UTM application are combined in shared name spaces which are defined for specific object types.

The names and address of objects of the permitted types must be unique throughout the name class. A name or
address must only be assigned once within the name class. There are three name classes:

Name class 1

® LTERM partners (statement LTERM ltermname)

® | TERM partners created by openUTM for the LTERM pools
(statement TPOOL ...,LTERM=/termprefix, NUMBER=number)

® transaction codes and TAC queues (statements TAC tacname)

® |PAP or OSI-LPAP partners for server-to-server communication
(statements OSI-LPAP osi_Ipap_name and LPAP Ipapname)

Name class 2

® user IDs (statement USER username)
® gsessions for distributed processing based on LU6.1 (statement LSES sessionname)

® connections and associations for distributed processing based on OSI TP (statement OSI-LPAP...,
ASSOCIATION-NAMES=, ASSOCIATIONS=)

Name class 3

® clients and printers (PTERM statement)
Clients are terminals, UPIC-clients, transport system applications (DCAM, CMX and socket applications), and
UTM partner applications that do not use a higher-level protocol (LU6.1, OSI TP) during communication.

* name of the partner application for distributed processing based on LU6.1 (CON statement)
® name of the partner application for distributed processing based on OSI TP (OSI-CON statement)

* multiplex connections of a UTM application on BS2000 systems (MUX statement)

The objects listed in name class 3 are communication partners of the UTM application. openUTM must be able to
uniquely identify these objects and the connections to them. For this purpose, it assigns a name triplet to each
communication partner. This name triplet must be unique within the UTM application and consists of the following
components:

® the name of the communication partner.
This is specified in ptermname in the PTERM statement, in remote_appliname in the CON statement, in
TRANSPORT-SELECTOR= in the OSI-CON statement and in name in the MUX statement.
On BS2000 systems the BCAM name of the communication partner must be specified.

® the name of the system on which the communication partner is located.This is specified in the PRONAM=
operand of the PTERM, CON and MUX statements and in the NETWORK-SELECTOR= operand of the OSI-
CON statement.

* the name of the local application via which the connection to the communication partner is established. This is
specified in the BCAMAPPL= operand of the PTERM, MUX and CON statements and in the LOCAL-ACCESS-
POINT= operand of the OSI-CON statement.
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6.2.8 Result of the KDCDEF run

Depending on the entries made during generation, the KDCDEF generation tool creates the following:

® BS2000 systems:

the KDCFILE with the main file filebase. KDCA and, if dual-file operation is used, the duplicate file filebase.
KDCB

the ROQOT table source
the page pool filebase.PnnA, possibly with the duplicate filebase.PnnB

the restart area filebase.RnnA, possibly with the duplicate filebase.RnnB

® Unix, Linux and Windows systems:

the main file KDCA in the filebase directory and, if dual-file operation is used, the duplicate file KDCB, also in
the filebase directory

the ROOT table source in the form of a C/C++ source
the page pool PnnA, possibly with the duplicate PnnB, in the filebase directory

the restart area RnnA, possibly with the duplicate RnnB, in the filebase directory

® Additionally, if a UTM cluster application is being generated, see also the section "Notes on generating a UTM
cluster application on Unix, Linux and Windows systems":

the cluster configuration file

the cluster user file

the cluster page pool files (a control file and one or more files for the user data)
the cluster GSSB file

the cluster ULS file

The format of the KDCFILE is described in detail in section "The KDCFILE".

KDCDEF outputs a message to SYSOUT (BS2000 systems) or stderr (Unix, Linux and Windows systems)

indicating whether the KDCFILE was created successfully and specifying the size of the KAA (KDC Application
Area) occupied by the application. It also outputs a log containing the control statements and any error messages to
SYSLST (BS2000 systems) or stdout (Unix, Linux and Windows systems).

Note for KDCDEF on BS2000 systems

If the KDCDEF generation tool terminates abnormally due to an error, it sets process switch 3 (as occurs with all
UTM tools). In this case, no files are generated apart from those created by the CREATE-CONTROL-
STATEMENTS statement.
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6.3 Inverse KDCDEF

The inverse KDCDEF function provided by openUTM is used to ensure that changes made to the configuration
dynamically during runtime are not lost when your application is regenerated. It creates control statements for the
KDCDEF generation tool from the configuration data in the current KDCFILE.

Inverse KDCDEF generates control statements for object types that can be entered and deleted dynamically:

® USER statements

For all user IDs currently defined in the application. Inverse KDCDEF does not create USER statements for user
IDs defined internally by UTM for the LTERM partners of clients of type UPIC-R, APPLI and SOCKET.

® | TERM statements

For all LTERM partners of the application which do not belong to an LTERM pool or to a multiplex connection
(BS2000 systems).

®* PTERM statements

For all clients and printers entered in the configuration. No PTERM statements are created for clients that
connect via an LTERM pool to the application or that belong to a multiplex connection.

* PROGRAM statements

For all program units and conversation exits currently defined in the application configuration.
® TAC statements

For all transaction codes and TAC queues of the application.
® KSET statements

For all key sets of the application.
® CON statements

For all LU6.1 connections of the application.
® LSES statements

For all LU6.1 session names of the application.
® LTAC statements

For all local transaction codes for VTV partner applications.

Control statements are also generated for objects of the types listed above, which were created statically in a
previous KDCDEF generation. All modifications entered dynamically for these objects during runtime are taken into
consideration.

Inverse KDCDEF does not create control statements for object types other than those listed above. Nor does it
generate control statements for other components of the application or for application parameters.

It does not create control statements for objects that were dynamically deleted from the application configuration.
After regeneration, these objects are thus permanently removed from the configuration. They do not occupy a table
location and their object names are no longer reserved.

After regeneration with KDCDEF, the update tool KDCUPD does not transfer any application data from the old
KDCFILE to the new KDCFILE, which relates to objects deleted dynamically. This applies even if the new KDCDEF
generation includes an object with the same name and type as a deleted object. In particular, KDCUPD does not
transfer any asynchronous jobs created by LTERM partners or user IDs that have since been deleted.

The USER statements created by inverse KDCDEF do not include any passwords. For user IDs generated with a
password, inverse KDCDEF creates USER statements with the following format:

269



USER username, PASS=* RANDOM . ...

Once the KDCDEF run is complete and the new KDCFILE has been created, you must transfer the passwords of
the user IDs to the new KDCFILE using the KDCUPD tool. This is also possible in a UTM-F application. For further
information, see "The tool KDCUPD — updating the KDCFILE".

It is not generally necessary to transfer the passwords with KDCUPD with UTM cluster applications. In UTM cluster
applications, the current passwords are stored in the cluster user file and not in the KDCFILE.

You only need to transfer the passwords with KDCUPD if a new cluster user file has been generated and you wish

to retain the passwords from the last application run.

i In order to ensure that the KDCFILE contains the current passwords, the current information on all users
must be read once (e.g. using WinAdmin or WebAdmin.) before the application is terminated.
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6.3.1 Starting inverse KDCDEF

Inverse KDCDEF can be started online or offline.

The inverse KDCDEF run is started online by issuing the KC_CREATE_STATEMENTS call via the program

interface for administration. Further information can be found in the openUTM manual “Administering Applications”.

”

Inverse KDCDEF can only be started offline if the application is not running, i.e. outside the application runtime.
Since inverse KDCDEF reads data from the KDCFILE, you must ensure that this data is not modified during the
inverse KDCDEF run.

>

Inverse KDCDEF can be started offline by calling the KDCDEF generation tool and issuing the control
statement CREATE-CONTROL-STATEMENTS. This statement is described in section "CREATE-
CONTROL-STATEMENTS - Create KDCDEF control statements".

You can start inverse KDCDEF such that KDCDEF control statements are created either for all permitted
object types, or only for those object types combined in the object groups CON, DEVICE, KSET, LSES,
LTAC, PROGRAM and USER.

CREATE- CONTROL- STATEMENTS *ALL

KDCDEF control statements are created for all objects of type TAC, PROGRAM, PTERM, LTERM USER,
KSET, LTAC, CON and LSES.

CREATE- CONTROL- STATEMENTS DEVI CE

LTERM and PTERM statements are created for LTERM partners, clients and printers.

CREATE- CONTROL- STATEMENTS PROGRAM

PROGRAM and TAC statements are created for program units, conversation exits, and transaction codes.
CREATE- CONTROL- STATEMENTS USER

USER statements are created for user IDs.

CREATE- CONTROL- STATEMENTS KSET

KSET statements are created for key sets.

CREATE- CONTROL- STATEMENTS LTAC

LTAC statements are created for transaction codes. These are used to start the service programs in partner

applications.

CREATE- CONTROL- STATEMENTS CON

CON statements are created for transport connections to remote LU6.1 applications.
CREATE- CONTROL- STATEMENTS LSES

LSES statements are created for assigning new LU6.1 session names.
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6.3.2 Result of inverse KDCDEF

With inverse KDCDEF, you can define that

® all control statements are to be written to a file or - on BS2000 systems - to an LMS library element.

® or that the control statements of a particular object group are to be written to a separate file or - on BS2000
systems - to a separate LMS library element.

When starting inverse KDCDEF, you specify the name(s) of the file(s) or LMS library element(s) to be created. If a
file or LMS library element with this name does not exist, the file or library element is created automatically. If a file
or LMS library element with this name already exists. It is created automatically. Otherwise you can define whether
it is to be overwritten or updated.

The CREATE-CONTROL-STATEMENTS statement is applied immediately. You can therefore issue the OPTION
statement immediately after the CREATE-CONTROL-STATEMENTS statement in the same KDCDEF run. This
transfers the files created by inverse KDCDEF to KDCDEF. For example:

CREATE- CONTROL- STATEMENTS *ALL, TO Fl LE=control statenents file
, MODE=CREATE, FROMt FI LE=kdcfil e
OPTI ON DATA=control _statenents _file

The diagram below illustrates how you can transfer the files generated by inverse KDCDEF directly as input files to
KDCDEF. However, you can also edit them, i.e. modify them before the KDCDEF run and pass them to KDCDEF
later as part of a regeneration. In this case, you simply terminate the generated control statements with the END
statement. You assign each generated input file to KDCDEF with the control statement OPTION DATA=
control_statements_file before the start.
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Figure 18: KDCDEF run with inverse KDCDEF
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6.3.3 Creating KDCDEF control statements in upgrades

To enable inverse KDCDEF to read information from the KDCFILE, you must ensure that the KDCFILE was created
with the same openUTM version as the KDCDEF generation tool used for the inverse KDCDEF run.

If you upgrade to a new openUTM version, the KDCDEF control statements must first be created in the previous
version, i.e. you must start the inverse KDCDEF of the previous version. The generated files can then be used as
input files for the KDCDEF of the new openUTM version.
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6.4 Recommendations when regenerating an application

During the operation of a UTM application, it may become necessary to regenerate the application.

For UTM cluster applications on Unix, Linux or Windows systems, there are changes that can be made with a new

generation of the KDCFILE with a running UTM cluster application and changes that can only be made when the
UTM cluster application has been completely terminated.

> A list of changes that require the UTM cluster application to be completely terminated before the
application is started with the new KDCFILE can be found in the openUTM manual “Using UTM
Applications on Unix, Linux and Windows Systems”

Possible reasons for initiating a new KDCDEF run are listed below:

® to adjust the maximum values defined during generation

® to create new objects for distributed processing based on LU6.1 or OSI TP, because the server group is to be

expanded during distributed processing A KDCDEF run is only needed for distributed processing based on LU6.

1if it is necessary to insert LPAP objects. Objects of the types CON, LSES and LTAC, on the other hand, can be

created with dynamic administration (provided that sufficient table entries were reserved with the RESERVE
statement).

® to enter new load modules (BS2000 systems), shared objects (Unix and Linux systems) or DLLs (Windows
systems) in the application program

® in cases where table locations reserved for the dynamic entry of objects in the configuration are occupied, to
extend the table or to remove objects marked for deletion in order to release the table locations and object
names for further use

The application downtime associated with regeneration can be reduced by observing the following
recommendations:

®* When generating your application for the first time, split the KDCDEF control statements between various files
depending on whether the objects involved can only be generated statically or can be entered dynamically.
These files can then be provided to KDCDEF as input files using the OPTION DATA= statement.

® The control statements USER, LTERM, PTERM, PROGRAM TAC, CON, KSET, LSES and LTAC should be

entered separately in files in accordance with the various object groups. When regenerating the application, you

can simply replace these files with those created by inverse KDCDEF (DEVICE, PROGRAM, and USER, CON,
KSET, LSES and LTAC). Further information can be found in section "CREATE-CONTROL-STATEMENTS -
Create KDCDEF control statements".

Before regenerating the application or initiating the inverse KDCDEF run, it is

recommended that you dynamically delete all objects that are to be excluded from the new configuration
(KC_DELETE_OBJECT call). Further information can be found in the openUTM manual “Administering
Applications”.

i In UTM cluster applications, objects that can be administered dynamically must always be deleted using
the administration facilities. Only deleting the objects in the KDCDEF source leads to inconsistencies in
the individual node applications of the UTM cluster application.

Compared to the manual deletion of control statements from the input file for the KDCDEF run, dynamic deletion
offers the following advantages:
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® |f an object is manually deleted from the input file during regeneration, and another object is defined with the
same name and type but with different properties in the same generation run, the KDCUPD tool does not
recognize these as two different objects, and transfers the data of the deleted object to the KDCFILE. This can
be avoided by dynamically deleting the object beforehand, and then creating an object with the same name and
type during regeneration. In this case, KDCUPD will recognize these as two different objects, and will not transfer
the data of the old object into the new KDCFILE.

® The manual deletion of KDCDEF statements from the KDCDEF input file is both tedious and prone to errors.
During deletion, you must look out for dependencies between objects and thus between the KDCDEF
statements. If dependencies are inadvertently overlooked, the KDCDEF run will have to be repeated thus
increasing downtimes.

® The processes performed during regeneration can be automated. Within a single procedure, you can call inverse
KDCDEF, transfer the generated files directly to KDCDEF, and call the KDCUPD update tool. This fully
automatic procedure minimizes downtimes during regeneration.

To prevent undesirable repercussions from dynamic deletion, make sure for instance that there are no jobs pending
for objects deleted or loaded dynamically during runtime.
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6.5 KDCDEF control statements

® ABSTRACT-SYNTAX - define the abstract syntax

® ACCESS-POINT - create an OSI TP access point

® ACCOUNT - define the accounting functions

® APPLICATION-CONTEXT - define the application context

* AREA - define additional data areas

® BCAMAPPL - define additional application names

® CHAR-SET- assign names to code tables (BS2000 systems)

® CLUSTER - define global properties of a UTM cluster application (Unix, Linux and Windows systems)
® CLUSTER-NODE - define a node application of a UTM cluster application (Unix, Linux and Window systems)
® CON - define a connection for distributed processing based on LU6.1

® CREATE-CONTROL-STATEMENTS - create KDCDEF control statements

® DATABASE - define a database system (BS2000 systems)

® DEFAULT - define default values (BS2000 systems)

® EDIT - define edit options (BS2000 systems)

® EJECT - initiate a page feed in the log

® END - terminate KDCDEF input

¢ EXIT - define event exits

® FORMSYS - define the format handling system (BS2000 systems)

® HTTP-DESCRIPTOR - define a HTTP Descriptor

® KSET - define a key set

® | OAD-MODULE - define a load module (BLS, BS2000 systems)

® | PAP - define an LPAP partner for distributed processing based on LU6.1

® | SES - define a session name for distributed processing based on LU6.1

® | TAC - define a transaction code for the partner application

® |LTERM - define an LTERM partner for a client or printer

® MASTER-LUG61-LPAP - define the master LPAP of an LU6.1-LPAP bundle

®* MASTER-OSI-LPAP - defining the master LPAP of an OSI-LPAP bundle

®* MAX - define UTM application parameters

® MESSAGE - define a UTM message module

® MPOOL - define a common memory pool (BS2000 systems)

® MSG-DEST - define user-specific messages destinations

® MUX - define a multiplex connection (BS2000 systems)

® OPTION - manage the KDCDEF run

® OSI-CON - define a logical connection to an OSI TP partner

® OSI-LPAP - define an OSI-LPAP partner for distributed processing based on OSI TP
® PROGRAM - define a program unit

® PTERM - define the properties of a client/printer and assign an LTERM partner
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QUEUE - reserve table entries for temporary messages queues

REMARK - insert a comment line

RESERVE - reserve table locations for UTM objects

RMXA - define a name for an XA database connection (Unix, Linux and Windows systems)
ROOT - define a name for the ROOT table source

SATSEL - define SAT logging (BS2000 systems)

SESCHA - define session characteristics for distributed processing based on LU6.1
SFUNC - define function keys

SHARED-OBJECT - define shared objects/DLLs (Unix, Linux and Windows systems)
SIGNON - control the sign-on procedure

SUBNET - define IP subnets

TAC - define the properties of transaction codes and TAC queues

TACCLASS - define the number of processes for a TAC class

TAC-PRIORITIES - specify priorities of the TAC classes

TCBENTRY - define a group of TCB entries (BS2000 systems)

TLS - define a name for a TLS block

TPOOL - define an LTERM pool

TRANSFER-SYNTAX - define the transfer syntax

ULS - define a name for a ULS block

USER - define a user ID

UTMD - application parameters for distributed processing
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6.5.1 ABSTRACT-SYNTAX - define the abstract syntax

The ABSTRACT-SYNTAX control statement is only required if you want to define your own Application Context for
communication via the OSI-TP protocol (see the APPLICATION-CONTEXT statement in section "APPLICATION-
CONTEXT - define the application context").

ABSTRACT-SYNTAX defines a local name for an abstract syntax, and to assign an object identifier and the transfer

syntax selected for transferring the user data. Since openUTM automatically generates the abstract syntaxes CCR,
UDT, XATMI and UTMSEC. Therefore, they need not be explicitly generated using the ABSTRCT-SYNTAX
statement. It is possible to generate up to 50 abstract syntaxes, including those generated implicitly by openUTM.

ABSTRACT- SYNTAX | abstract_syntax_name
, OBJECT- | DENTI FI ER=0bj ect _i denti fi er
[ . TRANSFER- SYNTAX=t r ansf er _synt ax_nane ]

abstract_syntax_name

Local name for an abstract syntax up to eight characters in length. This name must be unique
within the UTM application.

abstract_syntax_name must be specified in MGET/MPUT or FGET/FPUT when sending or
receiving data in this abstract syntax.

OBJECT-IDENTIFIER=0bject_identifier

Object identifier of the abstract syntax specified as follows:
object_identifier=(numberl,number2, ... ,number10)

number is a positive integer in the range 0 to 67108863. For object_identifier, you can specify
two to ten integers enclosed in parentheses, each of which is separated by a comma. The
number of integers entered and their positions are relevant.

Instead of the integer itself, you can also specify the symbolic name assigned to this integer.
The table in section "OSI terms" shows the permitted values for number at the various positions.

object_identifier must be unique with the UTM application, i.e. another abstract syntax must not
be generated with the same object identifier.

TRANSFER-SYNTAX=transfer_syntax_name

Name of a transfer syntax defined using the TRANSFER-SYNTAX control statement.

Default: BER (Basic Encoding Rules)
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openUTM automatically generates the abstract syntaxes CCR, UDT, XATMI and UTMSEC, which are defined as
follows:
Generation of “CCR”:

ABSTRACT- SYNTAX CCR, -
OBJECT- | DENTI FI ER=(2, 7, 2, 1, 2), -
TRANSFER- SYNTAX=BER

Symbolic representation of the object identifier:

(joint-iso-ccitt, ccr, abstract-syntax, apdus, version2)

Generation of “UDT":

ABSTRACT- SYNTAX UDT, -
OBJECT- | DENTI FI ER=(1, 0, 10026, 6, 1, 1), -
TRANSFER- SYNTAX=BER

Symbolic representation of the object identifier:

(iso, standard, tp, udt, generic-abstract-syntax, version)

Generation of “XATMI":

ABSTRACT- SYNTAX XATM , -
OBJECT- | DENTI FI ER=(1, 2, 826, 0, 1050, 4, 1, 0), -
TRANSFER- SYNTAX=BER

Symbolic representation of the object identifier:
(i so, national-nenber-body, bsi, disc, xopen, xatmi, apdus-abstract-syntax,
versi onl

Generation of “UTMSEC”:

ABSTRACT- SYNTAX UTMSEC, -
OBJECT- | DENTI FI ER=(1, 3, 0012, 2, 1107, 1, 6, 1, 2, 0), -
TRANSFER- SYNTAX=BER

Symbolic representation of the object identifier:

(iso, identified-organisation, icd-ecmn, nenber-conpany, sienmens-units, sni,
transaction-processing, utmsecurity, abstract-syntax, version)
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6.5.2 ACCESS-POINT - create an OSI TP access point

The ACCESS-POINT control statement is required only for communication based on the OSI TP protocol. It defines
a local access point to the services of OSI TP.

i If you issue more than one ACCESS-POINT statement per application, then KDCDEF outputs warning
K492.

If more than one ACCESS-POINT statement is generated for an application then the applcation program
have to make sure that all partner applications involved in a single transaction are connected to the UTM
appilcation via the same service access point. OSI TP does not support tansactions spreading over more
than one service access point.

Using the information specified in the ACCESS-POINT statement, a partner application can address the local
application.

You specify the following parameters for a service access point in the ACCESS-POINT statement:

® Address of the access point within the local system
The address of the access points consists of the presentation selector, session selector and transport selector
components.

The address specifications must be coordinated with the communication partners. The TRANSPORT-
SELECTOR specification is mandatory in all cases.

Unix, Linux and Windows systems:

On Unix, Linux and Windows systems the address of the access point also comes from the LISTENER-PORT, T-
PROT, and TSEL-FORMAT components.

See "Providing address information for the CMX transport system (Unix, Linux and Windows systems)" for more
information.

Only a maximum of 1000 connections can be established per access point at a time. If you require more
concurrent connections in your application, you must define more than one access point. But in this case note
the above info box.

® Application Entity Qualifier
You can define an application entity qualifier (AEQ) as additional address information. The application entity
qualifier (AEQ) is combined with the application process title (APT) defined in the UTMD statement to form the
application entity title (AET). The AET is a globally unique name for an application entity within the OSI TP
environment. During transaction-oriented processing, the partner application requires the AET of the local UTM
application in order to establish a connection. Similarly, the local application requires the AET of the partner
application. It must be specified in the OSI-LPAP control statement that defines the partner application.
The transport selector for the access point is still a mandatory entry.

® Listener ID (Unix, Linux and Windows systems)
On Unix, Linux and Windows systems the access point is assigned a listener ID.

Each ACCESS-POINT is signed on to the transport system when the application is started (provided this is
possible), and is not signed off until the application is terminated.

281



ACCESS- PO NT | access_poi nt _nane
[ , APPLI CATI ON- ENTI TY- QUALI FI ER=aequal i fier ]
, PRESENTATI ON- SELECTOR={ *NONE |
(Cc [,SID| EBCDIC | ASCI 1) |
X x'"}
, SESSI ON- SELECTOR={ * NONE |
(Cc [, SID| EBCDIC | ASCI 1) |
X x'"}
, TRANSPORT- SELECTOR=C c'

further operands for Unix, Linux and Windows systems

, LI STENER- | D=nurber ]

, LI STENER- PORT=nunber ]

, T- PROT=( REC1006 ) ]
,TSEL-FORMAT={ T | E| A} ]

—_ ———

access_point_name

Name of the OSI TP access point, which is then used to identify the access point in the
local UTM application.

access_point_name can be up to eight characters in length. access point_name must be
unigue within the local UTM application.

APPLICATION-ENTITY-QUALIFIER=aequalifier

Address component of the application entity title (AET). The AET is required if you are
working with transaction management (commit functional unit), or if a heterogeneous
partner requires an AET in order to establish a connection.

An application entity qualifier (AEQ) can be specified only if an application process title
(APT) is also defined for the application in the UTMD statement.

However, an APT need not necessarily be assigned an AEQ. If AEQ is not defined , the
access point has no application entity title (AET), i.e. it cannot be used for transaction
management (commit functional unit).

If the application context of an OSI-LPAP partner that operates via this access
point (OSI-CON statement) contains the CCR syntax, you must enter an
application entity qualifier here.

For aequalifier, specify a positive integer. aequalifier must be unique within the application, i.
e. aequalifier=integerl must not be specified as the AEQ in any other ACCESS-POINT
statement.

Minimum value: 1
Maximum value: 67 108 863 (225-1)
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LISTENER-ID=

LISTENER-PORT=

number
This operand is supported only on Unix, Linux and Windows systems.
This assigns a listener ID to the access point as administrative information.

Listener IDs can be specified for access points and application names. See also the
BCAMAPPL statement in section "'BCAMAPPL - define additional application names".

You can use the listener IDs to distribute the network connections of the access points to
different network processes. All connections of an access point are managed by the same
network process.

If you do not explicitly specify a listener ID, openUTM assigns the value 0 and combines all
connections without a listener ID into a single network process.

Default value: O
Minimum value: O
Maximum value: 65535

BCAMAPPL names that were created for communication via the socket interface (native
TCPI/IP) use separate network processes. Their listener IDs comprise a separate number
space. i.e. they are administered in a different network process even if they have the same
listener ID as this access point.

number

This operand is supported only on Unix, Linux and Windows systems.
Port number of the access point.

All port numbers between 1 and 65535 are allowed.

Default: O (i.e. no port number)

If OPTION CHECK-RFC1006=YES, then a port number must be entered for LISTENER-
PORT.

PRESENTATION-SELECTOR=

STD

EBCDIC

Presentation selector for the address of the OSI TP access point.
The address of the OSI TP access point does not contain a presentation selector.

The presentation selector is entered in the form of a character string (c). The value
specified for ¢ can be up to 16 characters in length. The presentation selector is case-
sensitive.

In the case of a character string, you can chose the code in which the characters are
interpreted.

The characters are interpreted as a machine-specific code (BS2000 = EBCDIC; Unix, Linux
and Windows systems = ASCII).

Default: STD

The characters are interpreted as EBCDIC code.
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ASCII The characters are interpreted as ASCII code.

XX’ The presentation selector is entered in the form of a hexadecimal number (x). The value
specified for x can be up to 32 hexadecimal digits (corresponds to 16 bytes) in length. You
must enter an even number of hexadecimal digits.

SESSION-SELECTOR=
Session selector for the address of the OSI TP access point.
*NONE The address of the OSI TP access point does not contain a session selector.

Cc The session selector is entered in the form of a character string (c). The value specified for ¢
can be up to 16 characters in length. The session selector is case-sensitive.

In the case of a character string, you can chose the code in which the characters are

interpreted.

STD The characters are interpreted as a machine-specific code (BS2000 = EBCDIC; Unix, Linux
and Windows systems = ASCII).
Default: STD

EBCDIC The characters are interpreted as EBCDIC code.

ASCII The characters are interpreted as ASCII code.

X'x' The session selector is entered in the form of a hexadecimal number (x).

The value specified for x can be up to 32 hexadecimal digits (corresponds to 16 bytes) in
length. You must enter an even number of hexadecimal digits.

TRANSPORT-SELECTOR=C’c’

Transport component for the address of the OSI TP access point.
The specification of T-SEL=C’c’ is mandatory.

You can enter up to eight printable characters. Permitted characters include uppercase
letters, numbers, and the special characters $, # and @. Hyphens are not permitted. The
first character of the name must be an uppercase letter.

The name defined in T-SEL must be unique in the local UTM application. It must not be the
same name as the primary application name specified in MAX APPLINAME, a BCAMAPPL
name or the name specified with a Tselector in an ACCESS-POINT control statement.

BS2000 systems:

T-SEL= specifies the local BCAM application name.The transport selector must be unique
in the local system for each host.

Unix, Linux and Windows systems:

You must match T-SEL to the transport selector of the OSI TP partner. If, for example, the
partner is a UTM application, the specification in T-SEL must match the transport selector of
the OSI-CON statement on the partner.
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T-PROT=

RFC1006

TSEL-FORMAT=

Address formats of the T-selectors of the access point
This operand is supported only on Unix, Linux and Windows systems.

Further Information, see "PCMX documentation” (openUTM documentation).

Address format RFC1006, ISO transport protocol based on TCP/IP and RFC1006
convergence protocol.

Default: RFC1006

Format indicator of the T-selectors of the access point (operand TRANSPORT-SELECTOR)
This operand is supported only on Unix, Linux and Windows systems.

The format indicator specifies the encoding of the T-selectors in the
transport protocol. You will find more information in the “PCMX documentation” (openUTM
documentation).

TRANSDATA format (encoded in EBCDIC)
EBCDIC character format

ASCI| character format

Default:
T if the character set of the T-selector corresponds to the TRANSDATA format
E in all other cases

It is recommended to specify a value explicitly for TSEL-FORMAT.
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6.5.3 ACCOUNT - define the accounting functions

The ACCOUNT control statement allows you to define:

* whether the accounting or calculation phase of the UTM accounting is to be activated at the start of the UTM
application,

® when an accounting record is written,

® the weighting with which resources are to be evaluated in the accounting phase.

If the ACCOUNT control statement is not specified, then this has the same effect as ACCOUNT ACC=NO. Only the

first ACCOUNT statement of a KDCDEF run is evaluated.

UTM accounting can also be activated and deactivated via the administration, even if no ACCOUNT statement is
issued in the KDCDEF generation. In this case the default values apply.

You may only specify the ACCOUNT statement once within a KDCDEF run.

i The UTM accounting functions and the format of accounting records written by openUTM are described in
the openUTM manual “Using UTM Applications”.

ACCOUNT  ACC={ YES | NO| CALC}
[ , CPUUNI T=cpuunit ]
[ ,IOUNIT=iounit ]
[, MAXUNI T=maxuni t ]
[ , OUTUNI T=out unit ]

ACC= specifies which UTM accounting functions are to be executed. ACC is a mandatory operand.
YES openUTM is to activate the accounting phase of UTM accounting after the application start.
NO The accounting functions are not activated after the application start.

You can switch on the accounting functions during live operation using the administration
command KDCAPPL ..., ACC=0N or via the program interface for administration (see the
openUTM manual “Administering Applications”).

CALC openUTM is to activate the calculation phase after the application start.

CPUUNIT=  cpuunit

specifies the weighting with which a CPU second is evaluated in the accounting phase of the UTM
accounting. Fractions of a CPU second are billed proportionally.
You must enter an integer here.

Default value: 0
Minimum value: 0
Maximum value: 32767
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IOUNIT=

MAXUNIT=

OUTUNIT=

iounit
specifies the weighting with which 100 disk 1/0Os are evaluated in the accounting phase.
Fractions of 100 inputs/outputs are billed accordingly. You must enter an integer here.

Default value: 0
Minimum value: O
Maximum value: 32767

i Unix, Linux and Windows systems:
This operand is not used because these operating systems do not provide information on
disk I/O.

maxunit

specifies the number of accounting units at which openUTM is to create an accounting record for a
particular user (USER). You must enter an integer here.

Default value:
99 999 999 (:108-1) i.e. an accounting record is normally created only on connection shutdown.

Minimum value: 1
Maximum value: 99 999 999 (=108 - 1)

outunit

specifies the weighting with which a print job (FPUT NE) is evaluated for accounting purposes.
You must enter an integer here.

Default value: 0
Minimum value: O
Maximum value: 4095
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6.5.4 APPLICATION-CONTEXT - define the application context

The APPLICATION-CONTEXT control statement is required only for communication based on the OSI TP protocol.

You only have to specify the APPLICATION-CONTEXT statement if you want to define an additional application
context.

It allows you to define the application context used for communication via OSI TP. The application context
determines the rules governing data transfer between the

communication partners. It defines how the user data is encoded for transfer, and the format in which data is
transferred. The application context must be coordinated with the partner.

The APPLICATION-CONTEXT statement enables you to define a local name for an application context, and to
assign an object identifier and the abstract syntaxes belonging to this application context.

openUTM generates the standard application contexts UDTAC, UDTDISAC, XATMIAC, UDTCCR, UDTSEC and
XATMICCR.

APPLI CATI ON- CONTEXT | appli cati on_cont ext _nane
, OBJECT- | DENTI FI ER=0bj ect _i dentifier
, ABSTRACT- SYNTAX={ abstract_syntax_nane |
(abstract_syntax_nane,...) }

application_context_name

A local name for an application context up to eight characters in length.

application_context_name must be unique within the UTM application.
OBJECT-IDENTIFIER=0Dbject_identifier

Object identifier of the application context specified as follows:
object_identifier=(numberl,number2, ... ,number10)

number is a positive integer in the range 0 to 67108863. For object_identifier, you can
specify two to ten integers enclosed in parentheses, each of which is separated by a
comma. The number of integers entered and their positions are relevant.

Instead of the integer itself, you can also specify the symbolic name assigned to this
integer. The table in section "OSI terms" shows the permitted values for number at the
various positions.

object_identifier must be unique within the UTM application, i.e. another application context
must not be generated with the same object identifier.

ABSTRACT-SYNTAX= Abstract syntax assigned to the application context for the transfer of user data.
abstract_syntax_name
Name of an abstract syntax defined using the ABSTRACT-SYNTAX control statement.

(abstract_syntax_name, ..., abstract_syntax_name)
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List of up to nine abstract syntaxes separated by commas. Each abstract syntax specified in
abstract_syntax_name must be defined beforehand using the ABSTRACT-SYNTAX
statement.

The default UTM syntaxes CCR, UDT, XATMI, and UTMSEC need not be explicitly
generated.

To work with transaction processing, a application context must be selected that contains the abstract syntax CCR.

If sign-on data is to be passed in a APRO call, then a application context must be selected that contains the
abstract syntax UTMSEC.

If both partners use the XATMI interface, then a application context must be selected that contains the abstract
syntax XATMIL.

openUTM automatically generates the application contexts UDTAC, UDTDISAC, XATMIAC, UDTCCR, UDTSEC
and XATMICCR, which are defined as follows:
Generation of “UDTAC”:

APPLI CATI ON- CONTEXT UDTAC,
OBJECT- | DENTI FI ER=(1, 0, 10026, 6, 2), -
ABSTRACT- SYNTAX=UDT

Symbolic representation of the object identifier:

(iso, standard, tp, udt, application-context)

Generation of “UDTDISAC":

APPLI CATI ON- CONTEXT UDTDI SAC, -
OBJECT- | DENTI FI ER=(1, 0, 10026, 6, 2, 1), -
ABSTRACT- SYNTAX=UDT

Symbolic representation of the object identifier:

(iso, standard, tp, udt, application-context, wth-tp)

Generation of “XATMIAC”:

APPLI CATI ON- CONTEXT XATM AC,
OBJECT- | DENTI FI ER=(1, 2, 826, 0, 1050, 4, 2, 1), -
ABSTRACT- SYNTAX=( XATM )

Symbolic representation of the object identifier:

(i so, national -nenber-body, bsi, disc, xopen, xatm, application-context, atpll-21-
31)

Generation of “UDTCCR”:

APPLI CATI ON- CONTEXT UDTCCR, -
OBJECT- | DENTI FI ER=(1, 0, 10026, 6, 2), -
ABSTRACT- SYNTAX=( UDT, CCR)

Symbolic representation of the object identifier:
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(iso, standard, tp, udt, application-context)

Generation of “UDTSEC":

APPLI CATI ON- CONTEXT UDTSEC, -
OBJECT- | DENTI FI ER=(1, 3, 0012, 2, 1107, 1, 6, 1, 3, 0), -
ABSTRACT- SYNTAX=( UDT, UTMSEC, CCR)

Symbolic representation of the object identifier:

(iso, identified-organisation, icd-ecma, nenber-conpany, sienens-units, sni,
transacti on-processing, utmsecurity, application-context, version)
Generation of “XATMICCR":

APPLI CATI ON- CONTEXT XATM CCR, -
OBJECT- | DENTI FI ER=(1, 2, 826, 0, 1050, 4, 2, 1), -
ABSTRACT- SYNTAX=( XATM , CCR)

Symbolic representation of the object identifier:

(i so, national -nenber-body, bsi, disc, xopen, xatmi, application-context, atpll-21-
31)
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6.5.5 AREA - define additional data areas

The AREA statement allows you to define the name, properties, and sequence of additional shareable data areas.
The structure of these areas is not defined by openUTM and can be defined as chosen. The addresses of such
areas are passed to the program unit as parameters at the start of the program with the address of the
communication area and the standard primary working area.

i You have an alternative to administering areas with openUTM using AREA statements in most
programming languages (especially under COBOL and C/C++). The alternative is to declare areas as
external data areas and to access these areas from the program units. This option offers a number of
benefits compared with AREAs. You will find more information on this subject in the openUTM manual
~Programming Applications with KDCS”.

Each area to be defined in openUTM must be defined in a separate AREA statement. The order of the AREA
statements indicates the order in which these areas must be specified in the parameter list and declared in the
program unit (e.g. on BS2000 systems in the LINKAGE-SECTION under COBOL). If the area defined on the n-th
location is required, then all areas in the parameter list and in the data declaration must be specified or declared up
to this area.

It is possible to specify up to 99 AREA statements in a single generation run.

i AREAs in UTM cluster applications are local to the node, i.e. each node application has its own instance
of each AREA.

Generating areas on BS2000 systems
On BS2000 systems areas can be created:

® in the global common memory pool (for all applications).
® in the local common memory pool (for all application processes started under the same user ID).
® in non-privileged subsystems.

® in the linked application program.

The following applies for the AREA statement:
® |f you specify the operand LOAD-MODULE=, you must also write a LOAD-MODULE statement. Note that no
load module may be referenced which has been generated with LOAD-MODULE ...LOAD-MODE=ONCALL.

®* AREA statements that do not contain the LOAD-MODULE operand define data areas that are linked statically to
the application program.

® The default values for AREA are set using the DEFAULT PROGRAM statement.
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AREA | ar eanane
[ , LOAD- MODULE=I nodnane ]

areaname Name of the area. areaname is an alphanumeric value up to 32 characters in length. areaname must
be a module.

LOAD-MODULE=Imodname

Imodname can be up to 32 characters in length.

LOAD-MODULE-= identifies the name of the load module to which the module is linked. This load
module must be defined using the LOAD- MODULE statement, and must not be generated with the
operand LOAD-MODE=ONCALL.

Generating areas on Unix, Linux and Windows systems
An area must be explicitly defined, compiled, and linked to the program unit as external C/C++ data structures.

In the AREA statement, you can define whether the area is transferred directly to the program unit, or is accessed
indirectly by means of a pointer. When accessing indirectly, a pointer must be supplied with the address of the area
before the first program unit is started. You can set the addresses before compiling or during the application run in
the event exit START, for example.

AREA ar eanane
[ ,ACCESS={ DI RECT | | NDI RECT } ]

areaname Name of the area. areaname is an alphanumeric value up to 32 characters in length. areaname
must be a module.

ACCESS= Mode of access to the additional data area
DIRECT The area is defined directly as a C data structure.Default: DIRECT

INDIRECT The area is defined as a pointer. The pointer areaname must be supplied with the address of the
area. It is possible to first set the address during the application run, e.g. you can store the
address of a shared memory area in the pointer in the START event exit.
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6.5.6 BCAMAPPL - define additional application names

The BCAMAPPL statement allows you to assign additional application names to the UTM application for client
/server communication and distributed processing via LU6.1. Each application name defines a transport system
endpoint that can be used to establish connections to the UTM application.

The primary application name of the UTM application is specified in the APPLINAME operand of the MAX
statement. Please note the following:

® BS2000 systems:
You may issue the BCAMAPPL statement only for additional BCAM names of the application. You must not
issue a BCAMAPPL statement for the primary application name.

® Unix, Linux and Windows systems:

® You will also need to issue a BCAMAPPL statement for the primary application name if you also wish to
establish connections via this name to partner applications or clients.

® Only a maximum of 1000 connections can be established at a time per application name. If more concurrent
connections are needed by your application, you must define more than one application name.

The BCAMAPPL statement can be issued several times. However, to ensure that resources are not unnecessarily
occupied, you should only generate as many BCAMAPPL statements (i.e. application names) as are necessary.

It is necessary to generate additional application names for your UTM application if:
® parallel connections via LU6.1 are to be defined to other applications (distributed processing). In this event,
additional application names must be generated in at least one of the applications involved.

® communication with a partner is to be done via the socket interface (native TCP/IP). You will need a separate
BCAMAPPL name (with T-PROT=SOCKET) for the communication via the socket interface. This name cannot
be used for communication via other transport protocols.

® you select the transport protocol (not NEA) for a partner of a UTM application generated with PTYPE=APPLI,
PTYPE=UPIC-R, or generated as a partner of a LU6.1 application.

® you establish multiplex connections to a partner of a UTM application.
® you want to communicate with a UTM application on Unix or Windows systems.

® you want to establish connections via the RFC1006 protocol. In this case you must define a separate
BCAMAPPL name for the communication via RFC1006.

In all K-messages which contain the UTM application name as an insert, the name defined in the
APPLINAME operand of the MAX statement will be displayed.
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BCAMAPPL statement on BS2000 systems

BCAMAPPL = appl i name
, LI STENER- PORT=nunber only allowed and mandatory for T- PROT=SOCKET
[ ,SIGNON-TAC={ *NONE | tacnane } |

[ ,T-PROT={ NEA | 1SO| RFCL006 | SOCKET |
(SOCKET [, *ANY | *USP | *HTTP] [, SECURE])} ]

[ , USER- AUTH = *NONE | *BASI C ]

appliname

LISTENER-PORT=

SIGNON-TAC =

*NONE

Additional BCAM name of the UTM application. appliname can be up to eight characters in
length. appliname must not be identical to the application name you specified in MAX ...,
APPLINAME-= or in ACCESS-POINT..., TRANSPORT-SELECTOR-=.

appliname must be unique in the local system for each host.

number

Only permitted for T-PROT=SOCKET. In this case, it is mandatory to specify the
LISTENER-PORT.

LISTENER-PORT specifies the port number on which openUTM waits for external
connection establishment requests.

If LISTENER-PORT is generated together with T-PROT=(SOCKET,..., SECURE), then in
addition to the port number defined with number, the port number number+1 is also
assigned by the UTM application.

The second port number is required for communication between the UTM application and
the reverse proxy.

All port numbers between 1 and 65535 are allowed.

Each port number may only be used once in the local system. It may be when starting
openUTM that some port numbers are already reserved by the system or other TCP/IP
applications, or that privileged port numbers may not be used. In this case, the start of the
UTM application is aborted.

Specifies whether a sign-on service is to be started for connections that are established
using the application names appliname (=transport system access point). If a sign-on
service is to be started, you must specify the name of the transaction code via which the
sign-on service is to be started.

For connections to the UTM application that are to be established using the application
name appliname, no sign-on service is to be started, regardless of whether the TAC is
generated with KDCSGNTC or not.

If the T-PROT=(SOCKET,*ANY | *HTTP) is given for the BCAMAPPL, then the value
*NONE has to be specified for SIGNON-TAC, if the TAC KDCSGNTC is generated for the
application.
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tacname

T-PROT=

NEA

Name of the service TAC started via the sign-on service.

The transaction code tacname must be generated using a TAC statement. In the TAC
statement, you must not modify the following default settings for the transaction code:

APl = KDCS,

CALL = FIRST or BOTH,
ENCRYPTION-LEVEL = NONE,
PGWT = NO,

TACCLASS =0,

TYPE =D,

no limitation on data access authorizations, i.e. the operands ACCESS-LIST and LOCK
may not be specified

For UPIC partners, the sign-on service is only started if UPIC=YES is generated in the
SIGNON statement. In the case of UPIC partners, the signon service is not started when
the connection is established. Instead, it is started before a UPIC conversation is started
(see also SIGNON statement, OMIT-UPIC-SIGNOFF= parameter in section "SIGNON -
control the sign-on procedure”).

For LU6.1 partners, no sign-on service is started.

tacname may not be assigned to a program (PROGRAM operand of a TAC statement) that

is located in a load module generated with LOAD-MODE=ONCALL.

Default:

® KDCSGNTC as far as it is generated in the application (KDCSGNTC = standard sign-on

service; generated with a TAC statement)
otherwise *NONE

CAUTION!

Those communication partners that establish their connection to the UTM
application via the primary application name (generated in MAX
APPLINAME=) can only have a sign-on service that is generated using the
transaction code KDCSGNTAC.

Transport protocols to be used on the connections to partner applications that are
established through this application name.

An NEA transport protocol is used.

Default: NEA
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ISO

RFC1006

SOCKET

*USP

*HTTP

*ANY

An ISO transport protocol is used.

Whether or not an ISO transport connection can be established to this application and
which transport protocol will actually be used depends on the generation of the transport
system. As parallel connections are allowed for ISO transport connections although they
are not supported by openUTM, openUTM accepts the connection of the contention winner
(CON) or of the partner with the alphabetically smaller name pair (ptermname, processor
name, PTERM statement) in case of a contention.

TCP/IP is used with the RFC1006 convergence protocol.
RFC1006 is synonymous with T-PROT=ISO on BS2000 systems.

T-PROT=RFC1006 or T-PROT=ISO must be used for communication with
openUTM on Unix, Linux or Windows systems.

Native TCP/IP is to be used as the transport protocol, i.e. communication is to be handled
via the socket interface.

If you specify T-PROT=SOCKET, then you must define a port number in the LISTENER-
PORT operand.

You will find more information on SOCKET in the section "Providing address information”.

With sub-parameters the type of socket protocol can be speciified that is to be used on
these connections.

The UTM socket protocol shall be used on connections of this transport system
access point.
*USP is the default value.

The HTTP protocol shall be used on connections of this transport system access point.

On connections of this communication end point both of the UTM socket protocol and the
HTTP protocol are supported.

WIth this configuration the protocol of a connection is determined by the protocol of the first
message received.
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*SECURE

USER-AUTH =

*BASIC

*NONE

When SECURE is specified as additional sub-parameter, then the TLS functionality of the
secure socket layer is used for all communication on these connections.

If SECURE is specified for an application in BS2000 systems, UTM starts an additional
ENTER process with a reverse proxy for this application. The purpose of this proxy process
is to accept SSL connections for the UTM application and pass them on to the UTM
application.

UTM passes a maximum of three listener port numbers to the reverse proxy process. This
means that for a UTM(BS2000) application with a maximum of three BCAMAPPL
statements, the attribute SECURE should be specified. If more than three BCAMAPPL
statements with the SECURE attribute are required for an application, a user must create
the start procedure of the reverse proxy process himself and start the process manually.

The prerequisite for starting the reverse proxy process is that a job variable with the base
name of KDCFILE is cataloged when the application is started. For details see the
description for the use of such a job variable and of the reverse proxy process in generell in
the manual "Using UTM Applications in BS2000 Systems" in the chapter "Starting UTM
Applications”.

The USER-AUTH parameter specifies which authentication mechanism HTTP-clients must
use for this application.

The value that is set here for this parameter applies to all HTTP messages that are received
using this application name and whose path specification is not mapped to a TAC using an
HTTP-DESCRIPTOR statement. For the latter cases, the parameter USER-AUTH acts on
the HTTP-DESCRIPTOR statement.

If the UTM application is generated without users, only the value *NONE may be
specified for USER-AUTH.

The Basic Authentication Scheme from RFC 2617 is to be used to transfer authentication
data. If Basic Authorization is required for an HTTP request, but no Authorization Header is
contained in the HTTP request, UTM requests authentication data using a response with
status code 401 Unauthorized.

If *NONE is specified, the client does not have to pass any authentication data. UTM uses
the connection user for such a request if the client does not automatically send
authentication information in the HTTP request.

Default: *NONE
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BCAMAPPL statement on Unix, Linux and Windows systems

On Unix, Linux and Windows systems the operands appliname, LISTENER-PORT (TCP/IP port number), T-PROT
(transport protocols used) and TSEL-FORMAT (format identifier) are used to specify the address.

BCAVAPPL

appliname

appl i nane

, LI STENER- | D=nunber ]

, LI STENER- PORT=nunber ]

, SI GNON- TAC={ *NONE | tacnane } ]
, T- PROT={ REC1006 | SOCKET |

(SOCKET [, *ANY | *USP | *HTTP] [, SECURE])} ]

, USER- AUTH = *NONE | *BASI (]
,TSEL-FORMAT={ T | E| A} ]

Additional name of the UTM application. appliname can be up to eight characters in length.
appliname must not be identical to the application name you specified in ACCESS-POINT...,
TRANSPORT-SELECTOR=.

In addition, the name must be different from the application name that you specified in the
BCAMAPPL operand of the CLUSTER statement.

appliname must be unique throughout the network.

KDCDEF creates a T-selectors from appliname for the transport system. The T-selectors is
part of the transport address of the application that is used to address the application from
partner applications when establishing a connection.

Exception:
appliname is only relevant internally in UTM for T-PROT=SOCKET, e.qg. for the
administration. The name only needs to be unique within the application.
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LISTENER-ID=

LISTENER-PORT=

SIGNON-TAC =

number
This assigns a listener ID to the application name as administrative information.

Listener IDs can be specified for application names and access points. Further information
can be found in the description of the ACCESS-POINT statement.

You can use the listener IDs to distribute the network connections of the access points to
different network processes. All connections of an access point are managed by the same
network process.

BCAMAPPL names with T-PROT=SOCKET (communication via the socket interface)
comprise a separate set of numbers, i.e. the access points for communication via the
socket interface are managed using different network processes than the access points for
other transport protocols.

If you do not specify a listener ID, then openUTM assigns the value 0 as the listener ID. All
connections without a listener ID that are not established via the socket interface are
combined into a single network process, and all connections without a listener ID that are
established via the socket interface are combined into another single network process.

Default value: 0
Minimum value: 0
Maximum value: 65535

number
Port number of the UTM application.
All port numbers between 1 and 65535 are allowed.

With T-PROT=RFC1006 and OPTION CHECK-RFC1006=YES and withT-PROT=SOCKET,
a port number must be specified for LISTENER-PORT. In all other cases, the default value
is 0 (no port number).

I e A port number may only be used once per processor to listen for connections
being established via the socket interface (SOCKET).

® |f the default value is used (port number 0), the default port number assigned
by PCMX is used internally. This can result in conflicts if, for example, the port
is used by different applications.

Specifies whether a sign-on service is to be started for connections that are established
using the application names appliname (=transport system access point). If a sign-on
service is to be started, you must specify the name of the transaction code via which the
sign-on service is to be started.
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*NONE

tacname

T-PROT=

RFC1006

For connections to the UTM application that are to be established using the application
name appliname, no sign-on service is to be started, regardless of whether the TAC is
generated with KDCSGNTC or not.

If the T-PROT=(SOCKET,*ANY | *HTTP) is given for the BCAMAPPL, then the value
*NONE has to be specified for SIGNON-TAC, if the TAC KDCSGNTC is generated for the
application.

Name of the service TAC started via the sign-on service.

The transaction code tacname must be generated using a TAC statement. In the TAC
statement, you must not modify the following default settings for the transaction code:
* API=KDCS,

® CALL = FIRST or BOTH,

® ENCRYPTION-LEVEL = NONE,

®* PGWT =NO,

® TACCLASS =0,

®* TYPE =D,

® no limitation on data access authorizations, or in other words, the operands ACCESS-
LIST and LOCK may not be specified

For UPIC partners, the sign-on service is only started if UPIC=YES is also generated in the
SIGNON statement. In the case of UPIC partners, the signon service is not started when
the connection is established. Instead, it is started before a UPIC conversation is started
(see also SIGNON statement, OMIT-UPIC-SIGNOFF= parameter in section "SIGNON -

control the sign-on procedure™). For LU6.1 or OSI TP partners, no sign-on service is started.

Default:

® KDCSGNTC as far as it is generated in the application (KDCSGNTC = standard sign-on
service; generated with a TAC statement)

® otherwise *NONE

CAUTION!

If the application name specified in appliname corresponds to the primary
application name (generated in MAX APPLINAME=) then for SIGNON-TAC= you
may specify KDCSGNTC (standard sign-on service), *NONE or leave it blank.

Address formats of the T-selectors in the transport address.

You can specify the following address formats for T-PROT.

Address format RFC1006

You will find more information on the RFC1006 address format in the section “PCMX
documentation” (openUTM documentation).

Default: RFC1006
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SOCKET

*USP

*HTTP

*ANY

*SECURE

USER-AUTH =

*BASIC

*NONE

TSEL-FORMAT=

Communication is done via the socket interface.

No other address specifications are required other than T-PROT=SOCKET, LISTENER-
PORT and appliname.

You will find more information on SOCKET in the section "Providing addressinformation”.

With sub-parameters the type of socket protocol can be speciified that is to be used on
these connections.

The UTM socket protocol shall be used on connections of this communication end point.

*USP is the default value.
The HTTP protocol shall be used on connections of this communication end point.

On connections of this communication end point both of the UTM socket protocol and the
HTTP protocol are supported.

WIth this configuration the protocol of a connection is determined by the protocol of the first
message received.

If SECURE is also specified as an additional sub-parameter, then communication on these
connections takes place using TLS via the Secure Socket Layer.

The USER-AUTH parameter specifies which authentication mechanism clients must use for
this application.

The value that is set here for this parameter applies to all HTTP messages that are received
using this application name and whose path specification is not mapped to a TAC using an
HTTP-DESCRIPTOR statement. For the latter cases, the parameter USER-AUTH acts on
the HTTP-DESCRIPTOR statement.

If the UTM application is generated without users, only the value *NONE may be
specified for USER-AUTH.

The Basic Authentication Scheme from RFC 2617 is to be used to transfer authentication
data. If Basic Authorization is required for an HTTP request, but no Authorization Header is
contained in the HTTP request, UTM requests authentication data using a response with
status code 401 Unauthorized.

If *NONE is specified, the client does not have to pass any authentication data. UTM uses
the connection user for such a request if the client does not automatically send
authentication information in the HTTP request.

Default: *NONE

Format identifier of the T-selectors to be created from appliname.

The format identifier specifies the encoding of the T-selector in the transport protocol. You
will find more information in the section “PCMX documentation” (openUTM documentation).

TRANSDATA format (coding in EBCDIC)
In this case appliname must be exactly 8 characters long and must not include lowercase
letters.

E EBCDIC format
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A ASCI| format

Default:

T if the character set of appliname matches to the TRANSDATA format
E in all other cases

It is recommended for TNS-less operation via RFC1006 to explicitly specify a value for
TSEL-FORMAT.

302



6.5.7 CHAR-SET- assign names to code tables (BS2000 systems)

This statement is only needed when the application communicates with HTTP-Clients.

Messages from HTTP-Clients are normally encoded in an ASCII character set. On the other hand BS2000 systems
use EBCDIC character sets. The character set of the payload (message body) of an HTTP message can be
specified in the Content-Type header of the HTTP protocol. UTM can perform a code conversion of the payload, if
the character set name given in the Content-Type header of the HTTP message matches exactly one of the names
generated with the CHAR-SET statement. Note that the names are interpreted case-insensitive.

Each of the four code conversion tables of UTM may be assigned up to four character-set names.

CHAR-SET { SYS1 | SYS2 | SYS3 | SYs4 }
, NAME= (C char-set-nane', ...)

SYS1|SYS2|SYS3|SYS4

With this parameter one of the four code conversion tables of UTM is selected. For further information
about code conversion in UTM applications see chapter "Code conversion".

NAME= ( C'char-set-name’, ...)

With the parameter NAME up to four character set names may be defined, which will be assigned to
the code conversion table specified in this statement. The spelling of the names is case-insensitive.
The maximum length of the name is 32 characters.

The defined character set names must be unique within the application. At most four character set
names may be assigned to one code conversion table. This may be done by one or more CHAR-SET
statements.
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6.5.8 CLUSTER - define global properties of a UTM cluster application (Unix, Linux and
Windows systems)

The CLUSTER statement is used to configure a UTM cluster application. The operands of the CLUSTER control
statement can be split over several CLUSTER statements.

If you specify the same operand in several CLUSTER statements, the first specification is taken as the valid one.
No message is issued.

If a cluster statement is specified, you must also specify at least two CLUSTER-NODE statements. If a CLUSTER
statement is specified, KDCDEF implicitly generates a BCAMAPPL entry with the BCAMAPPL name specified in
the CLUSTER statement.

i The effect of the CLUSTER statement depends on the value specified in the OPTION statement, see
section "OPTION - manage the KDCDEF run".

If you change specifications in the CLUSTER statement or the CLUSTER-NODE statements with a new
generation, you must create new UTM cluster files and a new KDCFILE (OPTION GEN=CLUSTER,
KDCFILE) and use this file to apply the changes.

Exception:

The size of the cluster page pool can be increased during operation, i.e. without it being necessary to
generate new UTM cluster files. When this is done, the number of cluster page pool files must not be
changed.

CLUSTER CLUSTER- FI LEBASE = cluster _fil ebase

, BCAMAPPL = cl ust er _appl nane

, LI STENER- PORT = port _nunber

, USER- FI LEBASE = user _fil ebase

, ABORT-BOUND- SERVICE = { NO| YES } ]
, CHECK- ALI VE- TI MER- SEC = time ]

, COWUNI CATI ON- REPLY- TI MER- SEC = tine ]
, COMWWUNI CATI ON- RETRY- NUMBER = nunber ]
, DEADLOCK- PREVENTION = { NO | YES } ]
, EMERGENCY- CMD = command_stringl ]

, FAIl LURE- CMD = comand_string2 |

, FI LE- LOCK- RETRY = nunber ]

, FI LE- LOCK- TI MER- SEC = tine ]

, PGPOOL=( nunber, warnl evel ) ]

, PGPOOLFS=nunber ]

, RESTART- TI MER- SEC = tine ]

, LI STENER- | D=nunber ]

L B e T B T T T T T T B B B |

i The operands CLUSTER-FILEBASE, BCAMAPPL, LISTENER-PORT and USER-FILEBASE must always
be specified. The specifications in the OPTION statement determine whether and in what way these
operands are then evaluated.
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CLUSTER-FILEBASE=cluster_filebase

BCAMAPPL=

Name prefix or directory for the UTM cluster files. Some of the UTM cluster files are
generated by KDCDEF (see list below) while others are not generated until runtime.

The operand CLUSTER-FILEBASE is only evaluated if GEN=CLUSTER or GEN=
(CLUSTER,...) is specified in the OPTION statement. In this case, KDCDEF generates the
following files:

® the cluster configuration file

® the cluster user file

® the cluster page pool files.

® the cluster GSSB file

® the cluster ULS file

In this case, these files must not already exist.

Mandatory operand.

cluster_filebase defines the directory in which the UTM cluster files are to be stored. The
directory must be created before the KDCDEF run.

The UTM cluster files are created under the file names UTM C. xxxXx, wherexxxx is file-
specific, see "UTM cluster files".

The files can be copied to a different directory to operate the UTM cluster application.

Specify the name which is then valid in the start parameters when the application is started.

The name can be up to 42 characters in length and must comply with the syntax for file
names.

cluster_applname
Name of the communication end point for cluster-internal communication.

The name specified here must be different from the names specified for TRANSPORT-
SELECTOR under MAX APPLINAME, in other BCAMAPPL statements or in ACCESS-
POINT statements. In addition, the name specified here must not be used by other
applications on the computers of the UTM cluster application as the name of a
communication end point.

The name generated here must not be referenced in other statements (e.g. in the PTERM
statement) as the BCAMAPPL name.

The name can be up to 8 characters in length.

Mandatory operand.
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LISTENER-PORT=

USER-FILEBASE=

port_number
Port number for cluster-internal communication.

This operand specifies the port number on which the local application listens for external
connection requests.

Enter any port number between 1 and 65535.

Note that the port number specified here must not be used anywhere else on the computers
of the UTM cluster. The port number must also differ from the other port numbers used by
this application. KDCDEF does not, however, check this.

Mandatory operand.

user_filebase

Name prefix or directory for the current cluster user file of a UTM cluster application. The
operand USER-FILEBASE is only evaluated if GEN=KDCFILE, GEN=(KDCFILE,
ROOTSRC) or GEN=ROOTSRC is specified in the OPTION statement.

® |f GEN=KDCFILE or GEN=(KDCFILE,ROOTSRC), the cluster user file must exist under
the name taken from user_filebase. KDCDEF evaluates the file and extends it if
necessary. The cluster user file can already be open for the KDCDEF run of a running
UTM cluster application.

* |f GEN=ROOTSRC then the cluster user file may already exist but this is not mandatory.
If it does exist then it is checked but not modified.

Mandatory operand.

The name can be up to 42 characters in length and must comply with the syntax for file
names.

ABORT-BOUND-SERVICE

NO

This parameter determines how UTM behaves when a user who has an open service in a
node application signs on.

If there is a node-bound service for a user on sign-on (see note), then the user can only
sign on at the node application to which the open service is bound; Sign-on attempts at any
other node application are rejected.

Default in UTM-S applications.

This value is not permitted in UTM-F applications.
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YES If when a user signs on at a node application, there is a node-bound service for this user
that is bound to another node application that has been terminated, then the user is able to
sign on provided that no transaction of the open service has the state PTC. No service
restart is performed

The open service is terminated abnormally the next time the node application to which it is
bound is started.

Default in UTM-F applications.

i A service is node-bound if it

® has a job-receiver service

® oris an inserted service resulting from service stacking.

In addition, a service associated with a user is node-bound as long as the user is
signed-on at a node application.

CHECK-ALIVE-TIMER-SEC=time

Interval in seconds at which a node application of a UTM cluster application checks the
availability of another node application.

Minimum value: 30
Maximum value: 3600
Default value: 600

COMMUNICATION-REPLY-TIMER-SEC=time

Time in seconds that a node application of a UTM cluster application waits for a response
after sending a message to another node application.

If there is no response in the time specified here, it must be assumed that the other node
application has failed. If you have selected a value greater than zero for COMMUNICATION-
RETRY-NUMBER, it is only assumed that the other node application has failed after the
number of retry attempts has been reached.

Minimum value: 1
Maximum value: 60
Default value: 10

COMMUNICATION-RETRY-NUMBER=number

Number of retry attempts to establish communication with another node application if this
node application does not respond within the time specified under COMMUNICATION-
REPLY-TIMER. If the monitored node application also fails to respond to any of the retry
attempts, it is flagged as failed.

Minimum value: 0, i.e. no retry after a timeout.
Maximum value: 10
Default value: 1
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DEADLOCK-PREVENTION=

YES

NO

EMERGENCY-
CMD=

In UTM cluster applications, information concerning locked data areas (GSSB, TLS, ULS) is
stored in a file. Before a service waits at a locked data area, UTM can check whether the
new wait situation might result in a deadlock. To do this, additional file I/Os are necessary.

This parameter specifies whether or not UTM performs additional checks in order to prevent
deadlocks.

UTM performs additional checks of the GSSB, TLS and ULS data areas in order to prevent
deadlocks.

UTM does not perform any additional checks of the GSSB, TLS and ULS data areas in
order to prevent deadlocks If a deadlock occurs in one of these data areas then this is
resolved by means of a timeout. See also MAX statement, operand RESWAIT=timel (
"MAX - define UTM application parameters").

Default: NO

In productive operation, it is advisable to set this parameter to YES only if timeouts occur
frequently when accessing these data areas.

command_stringl

Name of a script.
This operand passes a command string containing a command to be executed.

The emergency script is called by openUTM if a failed node application was not restarted
after the failure script has been called and the restart timer (RESTART-TIMER-SEC
parameter) has expired.

The emergency script can be used, for example, to restart the failed computer in a cluster
or perform a node recovery for a failed node application.

The emergency script is always executed on the computer of the monitoring node
application.

The name passed here is not parsed by KDCDEF.
command_string1 can be up to 200 characters in length. The way in which the emergency

script is specified depends on the operating system.

i When openUTM is installed, platform specific templates are supplied with the
name ut m c. ener gency.

Unix and Linux systems:

Specify the fully qualified name of a Unix Sshell script.

Example: EMERGENCY- CVD = ' utmpath/ shsc/ ut m c. ener gency'
Windows systems:

Specify the fully qualified name of a Windows command script.
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Example: EMERGENCY- CVD = ' utmpath\shsc\ ut m c. emer gency. cnd'
Calling the script command_string1 during an application run

Six arguments are passed to the script command_string1. These identify the failed cluster
node and allow corrective measures to be initiated.

The arguments are passed in the following sequence:

1st argument Name of the UTM application

2nd argument Filebase name of the KDCFILE of the failed node application
3rd argument  Host name of the failed node

4th argument  Virtual host name of the failed node

5th argument  Reference name of the failed node application (NODE-NAME parameter
in the CLUSTER-NODE statement)

6th argument Term Application Reason: Error code in the UTM dump of the failed
node, see message K060 in openUTM manual "Messages, Debugging
and Diagnostics”. You can decide whether or not to restart the node
application on the basis of this error code.

® The error code ASIS99 means that the node was terminated
abnormally by the administrator with KDCSHUT KILL and that it
should not normally be restarted.

® In the case of all other error codes (with the exception of ENDPET),
the node application was terminated abnormally and should normally
be restarted.

® The error code ENDPET means that the node application was
terminated normally by the administrator with KDCSHUT even though
there was at least one distributed transaction in the PTC state
(prepare to commit). In this case the node application should be
restarted if possible in order to resolve the PTC state and release any
locks in the node application or a partner application.

The return code of the procedure or script is not evaluated.

Unix and Linux systems:

The generated script command_string1 is started as a background process.
It is called with the six arguments listed above.

Windows systems:

The command script command_string1 is called with the Windows command START
without waiting for it to terminate.

It is called with the six arguments listed above.
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FAILURE-CMD=

FILE-LOCK-
RETRY=

FILE-LOCK-
TIMER-SEC=

LISTENER-ID=

PGPOOL=

command-string2
Name of a script.

command_string2 can be up to 200 characters in length. The way in which the failure script
is specified depends on the operating system.

The failure script is called by openUTM if a node application terminates abnormally or if
failure of a node application is detected. A user can use the failure script to restart the failed
node application, for instance.

The failure script is always executed on the computer of the monitoring node application.

Otherwise, the syntax and call method for FAILURE-CMD are identical to the syntax and
call method of "EMERGENCY-CMD" (see "CLUSTER - Define global properties of a UTM
cluster application™).

i When openUTM is installed, platform specific templates are supplied with the
nameutmc. fail ure.

number

Number of retries for a lock request for a file that is global to the cluster if the lock was not
assigned in the time specified in FILE-LOCK-TIMER-SEC.

Minimum value: 1
Maximum value: 10
Default value: 1

time

Maximum time in seconds that a node application of a UTM cluster application waits for a
lock to be assigned to a file that is global to the cluster.

Minimum value: 10
Maximum value: 60
Default value: 30

number
This parameter is used to select a network process for internal cluster communication.

Minimum value: 0
Maximum value: 65535
Default value: O

(number, warnlevel)

Specifies the size of the cluster page pool and the warning level for cluster page pool
utilization. The cluster page pool stores the GSSB, ULS and the service data of users
(USER statement) who are generated with RESTART=YES.

The cluster page pool can be extended during cluster operation while leaving the number of
files unchanged, see the applicable openUTM manual “Using UTM Applications”.
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number

warning level

PGPOOLFS=

RESTART-TIMER-
SEC=

Size of the cluster page pool in UTM pages.

For each generated node, at least 500 UTM pages are needed in the cluster page pool. The
size of a UTM page is defined in the BLKSIZE operand of the MAX statement.

Default: 10,000 or the minimum size
Minimum value: 500 * number of cluster nodes
Maximum value: 16777215 - (2 * number in CLUSTER PGPOOLFS)

If the value specified here is smaller than the minimum value that UTM calculates from the
number of generated nodes and the length generated in MAX RECBUF=/ength, then UTM
increases number to the minimum size.

Percentage value specifying the cluster page pool utilization level at which a warning
(message K041) is output.

Default: 80
Minimum value: 60
Maximum value: 99

Please note that the messages indicating that cluster page pool utilization has risen above
or fallen below the warning level are only output for the node application that triggers the
associated change in state. In contrast, all running node applications are affected by a
potential cluster page pool bottleneck.

number
Number of files over which the user data is to be distributed in the cluster page pool.

The cluster page pool files are created using the cluster filebase that is specified in the
CLUSTER-FILEBASE operand. They are given the suffixes CP01, CP02, .... CP10.

In addition, KDCDEF always creates a file with the suffix CPMD which is used to manage
the cluster page pool and does not contain any user data.

Default: 1
Minimum value: 1
Maximum value: 10

time

Maximum time in seconds that a node application requires for a warm start after a failure.
After a failure has been detected and the failure command for a failed node application has
been called, the monitoring node application starts a timer with the time specified here. If

the failed node application is not available after this time has expired, the emergency
command is started for the failed node application.

If a value of 0 is specified, no timer is set for monitoring the restart of the failed node
application.

Minimum value: 0, i.e. restart of the application is not monitored.
Maximum value: 3600
Default value: 0
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6.5.9 CLUSTER-NODE - define a node application of a UTM cluster application (Unix,
Linux and Window systems)

You use the CLUSTER-NODE statement to configure a node application of a UTM cluster application.

You can start up to 32 node applications simultaneously.

You are allowed to specify the CLUSTER-NODE statement up to 32 times for each UTM cluster application.

You must specify at least two CLUSTER-NODE statements if you want to generate a UTM cluster application. A
CLUSTER statement must also be generated if you have specified a CLUSTER-NODE statement.

i If you change specifications in the CLUSTER statement or the CLUSTER-NODE statements with a new
generation, you must create a new cluster configuration file (OPTION GEN=CLUSTER) and use this file
to apply the changes.

CLUSTER- NCDE

FILEBASE =

[
[

FI LEBASE node_fil ebase
, HOSTNAME = host _nane
, NODE- NAME = node_nhane]
, VIRTUAL- HOST = virtual _host_nane]

node_filebase

Base name of the KDCFILE, the user log file and the system log file SYSLOG for this node
application. When a node application is started, the UTM system files are expected under the
name specified here. The KDCFILE must be accessible from all node applications.

This operand replaces the FILEBASE start parameter in a standalone UTM application.

The base names of the CLUSTER-NODE statements must differ from each other. The same
restrictions apply as for MAX KDCFILE=filebase.

Mandatory operand.

node_filebase identifies the directory containing the KDCFILE and all the files of the
application when a node application of a UTM cluster application is started. The name
specified here must identify the same directory from the perspective of all the computers
of the cluster. The name can be up to 27 characters in length.
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HOSTNAME=

NODE-NAME=

host_name
Host name of this node. Specify the primary name of this host.
The name can be up to 64 characters in length.

The host names of the CLUSTER-NODE statements must differ from each other. Host
names that only differ in terms of case are regarded as identical.

In the case of Unix and Linux systems, you must specify the name of the computer that is
output by the command uname -n.

On Windows systems, you must specify the name of the computer that is entered in the
Control Panel.

No distinction is made between uppercase and lowercase notation; KDCDEF always
converts the host names into uppercase.

Mandatory operand.

node_name

Defines a reference name for the node application. This name can be used when configuring
LU6.1 sessions as well as for node recoveries:

® Configuring LU6.1 sessions:
The reference name defined here can be specified in the NODE-NAME parameter of an
LSES statement in order to assign the LU6.1 session unambiguously to a node
application. This enables openUTM to select the "right" session when establishing a
session with a partner application.

®* Node recovery:
If a node recovery is to be performed for the node application generated here then the
reference name defined here must be specified in the NODE-TO-RECOVER start
parameter. For more details, consult "node recovery" in the openUTM manual “Using UTM
Applications”.

Default value: NODEnn
nn=01..32, where nnis determined by the sequence of CLUSTER-NODE statements during
generation.
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VIRTUAL-HOST=

virtual_host_name

Has the same function as the MAX HOSTNAME parameter with UTM cluster applications.
You are not allowed to specify the MAX HOSTNAME parameter in UTM cluster applications.

VIRTUAL-HOST allows the sender address for network connections established from this
node application to be specified.

The name can be up to 64characters in length.

Default: blanks. This means that the default sender address of the transport system is used
when connections are established.

This function is required in a cluster if the relocatable IP address is to be used as the sender
address instead of the static IP address when establishing a connection.

No distinction is made between uppercase and lowercase notation; KDCDEF always
converts the virtual host names into uppercase.
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6.5.10 CON - define a connection for distributed processing based on LU6.1

The CON statement allows you to define a transport connection between the local UTM application and a partner
application. It also assigns an LPAP partner to the real partner application, i.e. the logical access point of the
partner application in the local application. You must define the LPAP partner in an LPAP statement (see "LPAP -
define an LPAP partner for distributed processing based on LU6.1").

By issuing several CON statement for the same partner application, you can also define parallel transport
connections.

Generation when standalone UTM applications are to be linked to UTM cluster
applications

When generating the CON, PTERM and MUX statements, please note that the name triplet (appliname or
ptermname, processorname, local_appliname) must be unique within the generation run.

Example

If a PTERM statement has already been generated with
PTERM partner_namel,PRONAMF processornamel,

you cannot generate a CON statement with
CON partner_namel PRONAM= processornamel,

but you can enter
CON partner_namel , PRONAM= processornamel , BCAMAPPL= local_applinamel,

provided local_applinamel is not identical to the primary UTM application name.

The statements MUX partner_namel ... and CON partner_namel are also mutually exclusive.

CON | renote_appl i nanme
[ , BCAMAPPL=| ocal _appl i nane ]
[ , LI STENER- PORT=nunber ]
, LPAP=I papnane
, PRONAM={ processornanme | C processornane

}
[ , TERMWN=termm_id ]

Unix, Linux and Windows system specific operands

[ , T- PROT=RECL006 ]
[ ,TSEL-FORMAT={ T | E| A} ]

O For more information on generating LU6.1 connections see "Distributed processing via the LU6.1 protocol”
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remote_appliname

BCAMAPPL=

LISTENER-PORT=

Name of the partner application with which you wish to communicate via the logical
connection.

remote_appliname can be up to eight characters in length. Permitted characters are capital
letters, numbers and the characters $, # and @. Hyphens are not allowed in names. The
first letter must be a capital letter. If lowercase letters are used in a name, you must enter it
in single quotes ('...") .

remote_appliname is a mandatory specification.

BS2000 systems:

remote_appliname can be either the BCAM name of a UTM partner application (in the case
of a homogeneous link) or the name of a TRANSIT application (in the case of a
heterogeneous link). The first letter must be uppercase.

Unix, Linux and Windows systems:
You must specify the T-selector that the partner application uses to sign on to the transport
system for remote_appliname. The first character must be a letter.

local_appliname

A name for the local application, as defined in the MAX or BCAMAPPL control statement. A
BCAMAPPL name may not be specified for which T-PROT=SOCKET is generated.

On Unix, Linux and Windows systems this name must not begin with a '$’.
The BCAMAPPL name specified in the CLUSTER statement is not permitted here.

Default: If nothing is specified, then the primary application name defined in MAX ...,
APPLINAME-= is used.

number

Port number of the partner application.

All port numbers between 1 and 65535 are allowed.
Default: O (i.e. no port number)

BS2000 systems:

A port number different from 0 may only be specified if the local application specified in the
parameter BCAMAPPL is not generated with T-PROT=NEA.

If O is specified, the transport system uses the standard port 102.

Unix, Linux and Windows systems
If OPTION CHECK-RFC1006=YES, then a port number must be entered for LISTENER-
PORT.
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LPAP=

PRONAM=

TERMN=

T-PROT=

RFC1006

TSEL-FORMAT=

Ipapname

Name of the LPAP partner of the partner application with which the connection is to be
established. The name of the LPAP partner via which the partner application signs on must
be defined using the statement LPAP Ipapname.

By issuing several CON statements with the same Ipapname, you can establish parallel
connections to the partner application.

Please note, however, that these parallel connections lead to the same partner application (
remote_appliname and processorname).

Mandatory parameter

{ processorname | C’processorname’ }

Name of the partner host.

The complete name (FQDN) by which the computer is known in the DNS must be specified.
The name can be up to 64 characters long.

If the processorname contains special characters it must be entered as a character string
using C'...".

Mandatory operand

No distinction is made between uppercase and lowercase notation; KDCDEF always
converts the name of the partner computer into uppercase.

termn_id

Identifier up to two characters in length, which indicates the type of communication partner.
termn_id is not queried by openUTM, but is used by the user when querying or grouping
terminal types, for example. termn_id is entered in the KB header for job-receiving services,
i.e. for services started by a partner application in the local application.

Default: A4

This operand is only supported on Unix, Linux and Windows systems.

Address format with which the partner application signs on to the transport system. The
following address formats are explained in the "PCMX documentation” (openUTM
documentation).

Address format RFC1006

Default: RFC1006

This operand is only supported on Unix, Linux and Windows systems.

Format identifier of the T-selector. The format indicator specifies the encoding of the T-
selectors in the transport protocol. You will find more information in the "PCMX
documentation" (openUTM documentation).

T TRANSDATA format (encoded in EBCDIC)

E EBCDIC character format
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A ASCII character format
Default:

T if the character set of the T-selector corresponds to the TRANSDATA format.
E in all other cases

It is recommended to specify a value explicitly for TSEL-FORMAT for operation via
RFC1006.

The address of a partner application of a UTM application on Unix, Linux and Windows
systems

In order to be able to establish a connection to a partner application, the UTM application must know the address of
the partner application. You can enter the address using the following operands:

* remote_appliname (address of the partner application in the partner processor)

®* PRONAM (real host name or UTM host name of the partner processor)

® LISTENER-PORT (port number for RFC1006)

® T-PROT (the transport protocol used)

® TSEL-FORMAT (format indicator of the T-selector)

See "Providing address information for the CMX transport system (Unix, Linux and Windows systems)".
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6.5.11 CREATE-CONTROL-STATEMENTS - create KDCDEF control statements

When regenerating your application, inverse KDCDEF allows you to retain UTM objects in the configuration which
were entered dynamically during runtime. Further information can be found in section "Inverse KDCDEF".

The statement CREATE-CONTROL-STATEMENTS generates KDCDEF control statements for the UTM objects
which can be entered dynamically, and outputs them to the file control_statements_file. During the same KDCDEF
run, you can use

control_statements_file as the basis for generation by defining it as an input file using the statement OPTION ...,
DATA=control _statements _file.

Using the statement CREATE-CONTROL-STATEMENT, you can generate control statements for UTM objects of
type TAC, PROGRAM, PTERM, LTERM, USER, CON, LTAC, LSES and KSET.

However, for users generated implicitly, inverse KDCDEF neither creates USER statements nor adds the user
name in the USER= operand in the LTERM statement.

It does not transfer UTM obijects to the file control_statements_file, which were marked for deletion by
administration using KC_DELETE_OBJECT. In a KDCDEF run in which control_statements_file is defined as an
input file, the names of the deleted UTM objects can be used again.

You can start KDCDEF for inverse KDCDEF with at least one CREATE-CONTROL-STATEMENTS statement and
without any further KDCDEF control statements.

i If you upgrade to a new version, the KDCDEF control statements must first be created in the previous
version before being processed in a later version by the KDCDEF generation tool.

{ *ALL | CON| DEVICE | KSET | LSES | LTAC |
PROGRAM | USER }
, FROM FI LE=kdcfil e
, TO-FI LE=control _statenents file |
* L1 BRARY- ELEMENT 1 (LI BRARY=<Ii b- nane>
, ELEMENT=<el enent >
[ , VERSI ON=C <versi on>" |
*HI GH EST- EXI STI NG |
*UPPER-LIM T |
*| NCREMVENT ]
[ , TYPE=<el enent-type> 1) ]
[ , MODE={ CREATE | EXTEND } ]

CREATE-CONTROL-STATEMENTS

1 only on BS2000 systems
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*ALL

CON

DEVICE

KSET

LSES

LTAC

PROGRAM

USER

KDCDEF control statements are generated for the following object types:

* KSET

® LSES

* LTAC

* TAC

* CON

* PROGRAM
* PTERM

* LTERM

® USER

They cannot be created for other object types.

This creates KDCDEF control statements for the transport connections to remote
applications.

KDCDEF control statements are generated for LTERM partners, clients and
printers, i.e. for the following object types:

* PTERM

* LTERM

KDCDEF control statements are generated for key sets, i.e. for objects of type
KSET.

This creates KDCDEF control statements for the assignment of session names.

KDCDEF control statements are generated for transaction codes via which service
programs in partner applications are started. These are objects of the type LTAC.

KDCDEF control statements are generated for programs, service exits
transaction codes and TAC queues , i.e. for the following object types:

* TAC
* PROGRAM

KDCDEF control statements are generated for user IDs, i.e. for objects of type
USER.

i Please note that passwords cannot be reconstructed. In the case of user
IDs with passwords, statements are created with the following format:
USER user nane, PASS=* RANDOMV
In the case of standalone applications, you must use the KDCUPD tool to
transfer the passwords to the new KDCFILE after the KDCDEF run has
finished. This is also possible for the UTM-F generation variant.
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FROM-FILE=

TO-FILE=

control_statements_file

*LIBRARY-ELEMENT

(..)

LIBRARY=

ELEMENT=

VERSION=

C'<version>'

*HIGHEST-EXISTING

*UPPER-LIMIT

kdcfile
Name of the KDCFILE from which the control statements are to be generated.

i The openUTM version of the KDCFILE must match that of the KDCDEF
generation tool.

Specifes where the KDCDEF control statements are to be written to.

The generated KDCDEF control statements are written to the file specified in
control_statements_file. For control_statements_file, you must enter a valid file
name. control_statements_file can be defined as an input file for the KDCDEF run
using the statement OPTION ...,DATA=control_statements_file.

This parameter is supported on BS2000 systems only.

The KDCDEF control statements are written to the LMS library element specified
here. The following restrictions apply:
® Delta elements are not supported.

® UTM always writes records with record type "1".

<lib-name>

Name of an LMS library. The file name can be up to 54 characters in length. If the
library does not yet exist, it is created.
LIBRARY is a mandatory parameter of *LIBRARY-ELEMENT(...).

<element>

Name of the LMS element.

The element name may be up to 64 characters in length and consists of an
alphanumeric string which can be subdivided into multiple substrings separated by
periods or hyphens.

ELEMENT is a mandatory parameter of *LIBRARY-ELEMENT(...).

Version of the LMS element.

The element version is specified as an alphanumeric string of up to 24 characters in

length which can be subdivided into multiple substrings separated by periods or
hyphens.

The statements are written to the highest version of the specified element present in

the library.

The statements are written to the highest possible version of the specified element.
LMS indicates this version by means of an "@".
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*INCREMENT

TYPE=

MODE=

CREATE

EXTEND

A new version is created for the specified element. *INCREMENT may only be
specified if MODE=CREATE.

Default value:

® *HIGHEST-EXISTING in MODE=EXTEND
* *INCREMENT in MODE=CREATE

i If MODE=CREATE and VERSION is not equal to *INCREMENT then
any existing element is overwritten with the specified version.

<element-type>

Type of LMS element. An alphanumeric string of up to 8 characters in length can be
specified for the type.

Default value: S

i KDCDEF does not check whether the specifications for ELEMENT,
VERSION or TYPE comply with the LMS syntax rules. For further
information on the syntax rules for the names of LMS elements and a
specification of version and type, see the manual "LMS SDF Format".

Write mode of the file containing the generated KDCDEF control statements

The file specified in control_statements_file is created.

On BS2000 systems the file is created as a SAM file or an LMS library element. The
following applies:

* If afile with the same name already exists, this must be a SAM file. This SAM file
is then overwritten.

® [f an element of the same name already exists and if *HIGHEST- EXISTING or
*UPPER-LIMIT is specified for VERSION=C'<version>‘ then the element is
overwritten.

If a file with the same name already exists on Unix, Linux or Windows systems, it is
overwritten.

The generated control statements are appended to the existing
control_statements_file. If this file does not exist, it is created.

If an LMS library is specified in the BS2000 system then the library must already
exist. In this case, an existing element of the specified version is extended. If the
element does not yet exist in this version then it is created.
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6.5.12 DATABASE - define a database system (BS2000 systems)

The DATABASE control statement allows you to define the database systems with which the UTM application is to
coordinate.

Each database system must be defined in a separate DATABASE statement. By issuing several DATABASE
statements for the same database system, you can assign several entry names to that database system.

The DATABASE statement can be issued several times. It is thus possible to define up to three (in a special
release, up to eight) different database systems.

DATABASE [ ENTRY=entrynane ]
[ , USERI D=usernane | C usernane' ]
[ , PASSWORD=C password' ]
[ ,LIB=om nane | LOA CAL-ID(logical-id) } ]
[ ,TYPE={ UDS | SESAM| LEASY | DB | XA | CS} ]
[ , XA-1 NST[ - NAMVE] =i nst - nane |
ENTRY= entryname

Entry name of the database. The following default values apply:

$UNIBASE | if TYPE = UDS

SESAM if TYPE = SESAM

CIS if TYPE = CIS
LEASY if TYPE = LEASY
DB if TYPE = DB

When generating the XA connection with TYPE=XA in openUTM on BS2000 systems, the
name of the XA switch as it is provided by the database system must be specified with the
ENTRY parameter. It is possible to generate several XY switches in the DATABASE
statement.

i A database connection to Oracle must be generated with TYPE = XA.

Other entry names (e.g. SQLUDS for UDS/SQL) can be found in the manuals for the
respective database systems.
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USERID= username | C'username’

Specifies a user name for the database system. The user name can be up to 30 characters in
length.

This functionality is only provided for Oracle databases. openUTM passes this name to the
database system in the Open string.

If a user name is to be passed to the database system in lowercase characters, then you
must use the format C'username’.
i Alternatively, the user name can be transferred to the database system by means

of start parameters.

For XA databases (TYPE=XA), it is possible to modify the user name and/or the
password by means of dynamic administration.

PASSWORD= C'password'

Specifies a password for the database system. The password can be up to 30 characters in
length.

This functionality is only provided for Oracle databases. openUTM passes the password to
the database system in the Open string.

Alternatively, the password can be transferred to the database system by means of start

parameters.
LIB= Specifies library from which the connection module for the database system is dynamically
loaded.
omlname OML name which the connection module for the database system is to be loaded

dynamically. ominame can be up to 54 characters in length.

LOGICAL-ID(logical-id)
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TYPE=

Specifies that a search is to be made for the connection module in the IMON installation path
for the database system and that the module is to be loaded from there.

logical-id is a name up to 15 characters long. It may be specified only for SESAM/SQL and
UDS/SQL; it is SYSLNK for both database systems, refer also to the notes in section "Notes
on using LOGICAL-ID",

If you do not specify LIB=, then LIB=is set to TASKLIB. This does not correspond to the SET-
TASKLIB command, rather a library named TASKLIB must exist. Dynamic loading of the
connection module from the library assigned with SYSFILE-TASKLIB is not supported.

i During the dynamic load, the DBL searches for the connection module first in the
library that you specified in LIB= . If this library does not exist, then the DBL aborts
the search. If the library exists but the connection module is not found there, then
the DBL searches the alternative libraries. These libraries are the libraries that have
been assigned a file chain name BLSLIBnn (0<=nn<=99).

If several DATABASE statements are issued with the same TYPE in order to
generate a number of entries for the same database, the connection module is
loaded from the library specified in the LIB operand of the first DATABASE
statement with the relevant TYPE.

Notes on using LOGICAL-ID

® LIB=LOGICAL-ID(logical-id) may be specified only if the database system was correctly
installed with IMON. If the database system was not installed with IMON, you must either
statically link the connection module (without the LIB= operand) or you must specify LIB=
ominame.

® Using LOGICAL-ID(/ogical-id) instead of ominame has the advantage that the openUTM
application is then independent of the installation paths and library names of the database
system.

® |f you specify LIB=LOGICAL-ID(SYSLNK) and if several product versions are installed, the
most recent version is used by default.

® If you do not want the most recent version to be loaded, you must either specify the library
of a less recent version using LIB=omlname or you must assign the version before starting
the openUTM application (using the SELECT-PRODUCT-VERSION command of IMON).

® |f an error occurs when searching for the connection module in the IMON installation path,
application start is aborted and the error is logged to SYSOUT.

This identifies the database system.

With TYPE=DB you can also connect to database systems other than those named above.
This is only possible when the database system supports the IUTMDB interface.

Default: UDS
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XA-INST-NAME=

This parameter is permitted only if TYPE=XA was specified.
inst-name is the local name for the XA instance which is 1 to 4 characters long.

If more than one DATABASE statement with TYPE=XA is generated for an application, the
statements must differ from XA-INST-NAME in their values. In the case of applications with
just one XA database, the parameter can be omitted.

The string specified for XA-INST-NAME must be specified after the string ".RMXA" in the
prefix for the start parameters for this database.

Example:
Specification in the DATABASE statement:
DATABASE . ..., TYPE=XA, XA-| NST- NAME=DB1
Specification in the start parameters for this data base:
. RMKADB1 RMXA RME"rm nane", OS="open-string”, ...

Default: blanks
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6.5.13 DEFAULT - define default values (BS2000 systems)

The DEFAULT control statement allows you to define default values for the operands of a KDCDEF control
statement. A default operand value set using DEFAULT applies until the next DEFAULT statement is issued for the
same operand in the same control statement. If you subsequently wish to reset the default value to the UTM
standard setting, you must reassign this standard setting using the DEFAULT statement. If this is not possible (e.g.
FORMAT = blanks), then the default value is set in the (STD) or *STD entry.

Statement-specific default values offer the following advantage:
If you issue a control statement several times (e.g. PTERM), there is no need to specify the same operand values
over and over again in each statement (e.g. the processor name in PRONAM).

When porting BS2000 systems openUTM applications to Unix, Linux or Windows systems, please note
that the DEFAULT statement is not supported by openUTM on Unix, Linux and Windows systems.

DEFAULT control -statenent operand [ ,operand ] [ ,... ]
control-statement

KDCDEF control statement for which new default values are to be defined in this DEFAULT
statement. The following operands are dependent on this control statement, and apply only for this
control statement class. Please note that the PROGRAM and AREA statements form a single
class, i.e. modified default values of the PROGRAM statement also apply for the other statements
in this class.

You must insert at least one blank between control_statement and the following operands. The
table on the next page shows the control statements that can be specified here.

operand ,... One or more operands of the KDCDEF control statement control_statement. Each operand is
separated by a comma. The table on the next page shows
the operands permitted for control_statement.
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Permitted control statements

CON

LPAP

LSES

LTAC

LTERM

LOAD-MODULE

OSI-CON

OSI-LPAP

Permitted operands

BCAMAPPL={local_appliname|(STD)}
LPAP={lpapname|(STD)}
PRONAM={processorname | C’'processorname’}
TERMN=termn_id

DEAD-LETTER-Q={NO | YES}
NETPRIO=netprio
QLEV=queue level
STATUS={ON|OFF}
SESCHA=sescha_name

LPAP=sessionname
NODE-NAME=node_name

LPAP=Ipapname
LTACUNIT=ltacunit
STATUS={ON|OFF}
TYPE={D|A}
WAITTIME=(timel,time2)

ANNOAMSG={Y|N}
FORMAT={formatname|(STD)}
KERBEROS-DIALOG={YES | NO}
LOCALE={ ( [lang_id], [terr_id],[ ccsname]) | *STD}
NETPRIO=netprio
PLEV=print_level number
QAMSG={Y|N|(STD)}
QLEV=queue_level number
RESTART={YES|NO}
STATUS={ON|OFF}
USAGE={D|0}

LIB=libname
LOAD-MODE=/oadmode
VERSION={version | *"HIGHEST-EXISTING | *UPPER-LIMIT}

ACTIVE={YES|NO}
LOCAL-ACCESS-POINT=access-point_name

APPLICATION-CONTEXT=application_context
DEAD-LETTER-Q={NO | YES}
IDLETIME=time

QLEV=queue_level_number
STATUS={ON|OFF}

TERMN=termn_id
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Permitted control statements

PROGRAM

PTERM

SESCHA

TAC

Permitted operands

COMP=compiler
LOAD-MODULE={/Imodname|*STD}

BCAMAPPL=/ocal_appliname
CONNECT={YES | NO}
ENCRYPTION-LEVEL={NONE | 3 | 4 | TRUSTED}

IDLETIME=time

MAP={USER | SYSTEM | SYS | SYS1 | SYS2 | SYS3 | SYS4}
PRONAM={processorname | C’'processorname’ | *\RSO}
PROTOCOL={N|STATION}

PTYPE={partnertyp | *RSO | *ANY}

STATUS={ON|OFF}

TERMN={termn_id|(STD)}

USAGE={D|0}

USP-HDR={ALL | MSG | NO}

CONNECT={Y|N}
CONTWIN={Y|N|(STD)}
DPN={instance_name|(STD)}
IDLETIME=time
PLU={Y|N|(STD)}
PACCNT=number

ADMIN={Y | N}

CALL={BOTH | FIRST | NEXT | (STD)}
DEAD-LETTER-Q={NO | YES}
ENCRYPTION-LEVEL={NONE | 2 }

EXIT={exit| (STD) }

PGWT={NO | YES}
PROGRAM={program_name|(STD)}
QLEV=queue_level_number
QMODE ={STD | WRAP-AROUND}
RUNPRIO=priority
SATADM={NO|YES}
SATSEL={BOTH|SUCC|FAILINONE}
STATUS={ON | OFF | HALT | KEEP}
TACCLASS={class|(STD)}
TACUNIT=tacunit
TCBENTRY={name_of _tcbentry-statement | (STD)}
TIME={timel | (timel,time2)}
TYPE={D | A | Q}
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Permitted control statements

TPOOL

USER

Permitted operands

ANNOAMSG={Y | N}

BCAMAPPL=appliname

ENCRYPTION-LEVEL={NONE | 3| 4 | TRUSTED}
FORMAT={formatname|(STD)}

IDLETIME=time

KERBEROS-DIALOG={YES | NO}

LOCALE={ ( [lang_id], [terr_id],[ ccsname] ) | *STD }
MAP={ USER | SYSTEM | SYS | SYS1 | SYS2 | SYS3 | SYS4}
NETPRIO={ MEDIUM | LOW }

NUMBER=number1

PRONAM={ processorname | C'processorname’ | *ANY }
PROTOCOL={ N | STATION }

PTYPE={ partnertyp | *ANY }

QLEV=queue_level number

TERMN={ termn_id | (STD) }

USP-HDR={ALL | MSG | NO}

FORMAT={formatname|(STD)}
LOCALE={ ( [lang_id], [terr_id],[ ccsname] ) | *STD }
PERMIT={NONE | ADMIN | SATADM | ( ADMIN,SATADM)}

PROTECT-PW=(length,level_of complexity,max_time,min_time)

QLEV=queue_level number

QMODE ={STD | WRAP-AROUND}
Q-READ-ACL = keysetname
Q-WRITE-ACL = keysetname
RESTART={YES | NO}

SATSEL={BOTH | SUCC | FAIL | NONE}
STATUS={ON | OFF}
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6.5.14 EDIT - define edit options (BS2000 systems)

The EDIT control statement allows you to combine screen functions and screen output properties in line mode (edit
options) in groups known as edit profiles. It also enables you to assign names to these edit profiles, which can then
be used to address a set of edit options from a program unit.

The EDIT statement can be issued several times within a generation run. However, a different name (name
operand) must be specified in each EDIT statement.

The edit profile names are specified in the KCMF field of the MPUT, MGET, DPUT, FPUT and FGET calls at the
programming interface, where a blank is entered as the format control character.

openUTM interprets the entries in the KCMF field as follows:

No edit profiles generated Edit profiles generated
If a blank is entered as the format control If a blank is entered as the format control character, the
character, openUTM ignores the remaining remaining characters in the field must contain either the name of
characters in the field. a valid edit profile or further blanks.

A detailed description of the operands described below can be found in the , TIAM* User Guide. Further information
on working with edit profiles can be found in the openUTM manual ,Programming Applications with KDCS”.

EDIT | nane
[ ,BELL={ NO| YES} ]
[ , CCSNAMVE=ccsnane ]
[ ,HCOPY={ NO| YES} ]
[ ,HOV{ NO| YES} ]
[ ,IHDR={ NO| YES} ]
[ ,LOCIN={ NO| YES} ]
[ . LOM{ YES | NG ]
, MODE={ EXTEND | INFO | LINE | PHYS | TRANS }
, NOLOG={ NO | YES } ]
,ODR={ NO| YES} ]
, SAML={ NO | YES } ]
,SPECIN={ C| | | N} ]

— ———
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name

BELL=

CCSNAME=

HCOPY=

HOM=

IHDR=

LOCIN=

LOW=

MODE=

EXTEND

Alphanumeric name up to seven characters in length for the set of edit options to be defined.

This specifies whether or not an acoustic alarm is triggered on the terminal when a message is
output.

ccsname

(coded character set name)

Name of the character set (CCS name) used to format a message. This hame can be up to eight
characters in length. The specified CCS name must belong to one of the EBCDIC character sets
defined under the BS2000 system (see also the XHCS User Guide). The character set must be
compatible with an ISO character set supported by the terminal to which the message is directed.
During generation, KDCDEF cannot check the validity of the CCS name under the BS2000 system
or the compatibility condition.

A CCS name must not be assigned to the edit profile if the value TRANS (transparent mode) is
defined for the MODE operand.

i If the edit profile is used to output messages to an RSO printer, only the CCSNAME=
parameter of the edit profile is evaluated.

(hard copy)
This specifies whether the output message is to be logged on a connected hardcopy printer in
addition to being displayed on the terminal.

(homogeneous)

This specifies whether the output message is to be output unstructured, i.e. in homogeneous
format. If you enter NO here, the message is output in a structured format, i.e. in non-
homogeneous format. In this case, a logical line is regarded as an output unit.

(input header)
This specifies whether the header of the input message is to be transferred to the program unit.

(local parameter input)

This operand applies only for terminals that support local parameters (e.g. 9763). If you enter YES
here, local attributes in the input message are forwarded to the user as logical control characters.

If you enter NO here, local attributes are removed from the input message and are not forwarded.

LOCIN=YES is permitted only if MODE=EXTEND.

(lowercase)
This specifies whether lowercase letters are permitted in the input message transferred to the
program unit. If you enter NO here, the system converts all lowercase letters into uppercase.

(extended line mode)

This specifies whether the message is to be output in extended line mode.

If you enter MODE=EXTEND, the value YES is permitted only for the BELL, LOW, and LOCIN edit
options. The value N must be entered for the SPECIN operand.
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INFO

LINE

PHYS

TRANS

NOLOG=

YES

NO

OHDR=

SAML=

SPECIN=

The message is to be output in a special information line (system line) without overwriting
important data at the terminal.

This specification is primarily intended for application programs that send "asynchronous"
messages to terminals without knowing what is currently being displayed at the terminal. At
terminals with a hardware display line (e.g. DSS 9749, 9750, 9763), the data is always output
protected in a hardware system line; in all other cases, it is output in the same way as a normal
line mode message.

(line mode)

The message is to be output in line mode. It can be structured using logical control characters, and
is formatted by the system. If you enter MODE=LINE, the value NO must be entered for IHDR,
OHDR and LOCIN.

(physical mode)

The message is to be output or read in physical mode, i.e. without being formatted by the system.
If you enter MODE=PHYS, the value YES is permitted only for the IDHR, LOW and OHDR edit
options. The value N must be entered for the SPECIN operand.

This specification should not be used for messages output on a printer. Physical messages to a
printer can only be implemented using a format exit.

(transparent mode)
The output message is to be transferred in transparent mode. If you enter MODE=TRANS, the
value YES must not be specified for any other edit option.

The value N must be entered for the SPECIN= operand.
The CCSNAME= operand must not be specified.

(no logical characters)
This specifies how the system is to handle non-printable characters.

The logical control characters are not evaluated. All characters less than X'40" in EBCDIC code
are replaced by alternate characters (SUB). Only printable characters are allowed through.

All logical control characters are evaluated. Special physical control characters are allowed
through. All other characters less than X'40’ are replaced by alternate characters (SUB). Printable
characters are allowed through.

Default: NO

(output header)
This specifies whether the output message contains a header. The length of the message header
+ 1 must be entered in binary format in the first byte of the message.

(same line)

This applies only for printer stations.

If SAML=YES, the message is not preceded by a line feed. If SAML=NO applies, the message
begins at the start of the next line.

(special input)
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(confidential)
This specifies whether the display of input data is to be suppressed on the terminal, thus
protecting confidentiality.

(id-card)
This specifies whether input data is to be entered via the ID card reader.

(normal)
The terminal requires normal input.
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6.5.15 EJECT - initiate a page feed in the log

The EJECT control statement allows you to initiate a page feed in the log. The EJECT line itself is not logged or
counted.

EJECT
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6.5.16 END - terminate KDCDEF input

The END control statement identifies the end of the sequence of control statements, and is the last statement
entered.

END

i If a file with OPTION DATA=filename is defined as a KDCDEF input file and contains an END statement,
KDCDEF input is terminated as soon as this statement is processed.
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6.5.17 EXIT - define event exits

The EXIT control statement allows you to define event exits which are used in the application, except for the event
exits VORGANG and HTTP.

For the event exits FORMAT and INPUT, you may only specify a single EXIT statement for each KDCDEF run.
For the event exits START and SHUT, you may specify up to eight EXIT statements. However, the specifications for
the PROGRAM= operand must differ for the EXIT statements.

When starting or terminating a UTM process, all of the programs defined as START or SHUT exits are called one
after the other. The sequence of the EXIT statements in the KDCDEF run determines the sequence in which
openUTM activates the START or SHUT exit program.

Further information on event exits can be found in the openUTM manual ,Programming Applications with KDCS".

Event exits on BS2000 systems:
The event exits START, SHUT, INPUT and FORMAT must not be assigned to a load module generated with LOAD-
MODULE LOAD-MODE=ONCALL.

i The event services MSGTAC, BADTACS and SIGNON must be defined using the TAC statement.

EXI T | PROGRAM=0bj ect nane
, USAGE={ START |
SHUT |
( INPUT, { ALL | FORMVMODE | LINEMODE | USERFORM: } ) |
FORMAT? }

LFORMAT and USERFORM are only permitted on BS2000 systems

PROGRAM= name

Name of the program containing the functions to be executed for the event exit. A
PROGRAM statement with this name (objectname) must be issued.

USAGE= Type of event exit
START Used as event exit START
SHUT Used as event exit SHUT
INPUT Used as event exit INPUT

Additionally you must specify the type of INPUT exit:

ALL Event exit INPUT, which handles messages of all format control characters as well as
LINEMODE messages.

i If you specify ALL here, this is the only event exit INPUT of the application. Further
INPUT event exits cannot be defined.

FORMMODE Event exit INPUT for +, *, and #formats
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LINEMODE  Event exit INPUT for LINEMODE messages
USERFORM  Event exit INPUT for -formats

FORMAT Used as event exit FORMAT
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6.5.18 FORMSYS - define the format handling system (BS2000 systems)

The FORMSYS control statement allows you to define the format handling system. Only the first FORMSYS
statement is evaluated.

FORMSYS

TYPE=

ENTRY=

LIB=

[ TYPE=typ ]
[ , ENTRY=entrynane ]
[ ,LIB=om nane ]

typ

This identifies the format handling system.
Only the value FHS is supported.

Default: FHS

entryname
Entry name for the format handling system

Default value: KDCFHS with TYPE=FHS

omlname

Designates the object module library (OML) from which the connection module for the format handling
system is loaded. omlname can be up to 54 characters in length.

If you do not specify LIB=, then LIB=is set to TASKLIB. This does not correspond to the SET-
TASKLIB command, rather a library named TASKLIB must exist. Dynamic loading of the connection
module from the library assigned with SYSFILE-TASKLIB is not supported.

i During the dynamic load, the DBL searches for the connection module first in the library that
you specified in LIB=. If this library does not exist, then the DBL aborts the search. The DBL
does not abort the search if LIB was not specified but was preset to TASKLIB and no file
with this name exists. If the library exists but the connection module is not found there, then
the DBL searches the alternative libraries. These libraries are the libraries that have been
assigned a file chain name BLSLIBnn (0<=nn<=99).
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6.5.19 HTTP-DESCRIPTOR - define a HTTP Descriptor

With the HTTP-DESCRIPTOR statement, a mapping of the path received in an HTTP request to a TAC is defined
and additional processing parameters can be specified. The specifications in the HTTP-DESCRIPTOR statement

are used by UTM after receiving an HTTP request to determine the TAC to which the message is to be sent and to

control the processing of the message.

If no suitable HTTP-DESCRIPTOR statement is defined for the path of an HTTP request, UTM performs a standard
conversion of the messages for this request if the path can be mapped directly to a TAC defined for the application.

HTTP-
DESCRI PTOR

http-descriptor-name

htt p- descri pt or - nane
[ , BCAMAPPL = bcamappl | *ALL ]
[ ,HTTP-EXIT = programnanme | *NONE | *SYSTEM ]
[ ,PATH = C path" | C/*' ]
, TAC = tac
[ , USER-AUTH = *NONE | *BASI (]

Only on BS2000 systems

[ , CONVERT- TEXT = *YES | *NO ]

The parameter http-descriptor-name has only local application meaning. It assigns a local
name to the HTTP-DESCRIPTOR. This is required, for example, at the administration
interface. The name can be a maximum of 8 characters long.

BCAMAPPL = bcamappl

CONVERT-TEXT =

*YES

*NO

With BCAMAPPL, you can specify the name of a BCAMAPPL statement.

If BCAMAPPL is specified, the HTTP-DESCRIPTOR statement is only valid for HTTP
connections via this BCAMAPPL.

If *ALL is specified, the HTTP-DESCRIPTOR statement applies to all HTTP connections.

The BCAMAPPL statement can also be used to specify the schema (HTTP/HTTPS) for
which this HTTP-DESCRIPTOR is to be valid.

The name can be a maximum of 8 characters long.

Default: *ALL

The parameter CONVERT-TEXT may only be specified in BS2000 systems.

The CONVERT-TEXT parameter specifies whether UTM is to perform a code conversion
for text messages or not. UTM evaluates the specifications in the Content-Type header of
an HTTP request and and the mapping to a code conversion tables defined with the
CHAR-SET statement. A code conversion of an HTTP message is only performed, for
example, if a code conversion table is assigned to the character set specified in the
Content-Type header using the CHAR-SET statement.

UTM should perform a code conversion.

UTM should not perform a code conversion.
*NO is the default value.
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HTTP-EXIT =

*NONE

*SYSTEM

TAC =tac

PATH =

The HTTP-EXIT parameter can be used to define a user program that is to be called by
UTM to reformat the input and output messages.
The program specified in HTTP-EXIT must be defined with a PROGRAM statement.

The name of the user program must not exceed 32 characters.
If *NONE is specified for HTTP-EXIT, web-aware programs that can process messages

from HTTP clients directly, that is, without reformatting, are identified.
*NONE is the default value.

With *SYSTEM you can specify that UTM is to convert output messages into HTML format.

The parameter TAC determines the TAC and therefore the part-program that is to be

called for requests with the path specified in this statement. The TAC must be defined with

a TAC statement. Only one dialog TAC may be specified. The same TAC may be
specified in different HTTP-DESCRIPTOR statements. The TAC can be a maximum of 8
characters long.

According to RFC 3986 "Uniform Resource Identifier" a URI is structured as follows:

http://exanpl e. com 8042/ over/t her e?nane=f err et #nose

|/ | /1 /| /N
/ / / / /

schene aut hority path query  fragnent

The path of an HTTP request is used to address a resource. UTM uses the path to
determine the part-program to which an HTTP request is to be sent.

If no TAC can be determined in any way for an incoming HTTP request, for example,
because no standard path (C'/*") has been generated, the HTTP request is rejected with
status code 404 Not Found.

A "*" as the last character in the parameter PATH has the meaning of a wildcard
character, i.e. the prefix of the path is defined via such a declaration. If the beginning of
the path of an HTTP request matches a path prefix defined in this way, then this HTTP-
DESCRIPTOR is evaluated for the request.
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http://example.com:8042/over/there?name=ferret#nose

C'path’

c'*

USER-AUTH =

*BASIC

*NONE

The parameter path must fulfill the following conditions:

® First character must be a "/".

® The path must not contain the character string "//".

® The path must be at least two characters long.

® The characters ™", "?" and "#" must not appear in the path.
® A "™ must not be more than the last character in the path.

® If the last character in the path is a'/, it is ignored.

® The maximum length of the path is 254 characters.

®* The specification of the character string in the parameter PATH must be unique for
each BCAMAPPL.

KDCDEF stores the path specified here in normalized form. This means that %-coded

substitute representations of unreserved characters and spaces are converted to their

equivalent one-character representation. For % codes and Unreserved Characters see
RFC 3986.

An HTTP-DESCRIPTOR statement with PATH=C'/*' defines the standard behavior for one
or all BCAMAPPLs. Such a declaration is used by UTM if a TAC cannot be determined for
an HTTP request in any other way.

C'/*" is the default value.

The USER-AUTH parameter specifies which authorization mechanism clients must use for
this application.

The value set here for this parameter applies to all HTTP messages to which a TAC is
assigned using this HTTP-DESCRIPTOR statement.

If the UTM application is generated without users, only the value *NONE may be
specified for USER-AUTH.

The Basic Authentication Scheme from RFC 2617 is to be used to transfer authentication
data. Userld and password are separated by a colon and Base64 encoded in the
authorization header of an HTTP request.

If Basic Authorization is defined for an HTTP request, but no Authorization Header is
contained in the HTTP request, UTM requests authentication data using a response with
status code 401 Unauthorized.

If *NONE is specified, the client does not have to pass any authentication data. UTM uses
the connection user for such a request if the client does not send authentication
information in the HTTP request itself.

Default: *NONE

342



6.5.20 KSET - define a key set

The KSET control statement allows you to combine the key codes of an application, which were defined for data
access control, to form a logical key set. You can specify several control statements for a single key set.

KDCDEF implicitly generates the KDCAPLKS key set, which by default contains all key codes.

KSET | keyset nane
, KEYS={ ( keyl, key2,... key n ) | MASTER }

keysetname

Name of the defined key set up to eight characters in length.
You can assign this key set

® to auser (in a USER statement in section "USER - define a user ID")

® to an LTERM partner (in a LTERM statement in section "LTERM - define an LTERM partner for
a client or printer")

® to a partner application (in an LPAP or OSI-LPAP statement in section "LPAP - define an LPAP
partner for distributed processing based on LU6.1" or "OSI-LPAP - define an OSI-LPAP partner
for distributed processing based on OSI TP")

® toa TAC (in the TAC statement in section "TAC - define the properties of transaction codes and
TAC queues")

® toan LTAC (in the LTAC statement in section "LTAC - define a transaction code for the partner
application™)

® to a TPOOL (in the TPOOL statement in section "TPOOL - define an LTERM pool" or "Format
and unigueness of object names")

After the connection has been established, the key set of the LTERM or (OSI-)LPAP partner
assigned to the connection is available to the client or partner application. After signing on to the
application, the key set of the user ID is available to the client or partner application.

The lock/key code and the access list concept are described in detail in the openUTM manual
“Concepts und Functions”. An introduction to access control can be found in section "Lock/key
code concept".

KEYS = (keyl,..., keyn)

MASTER

Key or access codes of the key set keysetname

List of numbers between 1 and the maximum value permitted by the application (MAX ...,
KEYVALUE=number). These numbers correspond to the key codes contained in this key set.

A key or access code grants access to a resource secured with a lock code or an access list,
provided the key code and lock code match or the access code is contained in the access list.

You can specify up to 60 key codes/access codes in each KSET statement. If a key set contains
more than 60 key codes, you must issue another KSET statement with the same keysetname.

If you only specify one key code, you can omit the parentheses.

If you enter the value O for key, this is ignored by openUTM. No message is output.

The MASTER key set contains all the key codes/access codes of the application.
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6.5.21 LOAD-MODULE - define a load module (BLS, BS2000 systems)

The LOAD-MODULE control statement allows you to define the name, version and properties of load modules. If
you use the BLS interface, this statement must be issued for all load modules that can be exchanged or loaded as
independent units during the program run. Each load module must be defined in a separate LOAD-MODULE
statement.

The load modules that can be processed with BLS are either LLMs (link and load modules) or OMs (object
modules). However, it is recommended that the program components and data areas to be loaded dynamically are
linked to LLMs (see the BLS manuals).

A load module can contain several program units and data areas, which are defined using PROGRAM or AREA
statements. You can assign one or more PROGRAM and/or AREA statements to a single LOAD-MODULE
statement. This takes place on the basis of the load module name Imodname, which must also be entered in the
LOAD-MODULE operand of the PROGRAM or AREA statement. However, it is also possible to generate LOAD-
MODULE statements without assigning a PROGRAM or AREA statement (e.g. load modules that contain parts of
the runtime system of a programming language).

At least one LOAD-MODULE statement must be generated if the "program exchange” function (KDCAPPL
PROGRAM=NEW) is to be used on BS2000 systems.

When starting the UTM application, the load modules are loaded in accordance with the sequence of LOAD-
MODULE statements and the value of the LOAD-MODE operand. The load sequence is as follows:

® The basic part of the application, including all load modules linked in statically to the application program (LOAD-
MODE=STATIC).

¢ All load modules loaded into a global common memory pool when starting the UTM application. These are
generated with LOAD-MODULE LOAD-MODE=(POOL, poolname,...) and MPOOL poolname,SCOPE=GLOBAL.
The common memory pools are loaded in accordance with the sequence of MPOOL statements in the
generation run. Within a pool, the sequence of LOAD-MODULE statements that refer to this pool applies.

® All load modules loaded into a local common memory pool when starting the UTM application. These are
generated with LOAD-MODULE LOAD-MODE=(POOL, poolname,...) and MPOOL poolname,SCOPE=GROUP.
The pools are loaded in accordance with the sequence of MPOOL statements. Within a pool, the sequence of
LOAD-MODULE statements that refer to this pool applies.

® All load modules to be loaded dynamically as independent units during startup. These are generated with LOAD-
MODULE LOAD-MODE=STARTUP. The load modules are loaded in accordance with the sequence of LOAD-
MODULE statements defined in this way.

Load modules generated with LOAD-MODE=0ONCALL are loaded the first time an assigned program unit is called.
Please note the following:

® | oad modules containing TCB entries cannot be exchanged.

* When dynamically linking a load module with the generation ALTERNATE-LIBRARIES=YES, you must ensure
that only RTS modules are actually linked. This is because when load modules are exchanged, only the load
module itself is removed from memory. If the load module is used to dynamically load other modules using the
autolink function, these modules remain in memory following the exchange process even though shared data
structures, for example, have been modified.

® When linking with the SYSLNK.CRTE.PARTIAL-BIND library, the entry ALTERNATE-LIBRARIES=YES is not
required for load modules that only contain C code and possibly data objects (areas), and should therefore be
avoided.
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LOCAD- MODULE

Imodname

| rodnane

[
[
[

, ALTERNATE- LI BRARI ES={ NO | YES }
, LI B=l'i bnane ]
, LOAD- MODE={ STARTUP |

ONCALL |

STATI C |

(POAL, pool name, { NO PRI VATE- SLI CE |
STARTUP |
ONCALL } )

Pl

, VERSI ON={ version | *H GHEST-EXI STING | *UPPER-LIMT }

Name of the load module up to 32 characters in length

This name is subject to the same rules as the element names of a program library
(see also "Format of names").

ALTERNATE-LIBRARIES=

NO

YES

This is used to control the autolink function when dynamically linking the private slice
of the load module.

The autolink function is not executed when linking the load module.

Default: NO

The BLS autolink function is activated.

For instance, if a load module requires other RTS modules for exchange purposes and
these have not yet been loaded into memory, this function is used to load these RTS
modules dynamically. Before starting the UTM

application, the required RTS libraries must be reserved with Linkname BLSLIBnn (00
<= nn <= 99). If open external references cannot be resolved by the loaded modules,
these libraries are then searched in ascending order

(as specified in nn) for appropriate definitions when dynamically loading the load
modules.

ALTERNATE-LIBRARIES=YES may only be used to dynamically load RTS modules
and not to dynamically load user programs.

Further information on the Autolink function can be found in the openUTM manual
“Using UTM Applications on BS2000 Systems”.

The operand values LOAD-MODE=STATIC / (POOL,poolname,NO-
PRIVATE-SLICE) cannot be combined with ALTERNATE-LIBRARIES=YES.
Such a combination will be rejected by the KDCDEF run.
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LIB=

LOAD-MODE=

STARTUP

ONCALL

STATIC

libname

Program library from which the load module is to be loaded dynamically. libname can
be up to 54 characters in length.

If LOAD-MODE = STATIC, the LIB= operand is ignored. In all other cases, you must
assign a value to LIB= either in the LOAD-MODULE statement or in a preceding
DEFAULT statement.

Load mode of the load module

The load module is loaded dynamically as an independent unit when the application is
started. External references from the subsystem, from class 3/4 memory, and from all
other modules of the UTM application which are already loaded are resolved. For
runtime system functions, see also the description of the operand ALTERNATE-
LIBRARIES=YES.

i Load modules which are generated with LOAD-MODE=STARTUP and
which contain TCB entries must not be exchanged during runtime.

Default: STARTUP

The load module is loaded dynamically as an independent unit the first time a program
unit or conversation exit assigned to the load module is called. External references
from class 3/4 memory and from all other modules of the UTM application which are
already loaded are resolved.

i Load modules containing TCB entries must not be generated with LOAD-
MODE=ONCALL.

If you are working with several processes, this load module must not be
overwritten in the library LIB=libname during runtime. Otherwise, different
versions of the load module will be executed during the application run.

The load module must be linked in statically to the application program.

(POOL,poolname, NO-PRIVATE-SLICE)

The memory pool is defined using the MPOOL statement.
poolname can be up to 50 characters in length.

When the application is started, the load module is loaded into the common memory
pool poolname. It is not divided into public and private slices. A private slice is
therefore not linked (even statically) into the application program.

(POOL,poolname, STARTUP)

When the application is started, the public slice of the load module is loaded into the
common memory pool poolname. The private slice belonging to the load module is
then loaded into the local task memory.
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(POOL,poolname, ONCALL)

When the application is started, the public slice of the load module is loaded into the
common memory pool poolname. The private slice belonging to the load module is
then loaded into the local task memory when the first program unit assigned to this
load module is called.

Only external references from class 3/4 memory, from the subsystems, and from the
local memory pool are resolved.

VERSION=version | *HIGHEST-EXISTING | *UPPER-LIMIT

*UPPER-LIMIT

*HIGHEST-EXISTING

Version of the load module. version can be up to 24 characters in length.

If VERSION=*UPPER-LIMIT (or VERSION=@) is specified then the BLS addresses
the load module Imodname in a PLAM library, which was last entered in this PLAM
library without an explicit version specification. If you work with explicit versions in
LMS, you cannot use @ as the load module version.

The rules governing the versions of elements in a program library also apply to name
allocation. However, there is one limitation: if version contains the character “.” then
the version must start with a letter.

Every time the application is started and at every application exchange, the highest
version of this module that exists in the library is loaded, i.e.

® For the first task (application start) or the initiating task (before application
exchange), UTM determines the highest current element version for all load
modules generated with VERSION=*HIGHEST-EXISTING.

®* This element version is then also used to load modules that are not loaded until
later, e.g. because they are generated with LOAD-MODE=ONCALL.

* When starting follow-up tasks for an application and when reloading the application
program after a PEND ER, the version of this module that is loaded is the one that
is already loaded by the other tasks in the application or that was loaded in this task
before the PEND ER.

For LOAD-MODULE statements generated with LOAD-MODE=STATIC, specifying
VERSION=*HIGHEST-EXISTING is not permitted.
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6.5.22 LPAP - define an LPAP partner for distributed processing based on LU6.1

The LPAP control statement allows you to define a logical access point for the partner application in the local
application. An LPAP statement is only required if communication with the partner application is to be carried out
using the LUB.1 protocol. This logical access point is known as an LPAP partner. For each LPAP partner, you must
define a logical name, possibly administration authorization for the partner application, maximum values for the
message queue of the LPAP partner, and logical properties for communication with the partner application based
on the LUG6.1 protocol.

- For information about generating LU6.1 connections see "Distributed processing via the LU6.1 protocol".

The CON statement is used to assign a real partner application to the LPAP partner (see the CON statement in the
section "CON - define a connection for distributed processing based on LU6.1"

LPAP | papnane

, BUNDLE = master | pap_nane ]

, DEAD- LETTER-Q={ NO | YES }

, KSET=keyset nane ]

, LNETNAME=I ocal _net nane ]

, PERM T={ ADM N | SATADM! | ( ADM N, SATADM )1 }

, QEV=queue_I| evel _nunber]

, RNETNAME=r enpt e_net nane ]
, SESCHA=sescha_nane

[ ,STATUS={ ON | OFF } ]

[
[
[
[
[
]
[
[

additional operand on BS2000 systems
[ ,NETPRIO={ MEDIUM | LOW} ]

Lonly permitted on BS2000 systems

[papname LPAP partner name, i.e. the logical name of the partner application, which is used by the
program units of the local application to address the partner application. lpapname applies
only in the local application, and can be up to eight characters in length.

The specified name must be unique and must not be assigned to any other object in
name class 1. See also section "Uniqueness of names and addresses".

Together with the LTERM names and the OSI-LPAP names, the LPAP names form a
common name class.
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BUNDLE=

DEAD-LETTER-Q=

YES

NO

KSET=

master_Ipap_name

Name of the master LPAP. If this operand is specified, the LPAP becomes a slave LPAP
of an LU6.1-LPAP bundle.

You define the master_Ipap_name with a MASTER-LU61-LPAP statement.

Messages sent to the master LPAP of an LPAP bundle with an APRO call are distributed
to the slave LPAPs of this LPAP bundle by openUTM. This allows the application to
distribute the messages to be sent across several partner applications of the same type
without the need to program this explicitly.

specifies whether asynchronous messages to this LPAP partner that could not be sent
due to a permanent error are to be saved in the dead letter queue.

Monitoring of the number of messages in the dead letter queue is enabled and disabled
with the MAX ...,DEAD-LETTER-Q-ALARM statement.

Asynchronous messages to this LPAP partner that could not be sent due to a permanent
error are saved in the dead letter queue provided (in the case of message complexes) no
negative confirmation job has been defined.

No asynchronous messages to this LPAP partner are saved in the dead letter queue.

Default: NO

i Main jobs for message complexes (MCOM) with negative confirmation jobs are
never saved in the dead letter queue as the negative confirmation jobs are
activated in case of errors.

If the number of messages in the dead letter queue is limited with QLEV,
messages may be lost in the event of errors. If the number is not limited, the
openUTM page pool generated must be sufficiently large. If there is a threat of
a page pool bottleneck, the dead letter queue can be locked during application
run with STATUS=0FF.

keysetname

Name of the key set assigned to the partner application in the local application. The key
set is defined using the KSET statement. The partner application can only start those
services or address those remote services generated in the local application which are
not locked, i.e. for which no lock code has been defined, and whose key codes are
defined in the key set keysetname.

The local application can thus be secured against unauthorized access by the partner
application.

Default: No key set,
i.e. only transaction codes that are not protected with lock codes can be started by the
partner application.
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LNETNAME= local_netname

This is required only for heterogeneous links. local_netname identifies the VTAM name
defined for the UTM application in the CICS or IMS partner application.

Default: Blanks

NETPRIO= This operand is only supported on BS2000 systems.
Transport priority to be used on the transport connection assigned to this LPAP partner.

Default: MEDIUM

PERMIT= Authorization level of the partner application
ADMIN The partner application can execute administration functions in the local application.
SATADM The partner application can execute preselection functions in the local

application, i.e. it can activate and deactivate the SAT logging of certain
events (UTM SAT administration authorization).

(ADMIN,SATADM) The partner application can execute administration and preselection functions in the local
application.

Default:
The partner application cannot execute administration functions in the local application.

QLEV= gueue_level_number

Maximum number of asynchronous messages that can be accommodated in the
message queue of the LPAP partner. If this threshold value is exceeded, further APRO-
AM calls to this LPAP partner are rejected with UTM message 40Z.

Default: 32767
Minimum value: O
Maximum value: 32767 (i.e. unlimited)

RNETNAME= remote_netname

This parameter is required only for heterogeneous links. remote _netname identifies the
VTAM name of the CICS or IMS partner application.

Default: Blanks

SESCHA= sescha_name

The session characteristics that apply for communication between the local application
and the partner application are defined under sescha_name in the SESCHA statement
(see "SESCHA - define session characteristics for distributed processing based on LU6.1"
). By specifying sescha_name here, you can assign this set of session characteristics to
the LPAP partner.

This is a mandatory operand.

STATUS= Specifies whether the LPAP partner is locked. The status can be changed during
operation using the administration command KDCLPAP.
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ON The LPAP partner is not locked. Connections can be established between the partner
application and the local application or connections already exist.

Default: ON

OFF The LPAP partner is locked. No connections can be established between the partner
application and the local application.
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6.5.23 LSES - define a session name for distributed processing based on LU6.1

The LSES control statement required only for communication based on the LU6.1 protocol.

C For more information about generating LU6.1 connection see "Distributed processing via the LU6.1
protocol”.

It allows you to define a common session hame for the connection established between two applications for
distributed processing. This name is then used to resume an interruptedcommunication process. LSES also
enables you to allocate the session to an LPAP partner. For this purpose, each LPAP statement must be assigned
at least one LSES statement. In the case of parallel sessions, several different session names must be defined for
the LPAP partner Ipapname.

An LPAP partner must be always be assigned the same number of sessions (LSES statement) and transport
connections (CON statement).

Exception: More LSES statements than CON statements can be assigned to an LPAP partner for a UTM cluster
application.

If a session is defined for the local application with LSES AAA, RSES=BBB, this sessionmust be defined with LSES
BBB, RSES=AAA in the generation of the partner application.

To ensure that the USER and session name need not be unique in two connected applications, the common
session name consists of two parts:
sessionname = local_sessionname + remote_sessionname

LSES | | ocal _sessi onnane
, LPAP=I| papnane
[ , RSES=renot e_sessi onnane ]

addtional operand on Unix, Linux and Windows systems

[ , NODE_NAME=nodenane ]

local_sessionname Name of the session in the local application.
The specified name must be unique and must not be assigned to any other object in name
class 2. See also "Uniqueness of names and addresses".

LPAP= Ipapname

Name of the LPAP partner assigned to the partner application.
local_sessionname is used for communicating with the partner application assigned to the
LPAP partner Ipapname in the local application.
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NODE-NAME=

RSES=

node_name

This parameter is only relevant for UTM cluster applications on Unix, Linux and Windows
systems.

To ensure that openUTM is able to select the "right" session when establishing a session
with a partner application, you must assign the LU6.1 sessions to the node applications via
the NODE-NAME operand. The following dependencies apply:

® The name specified in NODE-NAME must be defined in a CLUSTER-NODE statement
using the identically named NODE-NAME operand.

® The host name for the node (HOSTNAME) specified in this CLUSTER-NODE statement
must be referenced in a CON statement in the partner application (PRONAM).

® The LPAP name specified in this CON statement must, in the partner application, be
specified in an LSES statement that matches the LSES statement generated here. l.e.
the local session name in the partner application corresponds to the RSES name that is
specified here and vice versa.

See also "Generation notes” and "Procedure when generating LU6.1 connections".
Default value: eight spaces, i.e. not a node application.

In the case of standalone applications, NODE-NAME may not contain any values other than
spaces.

remote_sessionname
Remote half session name

Default: remote_sessionname=Ilocal_sessionname is set, if RSES is not named.
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6.5.24 LTAC - define a transaction code for the partner application

The LTAC control statement allows you to define a local transaction code for a service, a remote service program or
a remote TAC queue in a partner application. LTAC statements can be generated for communication based on both

the LUG.1 protocol and the OSI TP protocol.

The local transaction code is assigned either

® the name of a transaction code in a specific partner application (with single-step addressing), in which case the
local transaction code addresses both the partner application and the transaction code in this application, or

* the name of a transaction code in any partner application (with double-step addressing). The partner application
in which the service program addressed by the local transaction code is to run must be specified explicitly in the

program interface.

LTAC |tacnane

[ ,{ ACCESS- LI ST=keysetname | LOCK=l ockcode } ]

[ , LPAP=I papnane ]
[ ,LTACUNI T=l tacunit ]
[ ,RTACE{ C rtacnane' |
rtacnane |
reci pient_TPSU title [

,STATUS = { ON| OFF } ]
,TYPES{ D| A} ]

WAL TTIMVE=( timel, tine2 ) ]

, CODE={ ST AN D ARD |
PRI NTABLE- STRI NG |
T61- STRI NG |
| NTEGER }
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Itacname

ACCESS-LIST=

LOCK=

LPAP=

Name of a local transaction code defined for the remote service program

keysetname

ACCESS-LIST=is used to specify the access authorizations that the user of the
local UTM application must have in order to be able to send a job to the remote
program. Whether the job is actually carried out by the remote application will
depend on the access authorizations that are defined there.

ACCESS-LIST may not be specified in conjunction with the LOCK=/ockcode
operand.

For keysetname you must enter the name of a key set. The key set must be defined
using a KSET statement.

A user can only access the LTAC if the key set of the user (USER ...,KSET=)
contains at least one of the key codes contained in the key set (access list)
keysetname of the LTACs.

If you enter neither ACCESS-LIST=keysetname nor LOCK=/lockcode the LTAC is
not protected and any user of the local application is able to start the remote service
program.

Default: no key set

lockcode
May not be specified in conjunction with the ACCESS-LIST= operand.

LOCK= specifies the Lock code of the remote service program. A service secured
with a lock code can only be addressed by a program unit if the program unit was
started under a user ID (KCBENID) and from a client or a partner application
(KCLOGTER) whose key set contains a key code that matches the lock code.

If you enter neither ACCESS-LIST=keysetname nor LOCK=Ilockcode the LTAC is
not protected and any user of the local UTM application is able to start the remote
service program.

Default: 0 (no lock code)
Maximum value: Value of MAX ...,KEYVALUE=number

Ipapname

This identifies the partner application to which the service program belongs. You
must enter the name of the LPAP partner assigned to this partner application or the
name of an LU6.1-LPAP bundle or an OSI-LPAP bundle.

If the LPAP= operand is not specified, the name of the partner application must be
entered in the APRO function call (in the KCPA field).
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LTACUNIT=

RTAC=

C'rtacname’ |
rtachame |
recipient_TPSU _title

CODE=

STANDARD

[tacunit

Specifies the number of accounting units that are calculated for each call of this
LTAC in the accounting phase of the UTM accounting. The accounting units are
added to the accounting unit counter of the user ID that called the LTAC.

You may only specify integer values. This operand is only relevant if you are using
the “UTM Accounting” function. Further information on the UTM Accounting can be
found in the openUTM manual “Using UTM Applications”.

Default value: 1
Minimum value: O
Maximum value: 4095

Name of the transaction code for the remote service program in the partner
application. ftacname is used in the local application to address a service program
defined under this transaction code (recipient TPSU-title) in the partner application.

In the case of asynchronous communication you can also specify the name of a
TAC queue in the partner application.

Default: rtacname=Iltacname

The name of the transaction code for the remote service program in the partner
application (recipient_TPS _title) can be specified in the form of a character string or
a number. A character string can be entered in the format C‘rtacname’ or rtacname.

For recipient_ TPSU _title, the OSI TP standard distinguishes between the code
types printable string, T.61 string, and integer, which are used internally by
openUTM to represent the RTAC name.

If recipient_TPSU _title is specified in the form of a character string, it can be up to
eight characters in length. It can only contain characters that are permitted for TAC
names. Further information can be found in section "Format of names".

CODE=STD must be used for communication based on the LU6.1 protocol, and is
recommended if the partner application is a UTM application.

For communication based on the OSI TP protocol, CODE=PRINTABLE- STRING is
used internally.

Default: STANDARD
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PRINTABLE-STRING The recipient_ TPSU _title string can be up to 64 characters in length, and is case-
sensitive.

If the partner application is a UTM application, recipient TPSU _title can be up to
eight characters in length. It can only contain characters permitted for TAC names. If
these requirements are not met, the string can only be used for heterogeneous links
based on the OSI TP protocol.

The following characters are permitted for the code type PRINTABLE- STRING:

* ABC,...,Z
® ab,c ...,z
®01,2...,9

and the following special characters:
apostrophe '
hyphen -
blank <SPACE>
colon
question mark ?
equals sign =
comma ,
plus sign +
period
left parenthesis | (
right parenthesis )

slash /

357



T61-STRING With the code type T61-STRING, openUTM supports all characters of the code type
PRINTABLE-STRING as well as the following special characters:

dollar sign $
greater than sign | >
less than sign <
ampersand &
commercial at @
number sign #

semicolon ;

percentage sign | %

asterisk *
underscore _
INTEGER For recipient TPSU _title, you can specify a positive integer between 0 and
67108863.

This is permitted only for partner applications which are not UTM applications and
which communicate on the basis of the OSI TP protocol.

STATUS= This defines whether or not the /ltachame of the remote service program is locked
when the local application is started.

The value entered for STATUS= applies until it is changed using the KDCLTAC
administration command.

ON The transaction code /ftacname is not locked, i.e. jobs are accepted for the
corresponding service program.

Default: ON

OFF The transaction code /tacname is locked, i.e. jobs are not accepted for the remote
service program.

TYPE= This defines whether the remote service program is operated in dialog or
asynchronous mode.

D The remote service program is operated in dialog mode.
Default: D

A The remote service program or the remote TAC queue is operated in asynchronous
mode.
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WAITTIME=

timel

(timel,time2)

Maximum time spent waiting for a session to be reserved. By appropriately selecting
this wait time, you can limit the wait time of a user on the terminal that requests the

remote service.

Number of seconds spent waiting for a session to be reserved (possibly including
connection setup) or for an association to be established when starting a remote
service program.

® timel! =0 for asynchronous TACs:
An asynchronous job is always placed in the message queue of the partner
application.

® fimel! = O for dialog TACs:

A dialog job is accepted if a logical connection exists to the partner application.

® timel = 0 for asynchronous TACs:
An asynchronous job (FPUT job) that is not time-driven is only entered in the
message queue of the partner application if there is a logical connection to the

partner application. If there is no connection, then the FPUT call is rejected with

the return code 40Z, KD13.
® timel=0 for dialog TACs:

If there is no session or association generated for which the local application is
the contention winner, then the dialog job (APRO DM call) is rejected with 40Z,

KD11. If there are sessions/associations for which the local application is the
contention winner, but none are free when the program ends, then the
transaction is rolled back.

In the case of asynchronous jobs to OSI TP partners timel is always set internally to

60 seconds, regardless of the value actually set.

If there is no logical connection to the partner application, then dialog jobs are
rejected, regardless of the value of timel. The establishment of a connection is
initiated at the same time.
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time2

Maximum number of seconds spent waiting for a response from the job receiver.
This can be used to restrict the wait time for the terminal user.

time2 = 0 means “wait indefinitely”.

time2 is only relevant for dialog LTACs, the wait times for asynchronous LTACs are
defined using UTMD ... CONCTIME=(...,time2).

i If a value > 0 is specified in time2 then this value is ignored by openUTM if
a KDCSHUT WARN or GRACE has been issued and the local service has
initiated the end of the transaction. In this case, openUTM chooses the
wait time in such a way that the transaction is rolled back before the
application is terminated in order, if possible, to prevent the application
from being terminated abnormally with ENDPET.

Default value: WAITTIME = (30,0).
Minimum value: WAITTIME = (0,0)
Maximum value: WAITTIME = (32767,32767)

Wait times can be modified using the UTM administration (e.g. with the KDCLTAC
command).
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6.5.25 LTERM - define an LTERM partner for a client or printer

The LTERM control statement allows you to define an LTERM partner as the logical access point for a client or
printer of the application. Clients are terminals, UPIC clients and transport system applications (DCAM, CMX and
socket applications, or UTM applications generated as transport system applications).

LTERM partners are used by clients and printers to establish a connection with the UTM application. They are
assigned physical clients or printers using the PTERM statement. You can also define pools of LTERM partners;
further information can be found in the description of the TPOOL statement in section "TPOOL - define an LTERM
pool”.

LTERM partners can also be predefined, i.e. they aren’t assigned to a client/printer yet. The LTERM partner - >
PTERM assignment can be defined later on during operation using the KDCSWTCH administration command.

A separate LTERM statement must be issued for all clients defined in a PTERM statement.

i Printers are not supported by openUTM on Windows systems.

LTERM |t er mame

, BUNDLE=nast er-1terni

, GROUP=pri mary-lterm

, KSET=keyset nane ]

, LOCK=I ockcode ]

, QAMBGH{ YES | NO } ]

, @ EV=queue_| evel nunber ]
, RESTART={ YES | NO} ]

, STATUS={ ON | COFF } ]
,USAGE={ D| O} ]

[
[
[
[
[
[
[
[
[
[ , USER=user nane ]

additional operands on BS2000, Unix and Linux systems

[ , CTERMWFI t er mame2 |
[ ,PLEV=print_level nunmber ]

additional operands on BS2000 systems

[ ,ANNOAMBG={ Y | N} ]

[ ,FORMAT= { + | * | # }formatname ]

[ ,KERBEROS-DIALOG = { YES| NO} ]

[ ,LOCALE=( [ lang_id J[,[ terr_id ][ ,ccsnane ] ] ) ]
[ ,NETPRIO={ MEDIUM | LOW} ]

i The operands LOCK=, KSET=, USER= and ANNOAMSG-= are only valid for clients; the operands
CTERM= and PLEV= are only valid for printers.
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[termname

ANNOAMSG=

N

BUNDLE=

CTERM=

Name of the LTERM partner up to eight characters in length.
Itermname is used

® to assign a client or printer to the LTERM partner in the PTERM statement.

® by the program units of the application to address clients, printers, and other TS applications
(not server-to-server communication) assigned to the LTERM partner.

The specified name must be unique and must not be assigned to any other object in name class
1. See also "Uniqueness of names and addresses".

(announce asynchronous message)
This operand is only supported on BS2000 systems.

This operand applies only for LTERM partners used by terminals (USAGE=D) to sign on to the
UTM application.

An asynchronous message to this terminal is announced in advance by outputting UTM
message K012 in the system line. The user must then request the message using the UTM
command KDCOUT.

Default: Y
An asynchronous message to this terminal is sent immediately, i.e. without prior announcement.

master-lterm

Name of a master LTERM in a LTERM bundle (connection bundle). By specifying master-iterm,
this LTERM becomes a slave LTERM of the corresponding connection bundle.

The master LTERM specified here must have been generated in a preceding LTERM statement.

Do not assign a PTERM to a master LTERM.
Connection bundles permit load balancing (see "LTERM bundle").

Connection bundles can be generated for APPLI or SOCKET connections (PTYPE operand of
the corresponding PTERM statement).

BUNDLE must not be specified together with GROUP or CTERM.

ltermname?2
(control terminal)
This operand is only supported on BS2000, Unix and Linux systems.

This only needs to be specified for LTERM partners generated for printers (USAGE=0).
Itermname?Z is the name of an LTERM partner (up to eight characters in length) which was
configured as a printer control LTERM (LTERM ...,USAGE=D). The printer control LTERM can
be assigned one or more LTERM partners which were configured for printers. It is used to
manage printers, print jobs, and printer queues.

Default: Blanks, i.e. no printer control LTERM
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GROUP=

FORMAT=

primary-lterm

Name of a primary LTERM. By specifying primary-lterm, this LTERM becomes an alias LTERM
of the corresponding primary LTERM. They define a LTERM group.

In a LTERM group you assign several LTERMs to one connection (see "LTERM groups" ).

The primary LTERM specified here must have been generated in a preceding LTERM
statement. The primary LTERM must be a normal LTERM assigned to a PTERM with
PTYPE=APPLI or PTYPE=SOCKET or the master LTERM of a connection bundle. Do not
assign a PTERM to an alias LTERM.

i GROUP must not be specified together with BUNDLE or CTERM.

This operand is only supported on BS2000 systems.

Designates the start format of the LTERM partners. Start formats can only be defined for
terminals. It only makes sense to specify a start format if the application is generated without
user IDs or if you are using your own signon service.

If the LTERM partner is assigned to a UPIC client, then specifying a start format has no effect.

If the application is generated without user IDs, this format is output instead of UTM message
K00L1. Following a terminal-specific restart, the start format is not displayed, rather the KDCDISP
command is executed.

If the application is generated with user IDs, the name of the start format can be queried in the
first part of the sign-on procedure using the SIGN ST call. If you do not use your own sign-on
procedure, you cannot use the LTERM-specific start format.

The sign of the format consists as follows:
+, * or # followed by an alphanumeric name (formatname) up to seven characters in length.
#formats can only be used in the context of a sign-on procedure.

The terms have the following meanings:

When the next MGET call of the program unit is issued, each entry in a format field is preceded
by 2 bytes for the attribute field in the KDCS message area, i.e. the field properties can be
modified by the program unit.

The format name at the KDCS interface is +formatname.

When the next MGET call of the program unit is issued, the entry in a format field is not
preceded by any bytes for an attribute field, i.e. the field properties cannot be modified by the
program unit. The format name at the KDCS interface is *formatname.

This identifies a format with extended user attributes. The field properties and global format
properties can be modified by the program unit. The format name at the KDCS interface is #
formatname.

Default: no start format

KERBEROS-DIALOG =
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YES

NO

KSET=

LOCALE=

This operand is only supported on BS2000 systems.

A Kerberos dialog is performed when a connection is established for terminals that support
Kerberos and that connect to the application directly via this LTERM partner (not via OMNIS).

openUTM stores the Kerberos information in the length resulting from the maximum lengths
generated for MAX PRINCIPAL-LTH and MAX CARDLTH. If the Kerberos information is longer,
it is truncated to this length and stored.

The KDCS call INFO (KCOM=CD) allows a program unit run to read this information unless a
user subsequently signs on with an ID card. In this event, the Kerberos information is overwritten
by the ID card information.

If the maximum of the lengths generated for MAX PRINCIPAL-LTH and MAX CARDLTH is zero,
a warning message is issued.

No Kerberos dialog is performed.

Default.

keysetname

This applies only to clients generated as dialog partners (USAGE=D). keysetname is the name
of a key set defined using the KSET statement and assigned to the LTERM partner lfermname.
keysetname may be up to 8 characters long.

A maximum of one key set can be assigned to each LTERM partner. This defines the access
permissions for this LTERM partner with respect to using the services of the application and
remote services (LTACs) generated in this application.

This LTERM partner can only be used to start services of the application that are protected with
a lock code or an access list and only address remote services that are protected with a lock
code or an access list if the following applies: The key set assigned to the LTERM partner and
the KSET of the UTM user ID under which sign-on using this LTERM partner was performed
must contain the key code or access code that matches the lock code or access list.

The lock/key code concept and the access list concept are described in detail in the openUTM
manual “Concepts und Functions”. An introduction to data access control can be found in section
"Lock/key code concept"”.

Services whose TACs are not secured with codes can be called by the user or the client
program without restriction.

In the case of an application in which user IDs have been defined and for which data access
control is not required for terminals, you can assign all key codes to the terminals as follows:

LTERM. . . , KSET=MASTERSET
KSET MASTERSET, KEYS=MASTER

Default: No key set
(lang_id,terr_id,ccs_name)
This operand is only supported on BS2000 systems.

Language environment of the client that signs on to the application via this LTERM partner.
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lang_id

terr_id

CCshame

LOCK=

NETPRIO=

Freely selectable language identifier for the client, up to two characters in length.

The language identifier may be queried by the program units of the application, so that
messages can be sent to the terminal in the communication partner’s language.

Freely selectable territorial identifier for the client, up to two characters in length.

The territorial identifier may be queried by the program units of the application, so that messages
can be sent to the terminal taking into consideration any special territorial features of the
communication partner’s language.

(coded character set name)

Name of an extended character set (CCS name) up to eight characters in length. The specified
CCS name must belong to one of the EBCDIC character sets defined under the BS2000 system
(see also the XHCS User Guide). The character set must be compatible with an ISO character
set supported by the terminal assigned to this LTERM partner.

During generation, KDCDEF cannot check the validity of the CCS name under the BS2000
system or the compatibility condition. If you specify a CCS name which is not defined in XHCS,
this results in a PEND ER when an attempt is made to establish a connection via this LTERM
partner during runtime.

The character set with the specified CCS name is used for:

® outputting dialog messages on 8-bit terminals if the application is generated without user IDs
or if a user is not signed on to the terminal, and another CCS name is not explicitly selected
using an edit profile or a format.

® outputting asynchronous messages on 8-bit terminals if another CCS name is not explicitly
selected using an edit profile or a format.

Default: Locale defined in the MAX statement

lockcode

This applies only for clients (USAGE=D).

Lock code assigned to the LTERM partner as a logical numerical lock. lockcode is a number
between 1 and the maximum value permitted by the application (MAX ..., KEYVALUE=number).
It is only possible to sign on to this LTERM partner under a UTM user ID (USER) for which a key
set has been generated with a key code that contains the lock code of the LTERM partner. If the
application is generated without user IDs (no USER statement), the LOCK= operand is ignored.

Default: 0, i.e. no lock code
Maximum value: Value of MAX ...,KEYVALUE=number

This operand is only supported on BS2000 systems.
Transport priority to be used on the transport connection assigned to this LTERM partner.

NETPRIO has no significance for LTERM partners that are assigned to a PTERM using
PTYPE=SOCKET or PTYPE=*RSO.

Default:
MEDIUM for clients
LOW for printers
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PLEV=

QAMSG=

YES

NO

print_level_number
(print level)

This operand is only supported on BS2000, Unix and Linux systems.

This applies only for printers. The PLEV= operand allows you to access printers from various
UTM applications (printer sharing). The connection between the UTM application and the printer
exists only while the print job is being transferred, thus allowing other applications to establish a
connection as required.

This operand defines the number of printer messages at which openUTM attempts to establish a
connection with the printer. openUTM continues to collect these messages until the threshold
value defined with PLEV= is reached. It then establishes a logical connection to the printer. The
connection is shut down again as soon as there are no further messages for this printer. Another
application can then output messages to the printer if necessary. If the client is assigned a
printer pool, openUTM attempts to establish a connection to all printers in the pool as soon as
the threshold value is reached. When all messages have been sent, the connection to all printers
in the pool is shut down again.

If the connection to the printer is shut down (e.g. by administration) even through the threshold
value PLEV=is still exceeded, openUTM attempts to reestablish the connection at intervals
defined in MAX ...,CONRTIME=time.

If PLEV=0 is specified, the connection is not shut down even if there are no further output
messages.

If PLEV>0 is specified, the operands RESTART=NO or USAGE=D must not be specified for the
LTERM partner. On BS2000 systems QAMSG=NO must also not be specified.

i If PLEV>O0 is specified, the operand CONNECT=YES of the associated PTERM
statement has no effect.

Default value: 0

Minimum value: O

Maximum value: 32767

If you exceed the maximum value, KDCDEF automatically resets your entry to the default value
without outputting a UTM message.

(queue asynchronous message)

An asynchronous message (FPUT job) to the client or printer is buffered by openUTM in the
message queue of this LTERM partner, even if the client or printer is not connected to the
application.

Default: If RESTART= YES

An FPUT job sent to this client or printer is rejected with the return codes KCRCCC=44Z and
KCRCDC=K705 if the client or printer is not connected to the application.

Default: If RESTART=NO
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QLEV=

RESTART=

YES

NO

STATUS=

queue_level_number

(queue level)

Specifies the maximum number of asynchronous messages simultaneously buffered by
openUTM in the message queue of the LTERM partner. If this threshold value is exceeded,
openUTM rejects all further FPUT or DPUT calls for this LTERM partner with 40Z.

QLEV= can be used to control the size of the page pool more effectively. This is because the
number of asynchronous messages cannot exceed the queue level_number.

Default value: 32767

Minimum value: 0

Maximum value: 32767 (i.e. unlimited)

If you exceed the maximum value, KDCDEF automatically resets your entry to the default value
without outputting a UTM message.

i You should not specify a QLEV < PLEV for a printer, as this would mean that the
connection to this printer would have to be established by administration.

Processing of asynchronous messages when the client link is disconnected.

When the link to the client assigned to this LTERM partner is disconnected, asynchronous
messages are retained. If user IDs are not generated in this application, openUTM performs an
automatic service restart for this LTERM partner.

Default: YES

When the link to the client assigned to this LTERM partner is disconnected, openUTM deletes all
asynchronous messages in the message queue of the LTERM partner. If these are messages of
a UTM message complex, the negative confirmation job is activated. It is possible to relieve the
load on the page pool by specifying RESTART=NO.

If QAMSG=YES is specified, you must not specify RESTART=NO.

If user IDs are not defined in the application, openUTM does not perform an automatic service
restart for clients or printers, i.e.:

® |f the connection is shut down by KDCOFF, if it is lost, or if the application is terminated
normally, the service is rolled back to the last synchronization point and terminated. The event
exit VORGANG is then called with KCKNZVG=D (=Disconnect).

® During a UTM warm start following abnormal termination of the application, an open service
for this LTERM partner is terminated without calling the event exit VORGANG.

® Following connection setup, KDCDISP/KDCLAST behaves in the same way as after
regeneration, i.e. the UTM message K020 NO MESSAGE(S) PRESENT is output.

Status of the LTERM partner following connection setup. This can be modified during runtime
using the administration command KDCLTERM.
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ON

OFF

USAGE=

USER=

The client or printer assigned to this LTERM partner is not locked, i.e. you can work with it as
soon as the connection has been established.

Default: ON
The client or printer assigned to this LTERM partner is locked.
Type of LTERM partner

The LTERM partner is configured as a dialog partner. Both the client and the application can
send messages via the connection between the client and the local application.

Default: D

The LTERM partner is configured for an output medium. It is only possible to send messages
from the application to the printer or TS application etc.

username

This only applies if the LTERM has been configured as a dialog partner (USAGE=D). Depending

on the type of the assigned client, this operand has the following effect:

® |f aterminal is assigned to the LTERM partner, openUTM executes an automatic KDCSIGN
for the user ID username when establishing a logical connection between the client assigned
to this LTERM partner and the UTM application. Note that when the automatic KDCSIGN is
used, access protection is limited.

You should not specify this operand unless you are certain that an authorized user is working
under this user ID at this client. After the logical connection is set up, the client is in the same
state as if the user username executed the KDCSIGN command (BS2000 systems) or signon
check (Unix, Linux and Windows systems) successfully. The user ID must be defined using
the USER statement.

If the LTERM partner is assigned a client of type APPLI or UPIC, then the user ID username
is reserved for this client (as the connection user ID). The client is signed on under this user
ID when the connection is established. Another client or terminal user cannot sign on to the
UTM application with this user ID.

If a user ID with the name of the LTERM partner was generated explicitly by means of a
USER statement, openUTM assigns this user ID exclusively to the LTERM partner. If the
LTERM partner is to send administration calls to the application, then a user ID with
administration authorization must be specified if the client is not signed-on using a real user
ID. If transaction codes are to be called from this client that are protected by lock codes, then
this user ID must be assigned an appropriate key set.

If no user ID was specified, then KDCDEF implicitly creates a user ID with the name of the
LTERM partner and the value defined in LTERM ...,RESTART=.

Default: No automatic KDCSIGN
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6.5.26 MASTER-LUG1-LPAP - define the master LPAP of an LUG6.1-LPAP bundle

The MASTER-LU61-LPAP statement allows you to specify the name and properties of a master LPAP for an LU6.1
LPAP bundle.

Slave LPAPs are assigned to a master LPAP of an LU6.1 LPAP bundle with the BUNDLE parameter of the LPAP
statement. The master LPAP and the slave LPAPs together form an LPAP bundle. LPAP bundles allow messages
to be distributed automatically across several LPAP partners (see "LU6.1-LPAP bundles").

MASTER- LUB1-LPAP  master | pap_nane
[ ,STATUSS{ ON | OFF } ]

master_Ipap_name

Name of the master LPAP of an LU6.1 LPAP bundle. This name is only of significance in the local
application and must differ from the names of LTERMs, LPAPs, OSI-LPAPs and TACs defined in this
application.

master_Ipap_name can be up to 8 characters in length.
STATUS= Specifies whether the MASTER-LU61-LPAP is locked.
ON The MASTER-LU61-LPAP is not locked.

OFF The MASTER-LU61-LPAP is locked. Jobs for the MASTER-LU61-LPAP are rejected.
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6.5.27 MASTER-OSI-LPAP - defining the master LPAP of an OSI-LPAP bundle

WiIth the control statement MASTER-OSI-LPAP you specify the name and properties of a master LPAP for an OSI-
LPAP bundle.

A master LPAP of an OSI-LPAP bundle is assigned slave LPAPs with the BUNDLE parameter of the OSI-LPAP
statement. The master LPAP and the slave LPAPs together form a LPAP bundle. LPAP bundles allow messages to

be distributed automatically across several LPAP partners (see "OSI-LPAP bundles").

MASTER- OSI - LPAP | mast er _| pap_nane
, APPL| CATI ON- CONTEXT=cont ext _nane

[ ,STATUS={ ON | OFF }]

master_lpap_name

Name for the master LPAP in an OSI-LPAP bundle. This name is only significant in the local
application. It must be different from the names of the LTERMSs, LPAPs, OSI-LPAPs, and TACs

defined in the application.
master_Ipap_name can be a maximum of 8 characters long.

APPLICATION-CONTEXT=context-name
Name of the application context to be used for communication with the remote partner.

All slave LPAPs in an OSI-LPAP bundle must be assigned to the same application context as the
master LPAP.

STATUS= Specifies whether the MASTER-OSI-LPAP is locked.

ON The MASTER-OSI-LPAP is not locked.

OFF The MASTER-OSI-LPAP is locked. Jobs for the MASTER-OSI-LPAP are rejected.
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6.5.28 MAX - define UTM application parameters

®* The MAX control statement allows you to define the maximum values, timers, process values and system
parameters of a UTM application. For instance, these include:

® the name of the application
® the base name or the base directory for UTM files
® single or dual-file operation of the KDCFILE
* size of a UTM page (block size of UTM storages and buffers)
¢ the maximum number of
® processes
® key codes
® GSSBs
® LSSBs
® UTM pages in the buffer for user log records, etc.

¢ threshold values for monitoring the size of SYSLOG file generations if the SYSLOG is created as an FGG
(SYSLOG-SIZE operand)

® the default language environment of the UTM application (LOCALE operand)

® whether or not SM2 can be used for performance monitoring in the application

The parameters of the MAX control statement can be split into several MAX statements. If the same operand is
inadvertently entered in several MAX statements, the first value entered for this operand is taken as valid.

Mandatory operands:

APPLINAME=, KDCFILE= and TASKS=.

Additional mandatory operands on Unix, Linux and Windows systems:

SEMKEY= or SEMARRAY= (semaphore keys), IPCSHMKEY=, KAASHMKEY= and CACHESHMKEY=.
In OSI TP applications additionally: XAPTPSHMKEY= and OSISHMKEY=.

The mandatory operands need to be defined once.

Note on UTM cluster applications on Unix, Linux and Windows systems:

If you modify one of the operands APPLINAME, APPLIMODE, GSSBS, LSSBS, KB or NB then you must
regenerate both the initial KDCFILE and the UTM cluster files by specifying GEN=(CLUSTER,KDCFILE) in the
OPTION statement.

For clarity, all operands of the MAX statement are listed in a table following the operand descriptions.
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Operands valid for all operating systems

MAX [ APPLI MODE={ SECURE | FAST } ]

, APPLI NAMVE=appl i nane

, ASYNTASKS={ at ask_nunber | (atask_numnber, service_nunber) } ]
,BLKSI ZE={ 2K | 4K | 8K} ]

, CACHESI ZE=( nunber, paging,{ NORES | RES}1 { ,PS| DS}! ) ]
,CLRCH={ c | Cc'| X xx" } ]

, CONN- USERS=nunber ]| (mandatory on Uni x, Linux and Wndows systens)
, CONRTI ME=t i ne ]

, DATA-COWPRESSION={ STD | YES | NO} ]

, DEAD- LETTER- @ ALARM=nunber |

, DESTADMEdest i nati on ]

, DPUTLI M T1=( day, hour, m nute, second ) ]

, DPUTLI M T2=( day, hour, m nut e, second ) ]

, GSSBS=nunber ]

, HOSTNAME=nane ]

, KB=I engt h ]

, KDCFI LE=( filebase [, { SINGE | DOUBLE } ] )

[ , KEYVALUE=nunber ]

[ ,LEADI NG SPACES={ NO | YES } ]
[ , LPUTBUF=nunber ]

[ , LPUTLTH=l ength ]

[ , LSSBS=nunber ]
[

[

[

[

—, e,

, MOVE- BUNDLE- MSGS={ YES | NO} ]
, NB=Il engt h ]

, NRCONV=nunber ]

, OSl - SCRATCH AREA=val ue ]

[ , PGPOOL=( nunber,warnl evel 1, warnl evel 2 ) ]
[ , PGPOOLFS=number ]
[ , PGATTI ME=tinme ]
[ ,PRIVILEGED- LTERM = <I|term nanme> ]
[ ,QIIME = (qtinel,qtinme2)]
[ , RECBUF=( nunber,length ) ]
[ , RECBUFFS=number ]
[ , REDELI VERY=( nunber 1, nunber?2) ]
[ ,RESWAIT={ tinel | ( tinel, time2 ) } ]
[ .SM={ NO| OFF | ON} ]
[ ,SPAB=l ength ]
[ , STATI STI CS- M5SG={ NONE | FULL-HOUR } ]
[ , SYSLOG SI ZE=si ze ]
[ , SYSTEM TASKS={ *STD | nunber } ]
, TASKS=nunber
[ , TASKS- | N PGAT=nunber ]
[ , TERMMAI T=tinme ]
[ , TRACEREC=numnber ]
[ , TRVBATH=l ength ]
[ ,USLOG={ SINGLE | DOUBLE } ]

further operands for BS2000 systems

372



, CARDLTH=I engt h]

, MP- WAl T=nunber
, PRI NCI PAL- LTH=I
, REQNR=nunber ]
, SAT={ ON | COFF
, VGVBI ZE=nunber

—, L, — o,

, BRETRYNR=numnber ]

, CATID=( catalog A catalog B) ]
, LOCALE=( [ lang_id J[,[ terr_id ][ ,ccsnane ] ] ) ]
, LOGACKWAI T=ti e ]

]
ength ]

}]
]

further operands for Unix, Linux and Windows systems

, CACHESHWKEY=nunber
, | PCSHVKEY=nunber

[ , 1 PCTRACE=numnber ]
, KAASHWKEY=nunber

, OGSl SHWKEY=nunber only mandatory if you generate OSI TP partners
, { SEMARRAY=( nunber, numberl ) | SEMKEY=( nunber,...) }
, XAPTPSHVKEY=nunber only mandatory if you generate OSI TP partners

INORES | RES and PS | DS only permitted on BS2000 systems. The long form PROGRAM-SPACE or DATA-
SPACE can also be specified instead of PS or DS.

APPLIMODE-= This specifies whether the application is a UTM-S or UTM-F application.

SECURE

FAST

The application is generated as a UTM-S application.

With UTM-S, openUTM logs all user data so that this data is retained after the
application is terminated or following a system crash. In the event of errors, UTM-
S guarantees the integrity and consistency of the application data. If a UTM-S
application is terminated abnormally, an automatic restart is automatically
performed. For this purpose, this variant of openUTM logs all modifications at the
end of transactions.

Default: SECURE

The application is generated as a UTM-F application.

UTM-F offers enhanced performance by eliminating the disk input/output
operations performed by UTM-S when logging user and transaction data. With a
standalone UTM-F application, openUTM only logs user passwords and changes
to the configuration which were made by means of dynamic administration. These
modifications are thus retained for the next application run. However, UTM-F
applications do not log changes to the user data. They are therefore suitable only
for installations in which performance is the most important criterion and the
restart facility is not required. This applies in the case of pure information systems,
or if all logging functions can be provided by the database system used.

In UTM cluster applications, user data that is valid globally in the cluster is also
saved for UTM-F.
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APPLINAME=

ASYNTASKS=

atask_number

appliname

Name of the UTM application up to eight characters in length. appliname defines
a transport system access point via which connections to the UTM application can
be established.

This is a mandatory operand.

If several application names are required, for example, for distributed processing
based on the LU6.1 protocol, these can be assigned to the application using the
BCAMAPPL statement. With APPLINAME= you define the primary application
name.

appliname must be unique within the local system and must not begin with the
character '$'.

BS2000 systems:

This name is subject to the name conventions for BCAM applications. The
transport system access point defined with appliname supports the transport
protocol NEA.

appliname must not begin with a number or with '$’ as this is prohibited by BCAM
and the application cannot be started otherwise. Please note that KDCDEF cannot
intercept numbers.

Unix, Linux and Windows systems:

appliname must be specified when establishing a connection from the terminal
(dialog terminal process).

If connections are to be established with partner applications using the application
name defined with APPLINAME=, you must also issue an appropriate
BCAMAPPL statement (see "BCAMAPPL - define additional application names").

(atask_number,service_number)

Maximum number of resources that may be reserved to process asynchronous
jobs.

Maximum number of processes (BS2000 tasks or work processes on Unix, Linux
and Windows systems) of the application which can simultaneously handle jobs
with asynchronous transaction codes. This operand allows you to prevent long-
running asynchronous processes from affecting dialog operation.

If ASYNTASKS=0, asynchronous TAC classes cannot be generated.

Default: 1
Minimum value: 0
Maximum value: TASKS -1
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service_number

BLKSIZE=

Maximum number of asynchronous services that may be open at the same time.

You should set service_number to be larger than atask _number when one of the
two following cases can arise:

® Process switch while processing an asynchronous service:If an asynchronous
service consists of several program units and if the transaction code of a follow-
up program (follow-up TAC after PEND PA/PR or PEND SP) is located in a
different TAC lass than the calling program unit or the priority control is
generated for TAC classes (TAC-PRIORITIES statement), then a process
switch can occur during processing. The asynchronous service is inactive at
first and does not allocate a UTM process, although it remains open.

® Dialogs initiated by synchronous services with LU6.1 or OSI TP partner
applications: If a dialog is initiated with a partner application within an
asynchronous service (with APRO DM) and it must wait for a response from the
partner (via PEND KP or PEND RE), then the asynchronous service remains
open until the response arrives (or until a timeout), but it does not allocate a
UTM process.

If these cases arise in the application and the value of service_number is too
small, then the asynchronous processing may be temporarily blocked because
service_number of inactive services already exist. New asynchronous services
cannot be started although no UTM processes are processing asynchronous
services at this time.

Default: atask_number
Minimum value: atask_number
Maximum value: 32767

Size of a UTM page

Please note that, depending on the BLKSIZE specification, each user storage
area occupies at least 2K, 4K or 8K in the page pool.

You can only specify BLKSIZE=4K or 8K for UTM cluster applications.
Default

® standalone UTM applications: 2K
® UTM cluster applications that run on 32-bit systems: 4K

® UTM cluster applications that run on 64-bit systems: 8K
Possible values: 2K, 4K, 8K

i On BS2000 systems you must specify BLKSIZE=4K or 8K

® if the KDCFILE and the USLOG file are created on NK4 disks, or
¢ if the KDCFILE is to be used as a Hiperfile (high-performance file).
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BRETRYNR=

CACHESHMKEY=

CACHESIZE=

number
This operand is only supported on BS2000 systems.

Number of attempts made by openUTM to transfer a message to the transport
system (BCAM) if BCAM cannot accept the message immediately. If this number
is exceeded, the connection to the dialog partner is shut down.

BRETRYNR is irrelevant for asynchronous messages output to a dialog partner
with PTYPE=APPLI (PTERM statement). If such a message from the transport
system is rejected due to a temporary bottleneck, then openUTM releases the
process, but does not clear down the connection. After waiting for three seconds,
openUTM makes up to three attempts to transfer the message to BCAM. If after
the third attempt BCAM still cannot accept the message, then openUTM waits for
3 more seconds before it makes another three attempts to send the message to
BCAM. If still unsuccessful, it waits another 3 seconds before making another
three attempts, and so on.

Default: 10
Minimum value: 1
Maximum value: 32767 (theoretical value)

number
This operand is only supported on Unix, Linux and Windows systems.

Authorization key for the shared memory segment containing the global buffer for
file access. Keys are global parameters under the Unix, Linux and Windows
systems. You cannot specify more than one key. You must enter a decimal
number for number.

This is a mandatory operand.

(number,paging,NORES or RES, PS or DS)

(NORES, RES, PS, DS only on BS2000 systems PROGRAM-SPACE or DATA-
SPACE can also be specified instead of PS or DS)

This specifies the size and properties of the cache memory (further information
can be found in the openUTM manual “Concepts und Functions”). The values
entered here affect the performance of your UTM application.
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number

paging

NORES

RES

Number of UTM pages in the cache. The size of each UTM page is defined in the
BLKSIZE= operand. The cache is used for accessing the page pool, i.e. all input
and output operations involving LSSBs, GSSBs, TLSs, LPUT messages, FPUT
messages, MPUT messages to clients, and some types of UTM administrative
data. Data is not written to the KDCFILE until the cache becomes full or the
transaction is terminated.

KDCDEF rounds up this number to a multiple of 32.

Default value:

1024 (corresponds to 2, 4 or 8 MB, depending on the value of BLKSIZE=)
Minimum value:

32 (corresponds to 64, 128 or 256 KB, depending on the value of BLKSIZE=)
Maximum value:

Depends on the hardware and operating system, but not larger than 16777184.

i If the cache on BS2000 systems is located in the program space (PS),
the cache is created in a common memory pool whose size is always a
multiple of 1 MB. The BS2000 system automatically rounds the value
specified in CACHESIZE. CACHESIZE should be requested in multiples
of 1 MB so that address space is not wasted.

Percentage of cache pages to be written to the KDCFILE in a single batch in the
event of a bottleneck, thereby freeing space in the cache. This must correspond to
at least eight pages. The value specified here can be modified using the
administration command KDCAPPL CACHE=% _utm_pages.

Default value: 70(%)
Minimum value: 0, i.e. eight pages are swapped out
Maximum value: 100 (%)

This operand value is only supported on BS2000 systems.
The cache is created as non-resident.

Default: NORES

This operand value is only supported on BS2000 systems.
The cache is created as resident.

A resident cache can enhance the performance of the UTM application. RES may
not be specified together with DATA-SPACE.

Resident cache offers enhanced performance in productive mode, as the cache
paging algorithm is designed specifically for use with this type of cache.

i The number of resident pages used in the creation of a resident cache
cannot be checked using the COREBIAS operand of the BS2000
command BIAS.
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PS or PROGRAM-SPACE This operand value is only supported on BS2000 systems.

DS or DATA-SPACE

The UTM cache is created in the program space.

Default: PS

This operand value is only supported on BS2000 systems.
The UTM cache is created in one or more data spaces.

If the generated UTM cache is larger than 2GBt, UTM will distribute the cache
over more than one data space as a data space may be at most 2GB in size.

The option of creating the UTM cache in a data space should be chosen only if a
very large UTM cache is required and the address space (program space) is not
sufficient for this.

Use of a data space for the ITM cache always entails a slight loss of performance
as a result of the way in which a program can access data in a data space. For
applications which require a large UTM cache, these performance disadvantages
are, however, counterbalanced by the advantages which a large cache brings
through the reduction of file 10s.

Above all for UTM applications it can be advantageous to create a very large UTM
cache in a data space. In the case of UTM-F, cache buffers are written to file only
in the event of a cache bottleneck. If the UTM cache is generated large enough all
file 10s to this page pool may be omitted for such applications.

The maximum size of a UTM cache in data spaces is 8 GB. In other words:

®* when BLKSIZE is 2K, the maximum value for number is 4,194,304,
®* when BLKSIZE is 4K, the maximum value for numberis 2,097,152,

® when BLKSIZE is 8K, the maximum value for numberis 1,048,576.

DATA-SPACE may not be specified together with RES.
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CARDLTH=

CATID=

CLRCH=

length
This operand is only supported on BS2000 systems.

Length of the ID card information in bytes. If the ID card reader is used for sign-on,
openUTM stores the ID card information in the length resulting from the maximum
of the length specified here and the value generated for MAX PRINCIPAL-LTH. If

the information on the ID card is longer, it is truncated and stored in this length.

The KDCS call INFO (KCOM=CD) enables a program to read this information.

CARDLTH must be big enough to ensure that the following applies for all USER
statements with

USER ..., CARD = (pos, string):

pos + length (string) -1 <= CARDLTH.

Default: 0
Maximum value: 255

When a value > 255 is specified, 255 is assumed.
No warning message is output.

(catalog_A,catalog_B)
This operand is only supported on BS2000 systems.
Catalog IDs to which your KDCFILE is assigned.

If you work with CATIDs, enter the base name without the CATID in KDCFILE=
filebase (see "MAX - define UTM application parameters").

In the case of single-file operation of the KDCFILE, specify the CATID to which the
KDCFILE is to be assigned in catalog _A. In this case, catalog B is not specified.

In the case of dual-file operation of the KDCFILE (see "The KDCFILE"), you can
assign files with the suffix A to CATID catalog A and files with the suffix B to
catalog B. If you only specify a value for catalog A, both files are assigned to this
CATID.

Character with which the KB program area and the standard primary working area
are overwritten at the end of a dialog step. Possible entries are:

c
Cc
XXX’

Where cis an alphanumeric character and x a hexadecimal character.

Default:
The communication area and standard primary working area are not overwritten.
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CONN-USERS=

number

This operand is used to control the load on the application. It defines the
maximum number of users that can work simultaneously with the application. In
the case of an application for which user IDs have not been generated, CONN-
USERS= can be used to define the maximum number of clients that can sign
simultaneously on to the application via LTERM partners.

® CONN-USERS < number of users/clientsThis prevents all users/clients from
working simultaneously with the application.

® CONN-USERS=0The number of simultaneously active users/clients is
unrestricted.

® CONN-USERS > number of users/clientsThe application load is not controlled.
CONN-USERS= is ignored.

User IDs and clients generated with administration authorization can sign on to the
UTM application, even if the maximum number of simultaneously active user IDs
has already been reached.

Default value on BS2000 systems: O (i.e. no restriction)
Minimum value: 0
Maximum value: 500000

i CONN-USERS is a mandatory operand on Unix, Linux and Windows
systems. Please note that nhumber cannot be set to a higher value that
the number of concurrent user licenses obtained.
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CONRTIME=

time

(connection request time) Time in minutes after which openUTM retries to
establish a connection after failing to establish a connection generated to be
established automatically.

If CONRTIME > 0 then, following a disconnection, openUTM first attempts to
reestablish the connection immediately and then at the intervals specified in
CONRTIME. This applies to the following partners:

® TS applications (PTYPE=APPLI or PTYPE=SOCKET) which openUTM
generates with automatic connection setup (PTERM ...,CONNECT=YES,)
provided that the connection was not terminated by an administration command
or due to the IDLETIME timer running down (see the PTERM statement on
"PTERM - define the properties of a client/printer and assign an LTERM
partner") .

® OSI TP or LUG6.1 partner applications which were generated with automatic
connection setup, provided that the connection was not terminated by an
administration command or because of the expiry of an IDLETIME timer.

® OSI TP partner to which the asynchronous messages were sent and with which
no connection existed at the creation time of the messages.

® On BS2000 systems

® Printers to which openUTM establishes a connection as soon as the number
of print jobs for this printer exceeds the generated threshold value (LTERM
...,PLEV>0). On disconnection, the number of print jobs must be greater
than or equal to the threshold value if openUTM is to attempt to re-establish
the connection. If CONRTIME! =0, openUTM also attempts to re-establish
the connection if this was previously explicitly disconnected using an
administration command.

® Printers to which openUTM automatically establishes a connection (PTERM
...,CONNECT=YES), provided that the connection was not terminated by an
administration command.

® Message distributor (MUX) to which openUTM automatically establishes a
connection on start-up, provided that the connection was not terminated by
an administration command.

If a connection to this partner is not established when the application is started or
the administration command KDCPTERM or KDCLPAP is issued, openUTM
attempts to reestablish the connection at intervals specified in CONRTIME-=.

If CONRTIME=0, openUTM does not make any attempt to set up the connection.
Exception: A wait time of 10 minutes is set for asynchronous messages to OSI TP
partners.

Default: 10 min.
Maximum value: 32767 min.
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DATA-COMPRESSION=

YES

NO

STD

DEAD-LETTER-Q-ALARM

DESTADM=

This parameter enables data compression to be permitted or not permitted.

If data compression is permitted and enabled, for data of the secondary storages
and long-term storages (GSSB, LSSB, TLS and ULS) and the communication
area-program area UTM performs data compression in order to reduce the space
required for these areas by at least one UTM page. For UTM-S applications in
particular this can have a positive effect on the performance because as a result
execution in UTM and the file 10s to the page pool are optimized.

UTM attempts to compress the user data only if this enables at least one UTM
page to be saved, i.e. only for data spaces which are written with a length of more
than one UTM page.

Data compression is permitted and enabled. Data compression can be disabled
using administration facilities, e.g. by means of KDCAPPL.

Data compression is not permitted and is disabled. This setting cannot be
modified using administration facilities.

Data compression is permitted and enabled for UTM-S applications
(APPLIMODE=S).
Data compression is permitted but disabled for UTM-F applications
(APPLIMODE=F).

This default setting can be modified using administration facilities.
Default: STD
i The average value for UTM pages saved per data compression can be
gueried using the administration functions, e.g. using the KDCINF STAT

command (see openUTM manual “Administering Applications”) or using
WinAdmin or WebAdmin.

Controls monitoring the number of messages in the dead letter queue.

The K134 message is output each time the threshold is reached. for this message
the destination MSGTAC can be defined in order to automate handling of the dead
letter queue.

Default: 0, monitoring is disabled.
Maximum value: 65535

destination

Destination to which openUTM sends the results of administration calls processed
asynchronously. For destination, you can specify:

® an LTERM partner Exception: UPIC-LTERM partners are not permitted!
® the TAC of an asynchronous program
® the TAC queue (type=Q).

Default: Blanks, i.e. no destination; the results are thus lost.
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DPUTLIMIT1=

day

hour

minute

second

DPUTLIMIT2=

(day,hour,minute,second)

Defines the latest possible execution time of a job. Can be specified in relative or
absolute time:

time of execution < time of DPUT call + DPUTLIMIT1

The following applies for time specifications in DPUTLIMIT1:

Maximum value: 364
Minimum value: 0

Maximum value: 23
Minimum value: O

Maximum value: 59
Minimum value: O

Maximum value: 59
Minimum value: O

Default value: DPUTLIMIT1 (360, 0, 0, 0) = 360 days
Default value: DPUTLIMIT2 (1, 0, 0, 0) = 1 day
Minimum value: (0, 0, 0, 0)

Maximum value: (364, 23, 59, 59)

The following must apply for the DPUTLIMIT1 and DPUTLIMIT2 operands:
DPUTLIMIT1 + DPUTLIMIT2 <= (364, 23, 59, 59) < 365 days

i.e. if you enter (364, 23, 59, 59) for DPUTLIMIT1, you must specify DPUTLIMIT2=
(0, 0, 0, 0).

(day,hour,minute,second)

The time specification for the DPUT call does not contain a number for the year.
Furthermore, the desired execution time may already have passed if the DPUT
call was delayed.

For this reason, you must decide whether the execution time of a job with an
absolute time specification should be attributed to the past, current, or next year.

Since DPUTLIMIT1 + DPUTLIMIT2 must be < 1 year, only one of these three
alternatives will be in the permissible open time period (call time - DPUTLIMITZ,
call time + DPUTLIMIT1):

® |f the only alternative allowed is before the call time, then the DPUT is handled
as an FPUT and executed as soon as possible.

® If the only alternative allowed is after the call time, then the DPUT is saved and
only converted to an FPUT and executed at the alternative time.

® If none of the three alternatives are in the permissible time period, then the
DPUT is rejected.
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GSSBS=

DPUTLIMIT2 therefore allows you to backdate the specified execution time into
the past for time-driven jobs with absolute time specifications. You cannot
backdate jobs with relative time specifications.

DPUTLIMIT1 restricts the predating of jobs with absolute or relative time
specifications into the future only.

Example 1

DPUTLIM T1 = (300, 0, 0, 0)
DPUTLI M T2 = (010, 0, 0, 0)

The DPUT call time is (005,0,0,0). The current and last years are not leap years.

® DPUTSs with relative time (000,0,0,0) to (299,23,59,59) are accepted.

® DPUTSs with absolute times (001,0,0,0) to (005,0,0,0) and (360,0,0,1) to
(365,23,59,59) are handled as FPUT.

® DPUTSs with absolute time (005,0,0,1) to (304,23,59,59) are handled as DPUT.

DPUTSs with absolute time (305,0,0,0) to (360,0,0,1) are rejected.

U RLSEREEREEEREE REEECREEPERRE R RLCERCEE ERRESREEREE |
360 5 305 360

FFFFFFFFFFFFFFFFFDDDDDDDDDDDDD . .. DDDDDDDDDDDDDDD
Example 2

® DPUTLIMIT1 and DPUTLIMIT2 are defined exactly as in Example 1, but the
DPUT call time is (360,0,0,0).

® DPUTSs with relative time (000,0,0,0) to (299,23,59,59) are accepted.
® DPUTSs with absolute time (350,0,0,1) to (360,0,0,0) are handled as FPUT.

®* DPUTSs with absolute time (001,0,0,0) to (294,23,59,59) and (360,0,0,1) to
(365,23,59,59) are handled as DPUT.

®* DPUTSs with absolute time (295,0,0,0) to (350,0,0,0) are rejected.

FFFFFFFFFFFFFFFFFDDDDDDDDDDDDDD . . . DDDDDDDDDDDD

The default values are listed under the description of the DPUTLIMIT1 operand.

number

Maximum number of GSSBs (global secondary storage areas) that can exist
simultaneously in the application.

Default: 32
Minimum value: O
Maximum value: 30000
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HOSTNAME=

IPCSHMKEY=

IPCTRACE=

name
BS2000 systems:

Name of the virtual host on which the UTM application runs (from the point of view
of BCAM). This virtual host must also be generated in BCAM. The name can be
up to 8 characters in length. Default value: 8 blanks, i.e the applications runs
under the real host.

Unix, Linux and Windows systems:
Can only be specified in standalone applications.

In UTM cluster applications, you can specify a virtual host name in the VIRTUAL-
HOST parameter of the CLUSTER-NODE statement.

Name of the host that is specified as the sending address when a connection is
established from the UTM application end. HOSTNAME= is required in cluster
systems that use the “relocatable” IP address as the sending address and not the
stationary IP address.

The name can be up to 64 characters in length.

Default: Blanks, the default processor name of the transport system is used as the
sending address.

number
This operand is only supported on Unix, Linux and Windows systems.

Authorization key for the shared memory segment, which is used for
communication between work processes on one side and the dialog terminal or
printer processes and the timer process (external processes of an application) on
the other side. Keys are global parameters under the Unix, Linux and Windows
systems. You cannot specify more than one key. You must enter a decimal
number for number.

This is a mandatory operand.

number
This operand is only supported on Unix, Linux and Windows systems.

In test mode (startup with TESTMODE=0N, see openUTM manual “Using UTM
Applications on Unix, Linux and Windows Systems”), openUTM writes entries in
the trace area of the IPC (shared memory segments for interprocess
communication). These entries contain internal information which is required for
diagnostic purposes. Each entry occupies 32 bytes. IPCTRACE defines the
number of entries in the trace area. If this number is exceeded, openUTM
overwrites the existing entries, beginning with the oldest entry.

Default: 1060
Minimum value: 1
Maximum value: 32500

KDCDEF automatically resets values < 1 or > 32500 to the minimum or maximum
value without outputting a UTM message.
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KAASHMKEY=

KDCFILE=

filebase

SINGLE

DOUBLE

number
This operand is only supported on Unix, Linux and Windows systems.

Authorization key for the shared memory segment containing the global data.
Keys are global parameters under the Unix, Linux and Windows systems. You
cannot specify more than one key. You must enter a decimal number for number.

This is a mandatory operand.

length

Length of the communication area (KB) in bytes, excluding the KB header and KB
return area.

Default: 512
Minimum value: 0
Maximum value: 32767

Base name of the KDCFILE, the user log file, and the system log file SYSLOG.
The name entered here must also be specified in the start parameter
FILEBASE=filebase when starting the application program (see openUTM manual
“Using UTM Applications”).

This is a mandatory operand.

BS2000 systems:

If you use the CATID= parameter to assign catalog IDs to your KDCFILE, the
base name must be specified without a CATID. (see section "BS2000 systems:"
(The KDCFILE) for the format and length of the name).

Unix, Linux and Windows systems:

filebase is the name of the directory containing the KDCFILE and all application
files. This directory must be created before the KDCDEF run.

filebase can be fully or partially qualified and can be a maximum of 29 characters
in length for standalone applications, irrespective of whether the name is fully or
partially qualified.

filebase can be a maximum of 27 characters in length for UTM cluster applications.

Single-file operation is activated for the KDCFILE.

If the KDCFILE is split (see section "Splitting the KDCFILE"), all KDCFILE files are
subject to single-file operation.

Default: SINGLE

For security reasons, dual-file operation is activated for the KDCFILE.

If the KDCFILE is split (see section "Splitting the KDCFILE"), all KDCFILE files are
subject to dual-file operation.

In UTM cluster applications, only SINGLE may be specified.
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KEYVALUE= number

Value of the highest key code of the application, and thus the value of the
corresponding highest lock code that can be assigned to a transaction code or a
terminal for data access control. The operand KEYVALUE=number can also be
used to define the maximum number of key codes per key set. openUTM uses this
information to optimize the key set tables. You can define up to 4000 key and lock
codes. Only numerical lock codes can be defined.

Default: 32
Minimum value: 1
Maximum value: 4000

Exceptions:

® Maximum value (32-bit Unix, Linux and Windows systems): 1976 for MAX ...,
BLKSIZE=2K

® Maximum value (64-bit Unix, Linux and Windows systems): 3900 for MAX ...,
BLKSIZE=4K

If you enter a value < 1, KDCDEF automatically sets KEYVALUE=1 without
outputting a UTM message.

LEADING-SPACES= Specifies how the leading spaces in a messages from a terminal or froma TS
application (PTERM ... PTYPE=APPLI or SOCKET) are to be handled.

YES When calling a program unit, leading blanks in messages are passed on to the
program unit. The same applies for messages sent to a client with PTYPE=APPLI.
A blank acting as a separator between TAC and message is removed if the TAC
name < 8 characters.

NO Leading blanks are suppressed.

Default: NO
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LOCALE=

lang_id

terr_id

CcCshame

(lang_id,terr_id,ccsname)

This operand is only supported on BS2000 systems.

Default language environment of the UTM application (see also section“UTM
messages”).

i The locale generated here is assigned to all user IDs and clients that
sign on via LTERM partners or LTERM pools as the default language
environment. This default setting applies unless another locale is
explicitly defined for these objects in the corresponding USER, LTERM,
or TPOOL statements.

The message module whose language and territorial identifiers match the
specifications in the MESSAGE ...LOCALE= and MAX ...,LOCALE= statements
becomes the application message module. openUTM sends messages to the
message destinations SYSOUT, SYSLST, and CONSOLE from this application
message module. The specifications in the application message module also
determine the destination of a particular message.

Freely selectable language identifier for the UTM application up to two characters
in length.

Default; Blanks

Freely selectable territorial identifier up to two characters in length.

Default: Blanks

(coded character set name)

Name of an extended character set (CCS name) up to eight characters in length.
The specified CCS name must belong to one of the EBCDIC character sets
defined under the BS2000 system (see also the XHCS User Guide). During
generation, openUTM cannot check whether this condition is fulfilled. KDCDEF
will thus accept CCS names to which no character set is assigned.

Default: Blanks, i.e. 7-bit mode
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LOGACKWAIT=

LPUTBUF=

time

The maximum length of time in seconds that openUTM is to wait for an
acknowledgment from an output device. This acknowledgment is

® for a printer, the logical print acknowledgment from the printer,
® for an RSO printer, the acknowledgment from RSO,

® for an FPUT call to another application, the transport acknowledgment.

If confirmation does not arrive within this period, e.g. because the printer has run
out of paper, openUTM shuts down the logical connection to the device.

Default: 600
Minimum value: 10
Maximum value: 32767

number

Size of the LPUT buffer in UTM pages. The LPUT buffer of the KDCFILE is used
to temporarily store LPUT data. This data is not copied to the user log file until the
value specified in number is exceeded. The user log file USLOG is open only
during this copy process.

Default: 1

Minimum value: 1

Maximum value: 1000

KDCDEF automatically resets values > 1000 to 1000 without outputting a UTM
message.

CAUTION!

This operand must be set > 1 if the application contains LPUT calls.
Otherwise, the copy process will be started too often. This involves
opening and closing the user log files.

The value entered in LPUTBUF must be selected such that the buffer
can accommodate the longest LPUT record. The following must apply:

LPUTBUF * UTM page size >= LPUTLTH + length of KB header (84
bytes)
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LPUTLTH=

LSSBS=

MOVE-BUNDLE-MSGS=

YES

length

Maximum length of the user data in LPUT records in bytes (excluding the KB
header).

The maximum length of an LPUT record in the user log file is calculated as follows
(see also the openUTM manual ,,Programming Applications with KDCS”, user log
file):

length + 84 bytes for the KB header + 12 bytes for length fields.

Default: 1948

Minimum value: 0

Maximum value (BS2000 systems): 32652, irrespective of the storage medium for
the user log file

Maximum value (Unix, Linux and Windows systems): 32668

BS2000 systems:

openUTM uses length to determine the block size of the user log file. To do this,
openUTM calculates the next largest value of (length + 100 bytes) that is a
multiple of 2 kbytes. openUTM uses this multiple as the block length for the user
log file. The 100 bytes comprise of 84 bytes for the KB header + 12 bytes for the
record length fields + 4 bytes for the block length fields.

If the user log file USLOG is created on a non-key disk (NK2, NK4), then you must
select the value of length such that:

length + 100 byte + 16 bytes block-specific internal DVS administration information

is a multiple of 2 Kbytes (on NK2 disks) or 4 Kbytes (on NK4 disks). This allows
you to optimally utilize disk space.

The 16 byte block-specific internal DVS administration information are therefore
not available for use as user data. You will find more information on this subject in
the BS2000 manual "Introductory Guide to DMS".

number

Maximum number of LSSBs (local secondary storage areas) that can be created
in a service.

Default: 8
Minimum value: 0
Maximum value: 1600

This parameter can be used for an application to allow automatic moving of
waiting asynchronous messages from a slave LTERM, slave LPAP or slave OSI-
LPAP without a connection to the partner application.

When the waiting time defined in MAX CONRTIME has elapsed, or after 10
minutes (if CONRTIME=0), UTM automatically moves FPUT messages to

a slave in the bundle with a connection established. It is possible that FPUTs
from a transaction will be sent using different slaves from a bundle.
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NO

MP-WAIT=

NB

Asynchronous messages to a slave are never sent via another slave.

Default: NO

number
This operand is only supported on BS2000 systems.

Maximum number of seconds for which openUTM waits for a process to sign on to
a common memory pool.

Default value: 180
Minimum value: 1
Maximum value: 32000

CAUTION!

The default value of 180 seconds should only be changed in exceptional
circumstances, e.g. if a process terminates with KO78 ENQAR and a
user dump with the return code KDCSSTOL1.

length
Maximum length of a working area for

® |ogical inputs and outputs to and from terminals and transport system
applications of the APPLI type

® asynchronous output messages to printers and transport system applications of
the SOCKET type

This should be equal to the length of the largest KDCS message area of the
program units in bytes.

Default: 2048

Minimum value: 2048

Maximum value (BS2000 systems): 32700

Maximum value (Unix, Linux and Windows systems): 32676
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NRCONV=

OSISHMKEY=

OSI-SCRATCH-AREA=

PGPOOL=

number

(number of conversations)
Maximum number of services that can be simultaneously stacked by the user.
NRCONV=0 means that services cannot be stacked.

The following limits are valid:

Number of user IDs + maximum number of services that can be placed on the
stack (humber of services =number * number of user IDs) <= 500000

If the limit value of 500000 is exceeded (by the values specified for NRCONV in
the RESERVE statement, see "RESERVE - reserve table locations for UTM
objects”, and by the number of USER statements, see "USER - define a user ID"),
then openUTM automatically creates fewer entries for stacking services. In this
case, not all users will be able to place number services on the stack.

Default: O
Minimum value: O
Maximum value: 15

number
This operand is only supported on Unix, Linux and Windows systems.

Authorization key for the shared memory segment, which is used by OSS for
communication based on OSI TP. You must enter a decimal number for number.
This is a mandatory operand if the application communicates on the basis of OSI
TP.

value

Size in KB of an internal UTM working area for dynamic data storage when using
the OSI TP protocol.

Default: 256
Minimum value: 128
Maximum value: 32767

On BS2000 systems this working area is automatically extended during runtime, if
required.

On Unix, Linux and Windows systems the size of the internal working area must
not be modified during runtime. It is recommended that you select the default
value. However, if this proves to be insufficient during operation, increase the
value of OSI-SCRATCH-AREA and repeat the generation procedure.

(number,warnlevell,warnlevel2)

Size of the page pool in UTM pages and the warning levels for utilization of the
page pool.
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number Number of UTM pages to be used for the page pool in the KDCFILE (see "Page
pool”). The size of each UTM page is defined in the BLKSIZE= operand.

Default: 100
Minimum value: 20
Maximum value: 16777215 - (2 * number of PGPOOLFS)

If you enter a value less than 20, KDCDEF automatically sets PGPOOL=20
without outputting a UTM message.

On Unix, Linux and Windows systems the value of PGPOOL is always an even
number. If you enter an uneven number, openUTM subtracts 1 from your entry.

warnlevell Numeric value (percentage) indicating the page pool utilization level at which the
first warning (UTM message K041) is output.

Default: 80
Minimum value: 1
Maximum value: 99

warnlevel2 Numeric value (percentage) indicating the page pool utilization level at which the
second warning is to be output. If warnlevel? is exceeded, all asynchronous jobs
are rejected. In this case, the user receives a K message, and a corresponding
return code is sent to a program unit.

Default: 95
Minimum value: warnlevell + 1
Maximum value: 100
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PGPOOLFS=

PGWTTIME=

number

Number of files between which the page pool is to be split. If PGPOOLFS = 0, the
page pool is located in the main file (on BS2000 systems in the file filebase.KDCA,
on Unix, Linux and Windows systems in the file KDCA in the filebase file
directory). In the case of dual-file operation (MAX ...,KDCFILE=(...,DOUBLE)), the
value specified in number does not include the two file copies.

The file names are defined by KDCDEF.

Default: 0, i.e. the page pool is located in the main file

Maximum value (BS2000 systems): 99 (and PGPOOL=number [ 2)
Maximum value (Unix, Linux and Windows systems): 10

Minimum value: The minimum value depends on the number of UTM pages, the
UTM page size and the maximum file size permitted on the relevant system.

® On BS2000 systems, an individual UTM file must not be larger than 32 Ghytes
in size.
For BS2000 systems, this results in the following minimum value depending on
the size of a UTM page:
4 if BLKSIZE = 8K and PGPOOL number >= 4194304
2 if BLKSIZE = 4K and PGPOOL number >= 8388608
0: other, for meaning, see above.

® On Unix, Linux and Windows systems in 32-bit mode files up to 2 Gbyte in size
are supported.

® On Unix, Linux and Windows systems in 64-bit mode, openUTM can also use
larger files as defined by the limits of the operating system and file system.

time

Maximum number of seconds for which a program unit can wait for messages to
arrive after a blocking call (e.g. PGWT call). During this period, a process of the
UTM application is exclusively reserved for this program unit.

Default: corresponds to time in TERMWAIT=time
Minimum value: 60
Maximum value: 32767
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PRINCIPAL-LTH=

length
This operand is only supported on BS2000 systems.

Maximum length of a Kerberos principal in bytes. This parameter is only of
significance if at least one user is generated with USER ..., PRINCIPAL= or at
least one LTERM or TPOOL is generated with KERBEROS-DIALOG=YES. The
length of the value specified with USER ... PRINCIPAL= must not be larger than
the value generated with MAX PRINCIPAL-LTH=.

When a Kerberos dialog is performed with a client, openUTM saves the Kerberos
information in the length resulting from the maximum of this length and the length
generated for MAX CARDLTH. If the Kerberos information is longer, it is truncated
to this length and stored.

The KDCS call INFO (KCOM=CD) allows the program unit run to read this
information if no user signs on to the same client with an ID card after the
Kerberos dialog. In this event, the Kerberos information is overwritten by the ID
card information.

Default: O
Minimum value: O
Maximum value: 100
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PRIVILEGED-LTERM=

QTIME=

[term-name

Identifies an LTERM as a privileged connection. Jobs sent to the UTM application
via this LTERM are prioritized for processing by UTM in situations in which the
UTM application is subject to a high load.

To permit rapid responsiveness even in high-load situations, additional processes
(referred to as UTM system processes) are started for a UTM application. The
UTM system processes only handle selected jobs. These are primarily internal
jobs or jobs issued by an administrator who is signed on at the UTM application
via the privileged LTERM. See also operand MAX SYSTEM-TASKS on "MAX -
define UTM application parameters".

If optimum use is to be made of this functionality, the PRIVILEGED-LTERM
should always be explicitly generated. Only then is it possible for all the
mechanisms that allow this LTERM to be privileged in high-load situations to take
effect. More specifically, the following approach is recommended:

® The administrator's workstation should be generated via a PTERM- and an
LTERM statement.
® The administrator's LTERM should be declared as a PRIVILEGED-LTERM.

If a connection is established via this LTERM then the following applies:

® |f a sign-on service is started for this connection then this sign-on service is
also processed by the UTM system processes.

® |f an administrator signs on via this connection then program unit runs for this
connection are also handled by the UTM system processes.

® If a normal user signs on via this connection then this connection is handled
exclusively using "normal" processes until the user signs off.

The LTERM must be generated as a dialog LTERM in an LTERM statement.

If no PRIVILEGED-LTERM is generated then it is dynamically determined as
follows:

® After the start of the application, the first LTERM to which an administrator
signs on becomes the privileged LTERM.

® |f this administrator then signs off again then the next LTERM to become the
privileged LTERM is that at which an administrator signs on or at which an
administrator who is already signed on starts a program unit.

(gtimel, gtime2)

Specifies the maximum permitted length of time that a service is to wait for the
arrival of a message in a message queue. QTIME= refers to user specific (USER
gueues), permanent (TAC queues) and temporary message queues.

It is possible to define individual maximum values for wait times in dialog or
asynchronous services.

If a greater wait time value is specified in a program unit run than is generated in
QTIME=, openUTM resets the wait time to the generated value.
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gtimel

gtime2

RECBUF=

number

length

RECBUFFS=

Maximum length of wait time for dialog services

Maximum length of wait time for asynchronous services
Both times are specified in seconds.

Default: 32767 (seconds)
Maximum value: 32767 (seconds)
Minimum value: 0 (seconds)

(number,length)

Size of the transaction-oriented restart area. This area contains the data required
for a restart following a transaction or system error. Further information on the
restart area can be found on section “Restart area”.

Number of UTM pages per process to be used in the KDCFILE to store data for a
restart following a system error. The size of each UTM page is defined in the
BLKSIZE= operand. If this area is large, the application load is reduced but the
restart process following a system error is slower. If this area is small, the
application load is increased but the restart process following a system error is
faster.

Default: 100 (per process)
Minimum value: 5 (per process)
Maximum value: 32767 (per process)

Size in bytes of the buffer available to each application process for temporarily
storing restart data. This data is required for a restart following a transaction or
system error.

Default: 8192
Minimum value: 1024
Maximum value: 16777212 (16 MB)

number

Number of files between which the restart area is to be split. If RECBUFFS=0, the
restart area is located in the main file of KDCFILE. In the case of dual-file
operation (MAX ..., KDCFILE=(...,DOUBLE)), the value specified in number does
not include the two file copies. The file names are defined by KDCDEF-.

number must not be greater than the maximum number of processes defined in
TASKS-=. If this requirement is not fulfilled, the default value is used.

Default: 0

Maximum value (BS2000 systems): 99, or value of the TASKS parameter
Maximum value (Unix, Linux and Windows systems):

10, or value of the TASKS parameter
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REDELIVERY=

numberl

number2

REQNR=

RESWAIT=

(numberl, number2)

Maximum number of redeliveries of an asynchronous message after the service or
transaction was rolled back. numberl and number2 apply for different message
destinations.

Maximum number of redeliveries of messages to an asynchronous TAC. Delivery
is always repeated after an asynchronous service was terminated abnormally with
PEND ER/FR or system PEND ER without at least one transaction having been
completed successfully. Restart of an asynchronous service after PEND RS within
the first transaction is not regarded as a redelivery.

When redelivery is made, the program unit assigned to the TAC is restarted. With
the FGET call, the number of redeliveries is output in the KB return area.

Maximum number of redeliveries of messages to a service controlled queue.
Delivery is always repeated if the message was processed and the transaction
was then rolled back.

With the DGET call, the number of redeliveries is output in the KB return area.

Default; (0, 255)
Minimum value for number1 and number2: 0
Maximum value for numberl and number2: 255 (i.e. the number is unlimited)

A value of 0 means that the message is deleted or saved to the dead letter queue
after rollback, depending on the value in TAC ...,DEAD-LETTER-Q.

If the value is set to 255, a message is redelivered any number of times. Note that
this can result in an endless loop if, for example, a program unit is rolled back
because of a programming error. Additionally the message cannot be saved to the
dead letter queue in case of an endless loop.

number
This operand is only supported on BS2000 systems.

Maximum number of PAM read/write jobs that can be issued in parallel at the
same time for a file in a UTM process. This value can be used to control the
parallel processing of input/output operations within certain limits.

Default: 20

Minimum value: 1

Maximum value: 100

KDCDEF replaces an invalid value with the maximum value without outputting a
message.

(timel,time2)

(resource wait)
The times specified for timel and time2 can be modified during runtime using the
administration command KDCAPPL.
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timel

Maximum number of seconds for which a program unit can wait for a resource
locked by another transaction: GSSBs, TLSs, ULSs, and on BS2000 systems
possibly LTERM partners if ANNOAMSG=N.

If the resource does not become available within this time, the program unit
receives an appropriate return code.

If the transaction currently occupying the resource is waiting for an input message
following a PEND KP or PGWT KP program call, the program unit receives an
appropriate return code immediately without having to wait for the period specified
in timel. If a PEND KP or PGWT KP call is issued in a blocking transaction, all
pending program units are informed of this by means of a return code.

RESWAIT=0: The application program does not wait for the resource to become
available. If the resource is locked by another transaction, the requesting program
unit immediately receives an appropriate return code.

Default: 120
Minimum value: O
Maximum value: 32767

On BS2000 systems the real waiting time depends on the precision with
which the bourse waiting time was set in the operating system.
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time2

SAT=

ON

Maximum number of seconds for which you can wait for a resource locked by
another process. If timeZ2 is exceeded, the application is terminated abnormally.

time2 should not be set too low, since certain activities in the UTM application
must be performed and completed by a process before the same activities can be
initiated in another process.

Example

When sending a message, a process locks the terminal to which the message is
directed. If another process wishes to access an input message of the same
terminal, it must wait for the terminal to become available again.

In particular, the value entered for time2 must be at least equal to the longest
processing time (real time) required in the following cases:

® In the case of a communication partner generated with PTERM ...,
PTYPE=APPLI, the resources are locked for the entire duration of a processing
step. This includes the time required to process the event exit VORGANG at
the start and/or end of a conversation.

® At the end of a conversation, the resources remain locked as long as the event
exit VORGANG is running.

Default: 300
Minimum value: 300
Maximum value: 32767

If the value O is specified for time2, KDCDEF uses the default value 300 without
outputting a UTM message. If you specify a value between 0 and 300, however,
KDCDEF issues an appropriate UTM message.

(security audit trail)
This operand is only supported on BS2000 systems.

Minimum event logging with SAT. Further information about "SAT logging" can be
found in the openUTM manual “Using UTM Applications on BS2000 Systems”.

SAT logging is switched on.
Minimum logging with SAT is switched on for the following events:

® signing a process on to and off from the UTM application
® switching the memory protection key
® exchanging programs

® executing a UTM SAT administration command.

Minimum logging can be extended and controlled by means of preselection.

This is generated using the SATSEL statement and the SATSEL= operand in the
USER and TAC statements. The administration command KDCMSAT can be
used to modify the preselection values defined during generation.
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OFF

SEMARRAY=

number

numberl

SAT logging is switched off

The logging procedure only covers attempts to access the SAT administration
TAC KDCMSAT (apart from KDCMSAT HELP). All other events are ignored. SAT
logging can be switched on and off using the SAT administration TAC KDCMSAT
(see the openUTM manual “Using UTM Applications on BS2000 Systems”).

Default: OFF

(number,numberl)
This operand is only supported on Unix, Linux and Windows systems.

Range of semaphore keys for global semaphores (process synchronization).
Semaphore keys are global parameters under the Unix, Linux and Windows
systems. With SEMARRAY, you enter an initial value number and an upper limit
number. openUTM then reserves these keys, incrementing them by 1 starting with
the initial value. For further information, please contact your system administrator.

This is a mandatory operand if SEMKEY= is not specified.

i The SEMARRAY= and SEMKEY= parameters are mutually exclusive.
Compared to SEMKEY=, SEMARRAY= offers the advantage of allowing
openUTM to reserve more than ten semaphore keys. To calculate the
number of semaphore keys required for a UTM application, please refer
to the description of the global system resources in the openUTM
manual “Using UTM Applications on Unix, Linux and Windows Systems”.

Initial value (numeric value)

Number of keys to be reserved

Minimum value: 1
Maximum value: 1000
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SEMKEY=

SM2=

NO

OFF

ON

SPAB=

STATISTICS-MSG=

(number,...)

This operand is only supported on Unix, Linux and Windows systems.
Semaphore keys (semaphore key) for global semaphores (process
synchronization).

Semaphore keys are global parameters under the Unix, Linux and Windows
systems. You can define up to 10 semaphore keys in a list. All semaphore keys (
number,...) are specified in the form of a decimal number. For further information,
please contact your system administrator.

This is a mandatory operand if SEMARRAY is not specified.

i The SEMARRAY= and SEMKEY= parameters are mutually exclusive.
Compared to SEMKEY=, SEMARRAY= offers the advantage of allowing
openUTM to reserve more than ten semaphore keys. To calculate the
number of semaphore keys required for a UTM application, please refer
to the description of the global system resources in the openUTM
manual “Using UTM Applications on Unix, Linux and Windows Systems”.

This defines whether the UTM application is to supply data to SM2 or openSM2
for performance monitoring.

Performance monitoring with openSM2 is generally prohibited for the UTM
application, i.e. the UTM application cannot supply data to openSM2, nor can this
be explicitly activated by the UTM administrator.

The UTM application can supply data to openSM2, but this must be explicitly
activated by the administrator using KDCAPPL SM2=0ON. The supply of data can
be deactivated again at any time using the administration command KDCAPPL
SM2=0FF.

Default value: OFF

The UTM application can supply data to openSM2. This is activated automatically
when starting the UTM application. It can be deactivated again at any time by the
UTM application administrator using the administration command KDCAPPL
SM2=0OFF.

length
Maximum length of the standard primary working area in bytes

Default: 512
Minimum value: O
Maximum value: 32767

Specifies whether or not openUTM is to produce statistics message K081 hourly.
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FULL-HOUR

NONE

Statistics message K081 is produced every hour and written in the SYSLOG. At
the same time, openUTM resets the following application specific statistical values
to O:

* number of messages received (term_input_msgs)
* number of messages sent/output (term_output_msgs)
® number of requests to write records in the user log file USLOG (logfile_writes)

® percentage of requests from buffers in the cache that led to wait times (
cache_wait_buffer)

Statistics message K081 is not produced and the statistical values listed above
are not automatically reset to 0.

You should choose NONE if you want to reset the statistical values listed above
via the administration when needed (see the openUTM manual “Administering
Applications”, KC_MODIFY_OBJECT).

Default: FULL-HOUR
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SYSLOG-SIZE=

size

Automatic size monitoring of the system log file SYSLOG by openUTM.

size! =0

This can only be specified if the system log file SYSLOG is created as a file
generation group (FGG). If SYSLOG is a normal file and a value other than 0 is
entered for size, openUTM aborts the application startup with the start error 58.
If SYSLOG is created as an FGG, you can use SYSLOG-SIZE to activate the
automatic size monitoring of the SYSLOG by openUTM. In this case, size
defines the file generation size at which openUTM switches to the next file
generation.

size=0

If the value 0 is specified for size (default), openUTM does not monitor the size
of the SYSLOG file. Instead, it outputs all UTM messages directed to SYSLOG
to the same file generation until openUTM switches to another file generation
by means of administration (KDCSLOG command), or until size monitoring is
activated.

size>=100

Values >= 100 are interpreted by openUTM as follows: the size of each
individual SYSLOG file generation must not exceed the value (size * size of a
UTM page). The size of each UTM page is defined in BLKSIZE. When the size
of the SYSLOG file exceeds this threshold value, openUTM automatically
switches to the next SYSLOG file generation.

Size<100
openUTM automatically resets values between 1 and 99 to 100. In this case, a
UTM message is output for information purposes.

size<0
Values < 0 are rejected by KDCDEF.

The administrator can modify the generated threshold value, and activate or
deactivate size monitoring as desired during operation (e.g. with the KDCSLOG
command).

Default: O (no size monitoring)
Minimum value: 100
Maximum value: (231 - 1)
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SYSTEM-TASKS

*STD

Controls the number of UTM system processes.
Under load, in the case of UTM applications all processes can be utilized by
program unit runs, and they are then not available for processing other jobs.

To ensure that an application continues to be responsive and, for example, can
also process internal jobs to terminate transactions, communication between the
nodes of a UTM cluster application or an administrator's jobs in these situations,
UTM starts further processes, known as UTM system processes, in addition to the
processes generated and started by the user.

Generally no program unit runs are executed by the UTM system processes, and
they are only used for internal jobs in bottleneck situations. Consequently the
additional UTM system processes only place a slight load on the host.

The UTM system processes are started independently by UTM and in addition to
the processes started by the user.

See also the MAX operand PRIVILEGED-LTERM in section "MAX - define UTM
application parameters".

*STD means that UTM starts (up to) three additional processes for the application;
these are then used as UTM system processes. Depending on the number of
tasks started for the application, the second, fourth, and seventh processes of an
application become UTM system processes.

*STD is the default value.
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number

TASKS=

Maximum number of UTM system processes which are to be started in addition
for the application.

The value 0 means that no UTM system process will be started.

Minimum value: O
Maximum value: 10

Values greater than 10 are ignored and rounded down to 10.

The table below shows how many UTM system processes are started additionally
for the generated value SYSTEM-TASKS=*STD in accordance with the start
parameter TASKS:

Start Number of additionally Total started
parameter started processes
TASKS= UTM system processes
1 0 1
2 1 3
3 2 5
4 2 6
5 3 8
n>5 3 n+3

If more than three UTM system processes are generated, depending on the value
of SYSTEM-TASKS and the number of started processes, the 11th, 21st, 31st,
41st, 51st, 61st, and 71st processes also become UTM system processes.

number

Maximum number of processes that can be used simultaneously for the
application.

This is a mandatory operand.

Minimum value: 2
Maximum value: 240

KDCDEF automatically resets values < 2 to 2 without outputting a UTM message.

The current number of processes is defined when starting the application. You can
specify TASKS=1 during startup. The administrator can dynamically modify the
number of processes during runtime (e.g. with the administration command
KDCAPPL). The number of processes specified during startup or set by the
administrator must not exceed the value generated here.
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TASKS-IN-PGWT=

TERMWAIT=

number

Maximum number of processes of the UTM application in which program units
with blocking calls, e.g. the KDCS call PGWT, may run simultaneously. The value
of TASKS-IN-PGWT must be less than that of the TASKS= operand.

If TASKS-IN-PGWT=0, it is not possible to generate a TAC class or a transaction
code (TAC) for which blocking calls are permitted (see TAC/TACCLASS ...,
PGWT=). In this case, PGWT=NO must be specified in all TACCLASS and TAC
statement (see also the TAC statement in section"TAC - define the properties of
transaction codes and TAC queues" and the TACCLASS statement in section
"TACCLASS - define the number of processes for a TAC class" for more
information).

Default value: 0
Minimum value: 0
Maximum value: numberin TASKS -1

time

(terminal wait)

Maximum time in seconds that may elapse in a multi-step transaction (i.e. after
PEND KP) between dialog output to the partner and the subsequent dialog
response from the partner. This value applies for all dialogs in which the partner
assumes the client role (terminals, UPIC clients, OSI TP, LU6.1 and LU6.2 job
submitters). For terminal clients, for example, time is the time the user has to think
after PEND KP. In the event of a timeout, the transaction is rolled back and the
resources reserved by the transaction are released. The connection to the partner
is shut down.

Default: 600
Maximum value: 32767
Minimum value: 60
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TRACEREC=

TRMSGLTH=

USLOG=

number

Maximum number of entries in the process-specific trace areas handled by
openUTM. This value applies to the trace area

® of the main routine KDCROOT (UTM Diagarea)
® of the UTM system code (KTA trace)
* of the XAPTP module (XAP trace) for OSI TP applications

openUTM writes trace information to these areas for diagnostic purposes.
Length of the entries:

¢ Entry in UTM Diagarea: 138 bytes (on 32-bit systems) or 256 bytes (on 64-bit
systems)

® KTA and XAP trace entry: 64 bytes (on 32-bit systems) or 112 bytes (on 64-bit
systems

Default: 32500
Minimum value: 1
Maximum value: 32500 (depending on the available resources)

KDCDEF automatically resets values < 1 to the default value and values > 32500
to the maximum value without outputting a UTM message.

length
This defines the maximum value for the following:

® The length of physical output messages sent to a terminal, printer or transport
system application (PTYPE=APPLI) or received by a terminal or transport
system application with PTYPE=APPLI. When the message length is
calculated, all characters to be transmitted, including control characters etc.,
must be included.

® The length of asynchronous output messages to transport system applications
of the SOCKET type.

®* The length of the message section of the input message received from an
UPIC client that uses TCP/IP via the socket interface. During the calculation of
the length, it is necessary to take account of all the characters that are to be
transferred, including protocol elements.

Default: 32700 bytes

Maximum value: 32700 bytes
A value < 32700 is replaced with the maximum value by KDCDEF with no
message. Values < 32700 are only supported for compatibility reasons.

If you use RSO printers, the size of the RSO buffer (REMOTE-BUFFER- SIZE in
the SPOOL parameter file) must be greater than or equal to 32700. See also
section "Defining the RSO buffer size" (Entries for RSO and SPOOL) for more
information.

This defines single- or dual-file operation for the user log file USLOG.
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SINGLE

DOUBLE

VGMSIZE=

XAPTPSHMKEY=

Single-file operation is activated for the user log file.

Default; SINGLE

For security reasons, dual-file operation is activated for the user log file.
Further information on the user log file can be found in openUTM manual “Using
UTM Applications”.

number
This operand is only supported on BS2000 systems.

This parameter is used to generate a buffer area with the specified size for the
service memory of an SQL database system. It also restricts the user’s share of
the page pool. VGMSIZE= is specified in KB.

If the service memory area to be logged when the PEND call is issued is greater
than number, the service is terminated with PEND ER.

Default value: 32KB
Minimum value: 32KB
Maximum value: 256KB

number

This operand is only supported on Unix, Linux and Windows systems.
Authorization key for the XAPTP shared memory segment

Shared memory keys are global system parameters.

XAPTPSHMKEY is a mandatory operand if the application is to communicate via
the OSI TP protocol.
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The table below provides an overview of the purpose and default values of the individual operands of the MAX

statement:

Operand

Purpose

Operands valid for all operating systems

APPLIMODE=

APPLINAME=

ASYNTASKS=

BLKSIZE=

CACHESIZE=

CLRCH=

CONN-
USERS=

Choice of UTM variant: UTM-S or UTM-F
Name of the UTM application

Asynchronous processing (number of processes for
asynchronous processing and asynchronous services open at the
same time)

Size of a UTM page

Tuning feature (size and properties of the cache)

Character for overwriting the communication area and standard
primary working area

Restriction on the number of users or clients active simultaneously

Mandatory

Default
value

SECURE

1,1

2K (in UTM
cluster
applications:
4K or 8K)

Depending
on the
system:
BS2000
systems:
(1024,70%,
NORES, PS)
Unix, Linux
and
Windows
systems
(1024,70%)

None

Depending
on the
system:
BS2000
systems:
No
restriction
Unix, Linux
and
Windows
systems:
Mandatory
operand
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Operand

CONRTIME=

DATA-
COMPRESSION

DEAD-LETTER-
Q-ALARM=

DESTADM=
DPUTLIMIT1=
DPUTLIMIT2=
GSSBS=
HOSTNAME=
KB=
KDCFILE=

KEYVALUE=

LEADING-
SPACES=

LPUTBUF=

LPUTLTH=

LSSBS=

MOVE-BUNDLE-
MSGS=NO

NB=

NRCONV=

Purpose

Automatic connection setup for printers (waiting time for
reconnection)

Controlling data compression

Monitors the number of messages received in the dead letter
queue

Asynchronous administration

Time-driven jobs (upper limit)

Time-driven jobs (lower limit)

GSSB storage areas (maximum number)
Virtual host name for the UTM application
Maximum length of the communication area
Assigning a KDCFILE

Data access control using the lock/key code concept (number of
the highest key code)

Pass leading blanks in messages from terminals or from TS
applications
(PTYPE=APPLI/SOCKET) to the program unit

Logging of user data with LPUT (number of PAM pages in the
page pool)

Logging of user data with LPUT (maximum LPUT message
length)

LSSB storage areas (maximum number)

Automatic moving of waiting asynchronous messages of a slave
LTERM, a slave LPAP, or a slave OSI-LPAP

Maximum length of the KDCS message area

Maximum number of stacked services

Mandatory

Default
value

10
minutes

STD

0, i.e.no

monitoring

None
360 days
1 day

32

8 blanks

512

32

NO

1948
bytes

NO

2048
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Operand

OSl-
SCRATCH-
AREA=

PGPOOL=

PGPOOLFS=

PGWTTIME=

PRIVILEGED-

LTERM=

QTIME

RECBUF=

RECBUFFS=

REDELIVERY=

RESWAIT=

SPAB=

SM2=

STATISTICS-
MSG=

SYSLOG-
SIZE=

SYSTEM-
TASKS

Purpose

Size in KB of an internal UTM working area

Size of the page pool and warning levels

Tuning feature: splitting the page pool

Maximum time for the KDCS call PGWT

Define the privileged LTERM

Maximum permitted wait time for messages from service
controlled queues

Tuning feature:
size of the restart area in KDCFILE or process-oriented
system memory

Tuning feature:
splitting the restart area

Maximum number of redeliveries of an asynchronous
message

Waiting time for a resource (e.g. GSSB, TLS) locked by
another transaction (timel) or process (time2)

Maximum SPAB length

Permitting, activating, and deactivating the supply of UTM
data to SM2

Statistics message K081 is produced and the counter is
automatically resetto O

Automatic size monitoring of the SYSLOG file by openUTM

Number of UTM system processes

Mandatory

Default value

256

100 UTM pages,
80%, 95%

Page pool in
KDCFILE

TERMWAIT=
time

32767 seconds

5 PAM pages
per process,
512 bytes

in KDCFILE

0 for UTM-
controlled
gueues,

255 for
servicecontrolled
gueues

120 seconds,
300 seconds

512

OFF

FULL-HOUR

*STD
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Operand

TASKS=

TASKS-IN-
PGWT=

TERMWAIT=

TRACEREC=

TRMSGLTH=
USLOG=

VGMSIZE=

Purpose

Number of UTM processes

Number of processes for PGWT jobs

Maximum waiting time for dialog input within a transaction

Space reserved for diagnostic information (number of
entries)

Maximum message length
Single- or dual-file operation of the user log file

Generate the buffer area with the specified size

Mandatory

Default
value

600 seconds

32500

32700 bytes
SINGLE

32 KB
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Operand

Purpose

BS2000-specific operands

BRETRYNR=

CARDLTH=

CATID=

LOCALE=

LOGACKWAIT=

MP-WAIT=

PRINCIPAL-
LTH=

REQNR=
SAT=

VGMSIZE=

Communication with BCAM (number of retries when sending
messages)

ID card reader for KDCSIGN check

Catalog IDs for the KDCFILE

Default language environment

Support for output devices (waiting time for confirmation)

Maximum waiting time per process for connection to the common
memory pool

Maximum length of a Kerberos principal in bytes

Tuning feature: PAM 1/O jobs (maximum number of parallel jobs)

Minimum logging of events with SAT

Size of the buffer area for the service memory of an SQL database

system

Mandatory

Default
value

10

0

Default
CATID

Blanks

600
seconds

180
seconds

32

20

OFF

32KB
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Operand

Purpose

Unix, Linux and Windows system-specific operands

CACHESHMKEY=

IPCSHMKEY=

IPCTRACE=

KAASHMKEY=

OSISHMKEY=

SEMARRAY=

SEMKEY=

XAPTPSHMKEY=

Authorization key for a shared memory segment (global buffer for
file access)

Authorization key for a shared memory segment (communication
between UTM processes)

Number of UTM entries in the IPC trace area
Authorization key for a shared memory segment (global data)

Authorization key for an OSS shared memory segment

Range of semaphore keys for global semaphores (alternative to
SEMKEY)

Semaphore keys for global semaphores (alternative to
SEMARRAY)

Authorization key for the XAPTP shared memory segment

Mandatory

with
OSI TP

with
OSITP

Default
value

1060
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6.5.29 MESSAGE - define a UTM message module

The MESSAGE control statement allows you to incorporate user message modules in the configuration. It is
possible to use a separate user message module to adapt the message texts and/or the message destinations of
individual messages to suit your requirements.

For more information on message modules see also section "UTM messages" in this manual and the openUTM
manual "Messages, Debugging and Diagnostics”.

Generating message modules on BS2000 systems

In order to internationalize the application, it is possible to create several user message modules which output the
UTM messages of an application in the appropriate language.

The respective language environment can be defined for a user message module by means of a locale, i.e. a
unique pair of language and territorial identifiers. The language-specific message modules are assigned for
message output in accordance with the locale defined for the user and LTERM partner.

The German UTM message module KCSMSGS and the standard English UTM message module KCSMSGSE are
supplied with openUTM.

MESSAGE MODULE=nhane
[ ,LIB=om nane ]
[ ,LOCALE = (lang-id [,terr-id]) ]

MODULE= name

Name of the user-specific message module up to eight characters in length. This module is created
using the KDCMMOD tool (see the openUTM manual “Messages, Debugging and Diagnostics on
BS2000 Systems”).

This is a mandatory operand.

The name specified here must be unique within the application.

LIB= omlname

Object module library from which the user-specific message module is to be loaded dynamically.
omliname can be up to 54 characters in length.

If the user-specific message module is to be loaded dynamically, it must not be linked to the
application.

If nothing is specified for LIB=, TASKLIB is assumed. This does not correspond to the SET-
TASKLIB command, rather a library named TASKLIB must exist in this case. Dynamic loading of the
user message module from the library assigned with SYSFILE-TASKLIB is not supported.

i When loading dynamically, the DBL searches for the user message module first in the
library that you have assigned in LIB= . If this library does not exist, the DBL aborts the
search. If the library exists but the user message module could not be found there, the
DBL searches through the alternative libraries. The alternative libraries are those that
have been assigned a file link name BLSLIBnn (0<=nn<=99).
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LOCALE= (lang_id, terr_id)

Language environment of the user-specific message modules defined by means of a language
identifier and possibly a territorial identifier. By making the appropriate entries in the LOCALE=
parameter of the USER or LTERM statement, you can assign a corresponding UTM message

module. Messages are then output in the user’s language.

If you issue more than one MESSAGE statement, each statement must contain the LOCALE=
parameter. The lang_id and terr_id combination must be unique in each MESSAGE statement for a
UTM message module.

lang_id  Freely selectable language identifier for a UTM message module, up to two characters in length.

There is no default value for lang _id, i.e. this is a mandatory parameter.

terr_id Territorial identifier for a UTM message module up to two characters in length. You can also specify
blanks for terr_id.

If you specify MESSAGE ...,LOCALE=, you must also define the MAX ...,LOCALE (see "MAX -
define UTM application parameters"). The application message module of the UTM application is
automatically the message module whose lang id and terr_id in the MESSAGE statement match
the locale in the MAX statement.

openUTM uses the application message module for messages to SYSLST, SYSOUT and
CONSOLE. The message destinations specified in the other message modules have no significance.

The UTM message module whose lang _id and terr_id in the MESSAGE statement are identical to
the values entered for LOCALE= in the USER or LTERM statement is used for messages to
STATION, SYSLINE and PARTNER.

Specifications relating to the user have priority over those relating to the LTERM patrtner, i.e. if a
user is signed on when a message is output, openUTM uses the UTM message module appropriate
for that user. If the UTM message modules are assigned using language and territorial identifiers,
the procedure is as follows:

* |f a UTM message module exists with a lang id and terr_id combination identical to the entries in
the USER or LTERM statement, UTM messages are output in this language environment.

® |f an identical combination cannot be found, the UTM message module with the same /ang_id but
for which no terr_id has been generated is used.

® |f this is not possible, the application message module is used.

Generating message modules on Unix, Linux and Windows systems

On UnixOn Unix, Linux and Windows systems, you can generate exactly one user-defined message module with
the MESSAGE statement, i.e. you may only specify the MESSAGE statement once within a single KDCDEF run.

If a MESSAGE statement is not issued, the name of the external C/C++ structure is KCSMSGS. An object module
with a C/C++ structure with this name is supplied with openUTM as a file.

On Unix and Linux systems, the file is the object module kcsnsgs. o in the library | i bwor k under the path utmpath
/ sys.

On Windows systems the module kcsnsgs. obj in the library utmpath/ sys/1i bwork. |i b.
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MESSAGE  MODULE=nane

MODULE= name

Name of the external C/C++ structure with which messages are addressed. In the case of a user-
specific message module (see the description of the KDCMMOD tool in the openUTM manual
“Messages, Debugging and Diagnostics on Unix, Linux and Windows Systems”), the name
specified here must match the name of this module. name can be up to eight characters in length.

This is a mandatory operand.
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6.5.30 MPOOL - define a common memory pool (BS2000 systems)

The MPOOL control statement allows you to define the properties of a common memory pools.

The MPOOL statement can be issued several times, the only limit being the number of pools that can be created by
a single process. Support is provided for up to eight common memory pools with SCOPE=GROUP or
SCOPE=GLOBAL under a single user ID.

The common memory pools are always created as FIXED. Every task that connects to an existing common memory
pool is assigned the same address as the task that set up the common memory pool.

The sequence of MPOOL statements within the generation run determines the order in which the common memory
pools are created. Firstly, all common memory pools generated with SCOPE=GLOBAL are created in accordance
with the sequence of MPOOL statements. This is followed by the creation of all common memory pools generated
with SCOPE=GROUP, as defined by the sequence of MPOOL statements.

MPOOL = pool nane
[ ,ACCESS={ READ | WRITE } ]
[, PAGE=X' XXXXXXXX' ]
[ ,SCOPE={ GROUP | GLOBAL } ]
, SI ZE=pool si ze

poolname  Name of the common memory pool. poolname must be unique within the UTM application and can
be up to 50 characters in length.

A number is appended to the name.
ACCESS=  Access authorization

READ Read-only access to the common memory pool

Default: READ

WRITE Read and write access to the common memory pool
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PAGE=

SCOPE=

GLOBAL

GROUP

SIZE=

XIXXXXXXXX'
Hexadecimal address in the format X'XxxXxxxxx'.

® 24-bit addressing mode: If the address is not a multiple of 64K (the four low-order half-bytes are
0), it is rounded off to a multiple of 64K.

® 31-bit addressing mode: The address is a multiple of 1MB. If this is not the case, it is rounded off
to a multiple of 1MB.

Default:

® 24-bit addressing mode: The pool is created starting with the lowest possible address.

® 31-bit addressing mode: The pool is created starting with the lowest possible address above
X'01000000'.

i If, on BS2000, global common memory pools are used in several UTM applications with
the same contents/names, the parameter PAGE=X'xxxxxxxXx' must be specified with the
same address in all applications. The address specified using PAGE= must be selected in
such a way that the address area reserved is available in all these applications.

The common memory pools are always created as FIXED, i.e. all tasks of the UTM application find
the pool at the same address in their virtual address space.

An alternative to the use of PAGE= is to ensure that all the shared pools are generated in the same
sequence in all applications. The MPOOL statements for shared pools must be specified at the
beginning of the MPOOL statements.

Scope of the memory pool

All processes in the system

All processes that run under the same user ID.
Default: GROUP

poolsize

Number of 64 KB memory segments in the pool (1 unit corresponds to 64KB)

In 31-bit addressing mode, the memory segments are 1MB in length. The size of the common
memory pool is thus rounded up to the nearest MB, which is calculated by multiplying poolsize by
64KB.

This is a mandatory operand.
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6.5.31 MSG-DEST - define user-specific messages destinations

This statement allows you to define up to four additional user-specific message destinations for the UTM messages.

For this purpose, openUTM provides the unoccupied UTM message destinations, USER-DEST-1, USER-DEST-2,
USER-DEST-3 and USER-DEST-4. MSG-DEST allows you to assign these UTM message destinations to concrete
destinations. These destinations may be:

® a USER queue, or in other words, the message queue of a user ID
® aTAC queue
® an asynchronous TAC

¢ or an LTERM partner, that is not assigned to a UPIC client.

You can also assign several message destinations of the same type, for example, three LTERM partners and one
USER queue. By defining the USER or TAC queue as the user specific message destination you can ensure that
the UTM messages are output to the WinAdmin or WebAdmin administration workstation. More information can be
found in the openUTM manual "Messages, Debugging and Diagnostics” as well as in the online help of WinAdmin
and WebAdmin, keyword ,message collector*.

VBG- DEST nmsgdest
, NAVE=nane
, DEST- TYPE={ LTERM | USER- QUEUE | TAC }
[ ,MBG FORVAT={ FILE | PRINT } ]

msgdest Name of the UTM message destination to which you wish to assign a user specific message
destination. Possible values are:

USER-DEST-1, USER-DEST-2, USER-DEST-3 or USER-DEST-4.

msgdest must also be assigned, using KDCMMOD, to the messages you wish to output to
this user-specific message destination. For more information see section "User-specific
message destinations" and the description of KDCMMOD in the openUTM manual ”
Messages, Debugging and Diagnostics”.
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NAME= name
Name of the user-specific message destination. Possible values are:

®* Name of a UTM user ID. This must be generated in a USER statement.
®* Name of an asynchronous TAC. This must be generated in a TAC statement with TYPE=A.
®* Name of a TAC queue. This must be generated in a TAC statement with TYPE=Q.

® BS2000 systems:
Name of an LTERM partner. This must be generated in an LTERM application and may
not be assigned to a PTERM with PTYPE=UPIC-R.

® Unix, Linux and Windows systems:
Name of an LTERM partner. This must be generated in an LTERM application and may
not be assigned to a PTERM with PTYPE=UPIC-R or UPIC-L.

All messages that are linked via KDCMMOD to msgdest are then also output to the
destination specified in name.

i User-specific message destinations should not be locked or dynamically deleted
because otherwise no more messages will be output at this destination.

DEST-TYPE= Specifies the type of the message destination in name:
LTERM The message destination specified in name is an LTERM partner.
TAC The message destination specified in name is an asynchronous TAC or a TAC queue.

USER-QUEUE The message destination specified in name is a USER queue.
MSG-FORMAT=  Specifies the format in which the message is passed to the message destination.

FILE The format corresponds to the data structures for the MSGTAC program. So only message
inserts without messages texts are passed, the message inserts are not converted to a
printable format.

PRINT The format corresponds to the output format of the UTM tool KDCPSYSL. So the message is
prefixed with the date and time, followed by the message text with the text inserts and
additional inserts. All inserts are formatted printable.

KDCPSYSL is described in the openUTM manual “Using UTM Applications”.

Default: FILE
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6.5.32 MUX - define a multiplex connection (BS2000 systems)

The MUX control statement allows you to define the name and properties of a multiplex connection between the
UTM application and a Session Manager (OMNIS). This multiplex connection can then be used simultaneously by
several terminals to sign on to the UTM application.

The initiative for establishing the transport connection between openUTM and the Session Manager can come from
either side, but only the Session Manager can open a session.

MJX name

— ———

, BCAMAPPL=| ocal _appl i nane ]
, CONNECT={ Y | N} ]

, MAXSES=nunber ]

, NETPRIO={ MEDIUM | LOW} ]

, PRONAM={ processornane | C processornane’ }
[ ,STATUS={ ON | OFF} ]

name

BCAMAPPL=

CONNECT=

Y

Name of the multiplex connection

i The specified name must be unique and must not be assigned to any other object in
name class 3. See also section “Uniqueness of names and addresses"

local_appliname

Local name of the UTM application as defined in the MAX statement (APPLINAME on "MAX -
define UTM application parameters") or BCAMAPPL statement (see "BCAMAPPL - define
additional application names"). This name is then used to establish a connection to the Session
Manager, i.e. the Session Manager must specify local_appliname as the partner name when
connecting to the UTM application. By issuing several MUX statements with different BCAMAPPL
names, you can set up parallel connections to the Session Manager.

Default:
Application name defined in the statement MAX APPLINAME=appliname

Set up the local transport connection on application start

When starting the application, openUTM attempts to establish a logical transport connection to
the Session Manager.

If unsuccessful, openUTM repeats its attempt to establish the connection at intervals defined in
MAX ...,CONRTIME=time.

Default: Y

When starting the application, openUTM does not attempt to establish a connection to the
Session Manager.
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MAXSES=

NETPRIO=

PRONAM=

STATUS=

ON

OFF

number

Maximum number of simultaneously active sessions between the Session Manager and the UTM
application

i openUTM creates number LTERM partners internally for the specified number of
sessions. The number of LTERM partners must be taken into consideration in the
maximum number of UTM names. See section “Maximum values for names” (Number
of names).

Default value: 10
Minimum value: 1
Maximum value: 65000 (theoretical value)

Transport priority to be used on the transport connection between the Session Manager and the
UTM application

Default: MEDIUM

{ processorname | C’processorname’ }

Name of the system on which the Session Manager is located.
If the processorname contains special characters it must be entered as a character string using
c...

Status of the multiplex connection

The connection to the Session Manager is not locked.

Default: ON

The connection to the Session Manager is locked. A connection cannot be established between
the Session Manager and the UTM application.

This status can be modified by the administrator.
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6.5.33 OPTION - manage the KDCDEF run

The OPTION control statement allows you to manage the KDCDEF run.

The control statements for KDCDEF can be distributed in such a manner that only the OPTION statements are
contained in a procedure file/shell script, but the actual generation statements are read from other files (on BS2000
systems from SAM or ISAM files or from LMS library elements).

openUTM only processes OPTION statements if they have been read in by SYSDTA or stdin.
OPTION statements are ignored by KDCDEF, if is read from a file that is assigned using OPTION DATA-=.
If you issue more than one OPTION statement, the values last specified are taken as valid.

If the OPTION statement is not specified, only the KDCFILE is generated, i.e. the default setting GEN=KDCFILE
applies.

OPTION [ ,DATA= { filenane |
* LI BRARY- ELEMVENT 1 (LI BRARY=l i b- name
, ELEMENT=el enent

[ , VERSI ON=C version' |
*Hl GH EST- EXI STI NG |
*UPPER-LIM T ]

[ , TYPE=el enent-type ]) } ]

[ ,GEN= { KDCFILE | ROOTSRC | NO| ALL | CLUSTER? |

( KDCFI LE, ROOTSRQ) |

( CLUSTER, KDCFI LE) 2 |

( CLUSTER, ROOTSRC) 2 |

( CLUSTER, KDCFI LE, ROOTSRC) 2 } ]
[, GEN-RSA-KEYS={ YES | NO} ]

additional opernan on BS2000 systems

[ , ROOTSRC=fil enane ]

additional operand on Unix, Linux and Windows systems
[ , CHECK- RFC1006={ NO | YES } ]

1 only on BS2000 systems
2 only on Unix, Linux and Windows systems

CHECK-RFC1006= This parameter is only supported on Unix, Linux and Windows systems.

Extended check of the UTM generation for the communication via TCP/IP
connections with RFC1006.
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YES

NO

DATA=

filename

*LIBRARY-ELEMENT(...)

LIBRARY=

ELEMENT=

VERSION =

C'version'

*HIGHEST-EXISTING

KDCDEF checks the specifications of transport addresses for all
communication partners and local transport system end points that are
generated with T-PROT= RFC1006 for completeness and plausibility.
When OPTION CHECK-RFC1006=YES, a port number must be specified
in the LISTENER-PORT parameters of the ACCESS-POINT, BCAMAPPL,
CON, OSI-CON, and PTERM statements.

Default: YES
KDCDEF does not execute any extended checks.

Specifies the source from which the subsequent KDCDEF control
statements are to be read. The source can also have been generated by
inverse KDCDEF by means of the statement CREATE-CONTROL-
STATEMENTS.

For information on the inverse KDCDEF function, see section "Inverse
KDCDEF".

The KDCDEF control statements are read from the file specified here (on
BS2000 systems, from a SAM or ISAM file). If the end-of-file is reached
then the next KDCDEF control statements are read from SYSDTA or stdin
again.

This parameter value is only supported on BS2000 systems.

The KDCDEF control statements are read from the LMS library element
specified here. If the end of the file is reached then the next KDCDEF
control statements are again read from SYSDTA.

If the specified library element does not exist then KDCDEF cancels the
generation run with an error message

lib-name

Name of an LMS library. The file name can be up to 54 characters in
length. LIBRARY is a mandatory parameter.

element

Name of an LMS element.

The element name may be up to 64 characters in length and consists of
an alphanumeric string which can be subdivided into multiple substrings
separated by periods or hyphens.

ELEMENT is a mandatory parameter.

Version of the LMS element.

The element version is specified as an alphanumeric string of up to 24
characters in length which can be subdivided into multiple substrings
separated by periods or hyphens.

The highest version of the specified element present in the library is read.

Default: *HIGHEST-EXISTING
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*UPPER-LIMIT The highest possible version of the specified element is read. LMS
indicates this version by means of an "@".

TYPE= element-type
Type of LMS element. An alphanumeric string of up to 8 characters in

length can be specified for the type. Default value: S

i For further information on the syntax rules for the names of LMS
elements and a specification of version and type, see the
manual "LMS SDF Format".

GEN= Specifies what objects are to be generated.

KDCFILE The KDCFILE is generated.

Default: KDCFILE

ROOTSRC The ROOT table source is generated.

(KDCFILE,ROOTSRC) The KDCFILE and the ROOT table source are generated.

CLUSTER This parameter value is only supported on Unix, Linux and Windows
systems.

The following UTM cluster files are generated:

® the cluster configuration file
® the cluster user file

® the cluster page pool files

® the cluster GSSB file

® the cluster ULS file

These files must not already exist.

If you have specified OPTION GEN=CLUSTER or
(CLUSTER,...), you must also specify a CLUSTER statement
and at least two CLUSTER-NODE statements.

(CLUSTER,KDCFILE) This parameter value is only supported on Unix, Linux and Windows
systems.

The UTM cluster files listed above are generated together with the
KDCFILE.

(CLUSTER,ROOTSRC) This parameter value is only supported on Unix, Linux and Windows
systems.

The UTM cluster files listed above are generated together with the ROOT
table source.
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(CLUSTER,KDCFILE,ROOTSRC) This parameter value is only supported on Unix, Linux and Windows
systems.

The UTM cluster files listed above are generated together with the
KDCFILE and the ROOT table source.

NO The parameters are only checked.

ALL The KDCFILE and the ROOT table source are generated.

i If a ROOT table source is generated, the ROOT statement must be specified. This is the case with the
following specifications:
® ROOTSRC
¢ (KDCFILE,ROOTSRC)
* ALL
® (CLUSTER,ROOTSRC)
® (CLUSTER,KDCFILE,ROOTSRC)

The following must further be noted for Unix, Linux and Windows systems:

®* KDCDEF generates the ROOT table source as a C/C++ program under the name rootname . ¢ (see
the ROOT statement) in the directory filebase (see the MAX ...,KDCFILE=filebase... statement).

® |f a KDCFILE is generated for a UTM cluster application, then the cluster user file must already exist.
This file is evaluated and extended if required.

GEN-RSA-KEYS = Specifies whether RSA keys are to be created.

YES KDCDEF is to generate RSA keys.

RSA keys are required by applications in which objects (TAC, PTERM or
TPOOL) are generated with an encryption level.

If GEN-RSA-KEYS=YES then KDCDEF always generates RSA keys for
password encryption irrespective of the type of objects generated.

If GEN-RSA-KEYS=YES is set but the encryption functions are not
available then KDCDEF issues the warning message K508. However, the
KDCFILE is still generated and the application can be operated (without
encryption).

Default: YES
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NO

ROOTSRC=

KDCDEF is not to generate RSA keys.
GEN-RSA-KEYS=NO should not be used unless

® openUTM is being run without the encryption functionality ,

® or, after the KDCDEF run, the RSA keys are transferred from an old
KDCFILE to the new KDCFILE using KDCUPD. For more information
on transferring RSA keys with KDCUPD see "The tool KDCUPD -
updating the KDCFILE".

If objects with encryption are generated in an application and if no RSA

keys are available, the application can run but with certain restrictions, i.e.:

® TACs with encryption level cannot be called,

® no connection can be established to PTERMs or TPOOLSs generated
with encryption level.

filename

This parameter is only supported on BS2000 systems.

This parameter is significant only when generating the ROOT table source.

filename can be up to 54 characters in length.

A ROOT source with the CSECT name rootname is generated and stored
in the KDCROOT file filename. rootname is defined in the ROOT
statement.

Default: ROOT.SRC.ASSEMB.rootname
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6.5.34 OSI-CON - define a logical connection to an OSI TP partner

The OSI-CON control statement allows you to assign a real partner application to an OSI-LPAP partner for
communication based on the OSI TP protocol. It is used to define logical connections between the local UTM
application and a partner application. For this purpose, you must specify:

® the name of the OSI TP access point in the local application, via which the connection is to be established. This
is defined using the ACCESS-POINT statement.

® the address of the OSI TP access point of the partner application. This address consists of P-selector, S-
selector, T-selector and N-selector and optionally the port nummer (parameter LISTENER-PORT).

On Unix, Linux and Windows systems the following operands are used to describe the T-selector:
® TRANSPORT-SELECTOR (=address of the partner application on the partner computer)

® T-PROT (the transport protocol used)

® TSEL-FORMAT (format identifier of the T-selector)

® LISTENER-PORT (port number for RFC1006)

See "Providing address information for the CMX transport system (Unix, Linux and Windows systems)" for more
information.

The partner application sets up the connection to the local application via an OSI-LPAP partner, which is defined in
the OSI-LPAP statement. Here you generate the number of connections, the names of the individual connections,
and so on. The communication parameters of the OSI-LPAP partner are assigned to the OSI-CON statement using
the operand OSI-LPAP=0si_Ipap_name. The logical connection is thus generated in a single OSI-CON statement,
even if there are several parallel connections to the partner application.

If a partner application can be accessed in various remote systems at different times, you must define several
addresses and thus replacement connections for the OSI-LPAP partner assigned to this application. For generation
purposes, this involves assigning several OSI-CON statements (OSI-CON statements with the same osi_Ipap_name
and LOCAL-ACCESS-POINT) to a single OSI-LPAP statement (see "OSI-LPAP - define an OSI-LPAP partner for
distributed processing based on OSI TP"). However, only one OSI-CON statement can be active at any one time.
You can switch to a replacement connection by means of administration.

When you use OSI-LPAP bundles, then the following also applies to the OSI-CONs of the slave LPAPs in a LPAP
bundle:

All OSI-CONSs of all slave LPAPs in a LPAP bundle must be assigned the same access point (see also section
"MASTER-OSI-LPAP - Defining the master LPAP of an OSI-LPAP bundle").
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OSl - CON | connecti on_nane
[ ,ACTIVE={ YES | NO} ]
, LOCAL- ACCESS- POl NT=access_poi nt _namne
, NETWORK- SELECTOR=C c'
, 0S| - LPAP=0si _| pap_nane
, PRESENTATI ON- SELECTOR={ * NONE |

(Cc' [, SID| EBCDIC | ASCII ]) |
X xx' }

, SESSI ON- SELECTOR={ *NONE |

(Cc' [, SID| EBCDIC | ASCII 1) |
X xx' }

, TRANSPORT- SELECTOR=C c'
[ , LI STENER- PORT=nunber ]

additional operands on Unix, Linux and Windows systems

[ ,MAP={ USER | SYSTEM | SYS1 | SYS2 | SYS3 | SY4 } ]
[ , T-PROT= RECL006 ]

[ ,TSEL-FORMAT={ T | E| A} ]

connection_name

ACTIVE=

YES

NO

LISTENER-PORT=

Name of the logical connection between the local UTM application and the partner
application for communication based on the OSI TP protocol.

connection_name identifies the connection in the local application. It can be up to eight
characters in length and must be unique in the local application.

Status (active or inactive) of the logical connection to the partner application. In the case of
replacement connections to the partner application, several OSI-CON control statements
are issued with the same osi_Ipap_name of an OSI-LPAP partner. However, only one OSI-
CON statement can be generated with ACTIVE=YES. All others must be defined with
ACTIVE=NO. You can then switch to the replacement connections by means of
administration.

The connection defined in this OSI-CON statement is active.

Default: YES
The connection defined in this OSI-CON statement is inactive.

number

Port number of the partner application.
All port numbers between 1 and 65535 are allowed.

Default: 0 (no port number)

On BS2000 systems, the transport system uses the standard port 102 in this case.
On Unix/Linux and Windows systems, a port number must be specified.

LOCAL-ACCESS-POINT=access_point_name
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MAP=

USER

Name of the local OSI TP access point used for communication with the partner application.
This is defined using the ACCESS-POINT control statement.

If replacement connections (several OSI-CON statements with the same osi_Ipap _name)
have been defined for the OSI-LPAP partner to which the partner application is assigned,
the same local access point must be specified for all replacement connections.

If the application context of the OSI-LPAP partner uses the CCR syntax, the following
address components must also be defined for the local access point:

® APPLICATION-ENTITY-QUALIFIER (see the description of the ACCESS-POINT
statement in section "ACCESS-POINT - create an OSI TP access point")

® APPLICATION-PROCESS-TITLE (see the description of the UTMD statement in section
"UTMD - application parameters for distributed processing")

This operand is only valid on Unix, Linux and Windows systems.

Controls the code conversion (EBCDIC <-> ASCII) for user messages exchanged between
partner applications (OSI-LPAP) in the abstract syntax UDT.

User messages are passed in the message area on the KDCS interface in the message
handling calls (MPUT/FPUT/DPUT).

For user messages with a different abstract syntax than UDT - i.e. if KCMF does not contain
any blanks - UTM does not perform a conversion regardless of the value generated here.

openUTM does not convert user messages, i.e. the data in the KDCS message area is
transferred between the partner applications unchanged.

Default: USER

SYSTEM | SYS1 | SYS2 | SYS3|SYS4

UTM converts the user messages based on the conversion tables provided for the code
conversion (see section “Code conversion”), i.e.:

® Prior to sending, the code is converted from ASCII to EBCDIC.
® After receipt, the code is converted from EBCDIC to ASCII.
The specifications SYSTEM and SYS1 are synonymous.

The prerequisite is that the message has been created using the abstract syntax of UDT
(KCMF = blanks).

UTM assumes that the messages contain only printable characters.

NETWORK-SELECTOR=C’c’
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OSI-LPAP=

Name of the partner computer.

The complete name (FQDN) by which the computer is known in the DNS must be specified.
The name can be up to 64 characters long.

N-SEL is a mandatory operand.

No distinction is made between uppercase and lowercase notation; KDCDEF always
converts the name of the partner computer into uppercase.

i Please note that the name pair (TRANSPORT-SELECTOR, NETWORK-
SELECTOR) specified here must not be identical to the name pair (
remote_appliname, PRONAM) defined in a CON statement ("CON - define a
connection for distributed processing based on LU6.1") , or to the name pair (
ptermname, PRONAM) defined in a PTERM statement ("PTERM - define the
properties of a client/printer and assign an LTERM partner").

osi-lpap_name

Name of the OSI-LPAP partner defined as the logical access point for the partner
application in the local application.

osi_Ipap_name must be defined in a OSI-LPAP statement.

osi_Ipap_name can be up to eight characters in length.

PRESENTATION-SELECTOR=

STD

EBCDIC

ASCII

XX

Presentation selector of the partner application. This is the address component of the OSI
TP access point in the remote partner’s system. The specified value must match the
presentation selector defined for this access point in the partner application.

A symbolic presentation selector is not defined.

The presentation selector is entered in the form of a character string (c). The value
specified for ¢ can be up to 16 characters in length. The presentation selector is case-
sensitive.

In the case of a character string, you can chose the code in which the characters are
interpreted:

The characters are interpreted as a machine-specific code (BS2000 = EBCDIC; Unix, Linux
and Windows systems = ASCII).

Default: STD
The characters are interpreted as EBCDIC code.
The characters are interpreted as ASCII code.

The presentation selector is entered in the form of a hexadecimal number (x). The value
specified for x can be up to 32 hexadecimal digits (corresponds to16 bytes) in length. You
must enter an even number of hexadecimal digits.
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SESSION-SELECTOR=

*NONE

cc

STD

EBCDIC

ASCII

XX’

Session selector of the partner application. This is the address component of the OSI TP
access point in the remote partner’s system. The specified value must match the session
selector defined for this access point in the partner application.

A session selector is not defined.

The session selector is entered in the form of a character string (c). The value specified for ¢
can be up to 16 characters in length. The session selector is case-sensitive.

In the case of a character string, you can chose the code in which the characters are
interpreted:

The characters are interpreted as a machine-specific code (BS2000 = EBCDIC; Unix, Linux
and Windows systems = ASCII).

Default: STD
The characters are interpreted as EBCDIC code.
The characters are interpreted as ASCII code.

The session selector is entered in the form of a hexadecimal number (x). The value
specified for x can be up to 32 hexadecimal digits (corresponds to 16 bytes) in length. You
must enter an even number of hexadecimal digits.

TRANSPORT-SELECTOR=C'c’

You can enter up to eight printable characters. Permitted characters include uppercase
letters, numbers, and the special characters $, # and @. Hyphens are not permitted. The
first character must be an uppercase letter.

T-SEL= is a mandatory operand.
In T-SEL= you must specify the following:

® BS2000 systems: The BCAM application name of the remote partner.
® Unix, Linux and Windows systems: T-selector of the partner application.

You must specify the T-selector in T-SEL that is assigned to the partner application in
the remote system for CHECK-RFC1006=YES.

i Please note that the name pair (TRANSPORT-SELECTOR, NETWORK-
SELECTOR) specified here must not be identical to the name pair (
remote_appliname, PRONAM) defined in a CON statement (in section "CON -
define a connection for distributed processing based on LU6.1"), or to the name
pair (ptermname, PRONAM) defined in a PTERM statement (in section "PTERM -
define the properties of a client/printer and assign an LTERM partner").
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T-PROT=

RFC1006

TSEL-FORMAT=

The address format with which the OSI TP partner signs on to the transport system.

Information on the following address formats can be found in section "PCMX
documentation” (openUTM documentation).

Address format RFC1006
ISO transport protocol based on TCP/IP and RFC1006 convergence protocol.

Default: RFC1006

The format identifier of the T-selector
The format identifier specifies the coding of the T-selector in the transport protocol. You will
find more information in section "PCMX documentation" (openUTM documentation).

TRANSDATA format
EBCDIC format
ASCII format
Default:

T If the character set of the value of T-SEL corresponds to the TRANSDATA format
E Otherwise

It is recommended to explicitly specify a value for TSEL-FORMAT operation via TCP/IP with
RFC1006.
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6.5.35 OSI-LPAP - define an OSI-LPAP partner for distributed processing based on OSI TP

The OSI-LPAP control statement allows you to define a logical access point in the local application for a partner
application with which you wish to communicate on the basis of the OSI TP protocol. This logical access point is
known as an OSI-LPAP partner. For each OSI-LPAP partner, you must define a logical partner name and the
following logical connection properties:

® The application entity title (AET) of the partner application. This must be defined if you are working with
transaction management (commit functional unit) or if a heterogeneous partner requires an AET in order to
establish a connection. The AET consists of the following components, which must be specified for the partner
application:

® the application entity qualifier (AEQ) of the remote access point (see the description of the ACCESS-POINT
statement on "ACCESS-POINT - create an OSI TP access point")

® The application process title (APT) of the partner application (see the description of the UTMD statement on
"UTMD - application parameters for distributed processing")

® The application context used for communication with the partner application based on the OSI TP protocol. If you
are not using a standard application context, you define your application context using the APPLICATION-
CONTEXT statement (see "APPLICATION-CONTEXT - define the application context"). If the application context
of the OSI-LPAP partner contains the CCR syntax, an AEQ and an APT must be specified for the partner
application.

® The number and properties of connections to the partner application

® Access rights of the partner application in the local applicationThe operands KSET and ASS-KSET are provided
to define the access rights. In KSET you specify the highest level of access rights of the OSI TP partner that the
OSI TP partner will have when it signs on to the local application with a user ID. You can restrict these access
rights with the ASS-KSET operand. The restricted access rights take effect when the OSI TP partner does not
pass a user ID when signing on, i.e. the "association user" is active.

® Administration authorization of the partner application in the local application

® Maximum values for the message queue of the OSI-LPAP partner.

If a communication partner can be accessed in various remote systems at different times, you can assign several
addresses to this partner. This involves assigning several OSI-CON statements (with the same osi_Ipap_name, see
"OSI-CON - define a logical connection to an OSI TP partner") to a single OSI-LPAP statement. However, only one
OSI-CON statement can be active at any one time. You can switch to a replacement connection by means of
administration. All OSI-CON connections belonging to an OSI-LPAP partner must have the same local access point.
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OSl - LPAP | osi _I| pap_nane
, APPLI CATI ON- CONTEXT=appl i cati on_cont ext _nane
[ , APPLI CATI ON- ENTI TY- QUALI FI ER=appl i cation_entity_qualifier
, APPL| CATI ON- PROCESS- Tl TLE=0bj ect _i denti fier ]
[ , ASS- KSET=keyset nane2 |
, ASSCCI ATl ON- NAMES=associ at i on_nane
[ , ASSCCI ATI ONS=nunber ]
[ , BUNDLE=nmst er - | pap- nane]
[ , CONNECT=nunber ]
, CONTW N=nunber
[, DEAD-LETTER-Q={ NO | YES } ]
[ ,1DLETIME=tinme ]
[ , KSET=keyset nanel ]
[ ,PERM T={ ADM N | SATADM! | ( ADM N, SATADM )1 } ]
[ , QLEV=nunber ]
[ ,STATUS={ ON | OFF } ]
[ ,TERMNEterm_id ]

Lonly permitted on BS2000 systems

osi_lpap_name Name of the OSI-LPAP partner of the partner application, which is used by the program
units of the local UTM application to address the partner application. osi_Ipap_name can be
up to eight characters in length.

osi_Ipap_name must be unique and must not be assigned to any other object in name class
1. See also section "Uniqueness of names and addresses".

APPLICATION-CONTEXT=application_context_name

Name of the application context to be used by the partner application.
This is a mandatory operand.
By default, openUTM supports the following application contexts:

* UDTAC

* UDTDISAC
* XATMIAC

® UDTCCR

* UDTSEC

* XATMICCR

Further information can be found in the description of the APPLICATION-CONTEXT
statement on "APPLICATION-CONTEXT - define the application context". If the generated
application context does not match that used by the partner application, openUTM rejects
the connection request with the following UTM messages:

POO1 APPLI CATI ON CONTEXT NOT SUPPORTED or
PO11 Abstract syntax not permtted
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APPLICATION-ENTITY-QUALIFIER=application_entitiy qualifier

Application entity qualifier of the partner application. This is combined with the application
process title to address a partner application when using a heterogeneous link or working
with transaction management (commit functional unit). application_entitiy _qualifier is a
positive integer used to call the partner application in the remote system.

If the application context contains the CCR syntax, this is a mandatory operand. The name
pair application_entity qualifier and object_identifier must be unique within the UTM
application.

The application_entity _qualifier specified here must be assigned to access point in the
partner application.

Minimum value: 1
Maximum value: 67108 863 (226-1)

APPLICATION-PROCESS-TITLE=0bject_identifier

The application process title of the partner application is to be specified as the
object_identifier. The application process title is combined with the application entity
qualifier to address a partner application when using a heterogeneous link or working with
transaction management (commit functional unit).

If the partner application is a UTM cluster application then the application process title

(APT) of a node application must be specified here. Here it should be noted that when a
node application is started, openUTM may extend the APT generated for this application by
the node index of the application. See also the description of the APPLICATION-PROCESS-
TITLE operand in the UTMD statement in section "UTMD - application parameters for
distributed processing".

If the application context contains the CCR syntax, this is a mandatory operand. The name
pair application_entity qualifier (of the OSI-LPAP statement) and object_identifier must be
unigue within the UTM application.

For information on defining the APT, see the UTMD statement in section "UTMD -
application parameters for distributed processing".
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ASS-KSET= ksetname?2

ASS-KSET is only allowed if the local application is generated with user IDs. You may only
set ASS-KSET in conjunction with KSET.

You must specify the name of the key set in ksetnameZ2. The key set must be defined with a
KSET statement.

You specify the minimum access rights that the partner application can have in the local
application with ASS-KSET=.

The key set specified in ksethame?2 takes effect when the partner application does not pass
a user ID to openUTM when establishing the association. The access rights result from the
set of key codes contained in the key set generated with KSET= and with ASS-KSET=
(intersection of the sets). For this reason, all key codes contained in ASS-KSET=ksetnameZ2
should also be contained in KSET=ksetnamel.

Default: No key set
The access rights specified in KSET are always valid.

ASSOCIATION-NAMES=association_name

Name defined in the local application for logical connections to the partner application.

Connection names consists of the value of association_name as a prefix, followed by a
serial number between 1 and the value of the ASSOCIATIONS operand, i.e. the number of
parallel connections. The entire name can be up to eight characters in length. The
maximum length of association_name depends on the value specified for ASSOCIATIONS.
The following applies for the number of connections:

Number of decimal places in the value specified for ASSOCIATIONS +number of
characters in association_name <= 8

Example

If ASSOCIATIONS=10 and
ASSOCIATION-NAMES=ASSOC,

The connection names are ASSOCO01, ASSOCO02,...,ASSOC10.

These are used as association names in the local UTM application. The same nhame must
not be defined for a user ID (USER) or a session name for distributed processing based on
LU6.1 (LSES).
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ASSOCIATIONS=

BUNDLE=

CONNECT=

number

Maximum number of parallel connections to the partner application. This depends on layers

1 - 6 of the OSI reference model defined by ISO (in particular on layer 4, the transport layer).

The number of parallel connections must be coordinated with the generation of the partner
application.

Default: 1

Minimum value: 1

Maximum value: 21000

The maximum number of associations of all OSI-LPAP statements in a UTM application is
restricted by the size of the name space of the UTM application (see "Number of names").

master-lpap-name

Name of a master LPAP. By specifying master-lpap-name, this OSI-LPAP partner becomes
a slave LPAP of the corresponding master LPAP.

The master LPAP specified here must be generated with a MASTER-OSI-LPAP statement.

number

Number of connections to be established automatically with the partner application when
the local application is started. Automatic connection setup can be requested in either the
local application or the partner application. The connection is established as soon as both
partners are available.

The following applies on BS2000 systems: If the partner application runs on Unix, Linux or
Windows systems, a value greater than 0 should be generated only if the BS2000 system is
configured in such a manner that connections to this partner can be actively established.
See also section "Coordinating the UTM and BCAM generations (BS2000systems)".

Default: 0 Maximum value:
Number of parallel connections specified in the ASSOCIATIONS operand.
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CONTWIN=

DEAD-LETTER-Q=

YES

NO

number

Number of connections for which the local application is to act as the contention winner.
The local application is the contention loser for all other connections (ASSOCIATIONS=
entry minus CONTWIN= entry).

The contention winner of a connection is responsible for managing that connection.
However, jobs can be started both by the contention winner and by the contention loser. If
both communication partners attempt to initiate a job simultaneously, the connection is
reserved by the contention winner job.

This is a mandatory operand.

The number of contention winners and contention losers must be coordinated with the
generation of the partner application.

The contention winner should be the communication partner that initiates jobs most
frequently. If this application cannot set up any connections to the partner application, e.g.
because the BCMAP entries are missing, this application can nevertheless be the

contention winner provided the partner application sets up all the connections automatically.

Minimum value: 0

Maximum value: Number of parallel connections specified for the ASSOCIATIONS operand.

specifies whether asynchronous messages to this LPAP partner that could not be sent due
to a permanent error are to be saved in the dead letter queue.

Monitoring of the number of messages in the dead letter queue is enabled and disabled
with the MAX ...,DEAD-LETTER-Q-ALARM statement.

Asynchronous messages to this LPAP partner that could not be sent due to a permanent
error are saved in the dead letter queue provided (in the case of message complexes) no
negative confirmation job has been defined.

No asynchronous messages to this LPAP partner are saved in the dead letter queue.

Default: NO

i Main jobs for message complexes (MCOM) with negative confirmation jobs are
never saved in the dead letter queue as the negative confirmation jobs are
activated in case of errors.

If the number of messages in the dead letter queue is limited with QLEV,
messages may be lost in the event of errors. If the number is not limited, the
openUTM page pool generated must be sufficiently large. If there is a threat of a
page pool bottleneck, the dead letter queue can be locked during application run
with STATUS=0OFF.
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IDLETIME=

KSET=

PERMIT=

ADMIN

SATADM

(ADMIN,SATADM)

time

Number of seconds for which the idle state of a connection is monitored. If the connection is
not reserved by a job within the period specified in time, openUTM shuts down the
connection.

IDLETIME=0 means that the idle state of the connection is not monitored.

Default: 0
Minimum value: 60
Maximum value: 32767

If you specify a value that is greater than zero and smaller than the minimum value,
KDCDEEF replaces the value with the minimum value.

keysethamel

Specifies the maximum access rights of the partner application in the local application. The
name of a key set is to be specified in keysetnamel. The key set must be defined with a
KSET statement.

If the OSI TP partner does not pass a user ID to the local application for an OSI TP dialog,
then its access rights for this OSI TP dialog result from the set of key codes that are in the
key set generated with KSET= as well as with ASS-KSET= (intersection).

The key set keysetnamel should therefore also contain all key codes that are in the key set
generated with ASS-KSET=.

If the OSI TP partner does pass a user ID, then its access rights for this OSI TP dialog
result from the set of key codes that are contained in the key set of the user ID as well as in
the key set of the OSI-LPAP generated with KSET.

Default: No key set,
i.e. only those services can be started or remote services (LTAC) generated in the local
application can be addressed that are not secured with a lock code.

Authorization level of the partner application
The partner application can execute administration functions in the local application.

The partner application can execute SAT preselection functions in the local application, i.e.
it can activate and deactivate the SAT logging of certain events (UTM SAT administration
authorization).

The partner application can execute administration and SAT preselection functions in the
local application.

Default:
If the operand is not specified, the partner application cannot execute administration and
SAT preselection functions in the local application.
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QLEV=

STATUS=

ON

OFF

TERMN=

queue_level_number

Maximum number of asynchronous messages that can be accommodated in the message
gqueue of the OSI-LPAP partner. If this threshold value is exceeded, further APRO-AM calls
to this LPAP partner are rejected with UTM message 40Z.

Default: 32767
Minimum value: O
Maximum value: 32767 (i.e no restriction of the queue length)

Specifies whether the OSI-LPAP partner is locked. This status can be modified by the
administrator using the KDCLPAP administration command.

The OSI-LPAP partner is unlocked. Connections between the partner application and the
local application can be established or may be already in place.

Default: ON

The OSI-LPAP partner is locked. Connections cannot be established between the partner
application and the local application.

termn_id

Identifier up to two characters in length, which indicates the type of communication partner.
termn_id is not queried by openUTM, but is used by the user when querying or grouping
terminal types, for example. termn_id is entered in the KB header for services, i.e. for
services started by the partner application in the local application.

Default: A6
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6.5.36 PROGRAM - define a program unit

The PROGRAM control statement allows you to define the name and properties of a program unit.
If a ROOT table source is to be generated in the KDCDEF run (OPTION statement with GEN=ROOTSRC or
GEN=ALL), then you must issue at least one PROGRAM statement.

Generating UTM program units on BS2000 systems

PROGRAM  obj ect namne

objectname

COMP=

COWP={ ASSEMB

|
c |
coB1 |
FORL |
PASCAL- XT |
PLI 1 |
SPL4 |
I LCS }

, LOAD- MODULE=I nodnane |

Access point for a program unit (CSECT or ENTRY name). objectname may be up to 32
characters in length.

For details on the characters allowed refer to the section "Format of names".

Designates the runtime system that the program unit will be used for.
This is a mandatory operand.

You must specify COMP=ILCS for all program units that support ILCS (Inter Language
Communication Services), e.g. program units under COBOL85, FORTRAN90, C, etc.
Whether or not ILCS is supported depends on the compiler version used and on the runtime
system version under which the program unit runs.

The value that you must specify for COMP can be found in the appendix of the openUTM
manual “Using UTM Applications on BS2000 Systems”.

Please consider these notes especially if the programs were compiled with an older compiler
version.

COMP=C is a synonym for COMP=ILCS.
The KDCADM administration program must be generated with COMP=ILCS and
the KDCSHUT transaction code must be assigned at least with a TAC statement.
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LOAD-MODULE=

Imodname

LOAD-MODULE identifies the name of the load module in which the program unit was linked.
This load module must be defined using the LOAD-MODULE statement. Imodname can be
up to 32 characters in length.This name is subject to the same rules as the element names of
a program library (see also section "Format of names").

Please note the following when using the LOAD-MODULE operand:

® The KDCADM administration program must not be assigned to a load module generated
with LOAD-MODE=ONCALL in the LOAD-MODULE statement.
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Generating UTM program units on Unix, Linux or Windows systems

PROGRAM  obj ect nane
,COW={ C| COB2 | CPP | MFCOBOL | NETCOBOL }
[ , SHARED- OBJECT=shar ed_obj ect _nane ]

objectname

COMP=

CPP

COB2

MFCOBOL

NETCOBOL

SHARED-OBJECT=

Name of the access point of the program unit. The name must be alphanumeric and may
be up to 32 characters in length. For details on the characters allowed refer to the section
"Format of names".

Designates the compiler used to compile the program unit.

C compiler

Default: C
C++ compiler

COBOL compiler (Server Express / NetExpress / Visual COBOL)

This generates a COBOL program that was compiled using a COBOL

complier from Micro Focus.

Only numbers and uppercase letters can be used for the PROGRAM-ID and the access
points. This not only complies with IBM conventions, but also guarantees the portability of
the programs.

COBOL compiler (Server Express / NetExpress / Visual COBOL), has the same effect as
COB2. l.e. a COBOL program that was compiled using a Micro Focus Cobol compiler is
generated.

NetCOBOL compiler from Fuijitsu.

This parameter value is supported only on Unix and Linux systems.

A COBOL program that was compiled using the Fujitsu NetCOBOL compiler is generated.

CAUTION!
In a UTM application, programs must not be simultaneously generated with
MFCOBOL/COB2 and NETCOBOL!

shared_object_name

(Program exchange using the dynamic linker)

This operand need only be specified if the program unit is to be loaded dynamically.
shared object_name is the name of the shared object (Unix and Linux system) or DLL
(Windows system) into which the program unit was incorporated. This shared object/DLL
must be defined using the SHARED-OBJECT statement.
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6.5.37 PTERM - define the properties of a client/printer and assign an LTERM partner

The PTERM control statement allows you to define the properties of a physical client or printer of the UTM
application.

Clients are terminals, UPIC clients and transport system applications. Transport system applications (for short TS
application) are understood to be all applications that are generated as PTYPE=APPLI or PTYPE=SOCKET. See
also the PTYPE operand in the table in section "PTERM - define the properties of a client/printer and assign an
LTERM partner" (BS2000 systems) or "PTERM - define the properties of a client/printer and assign an LTERM
partner" (Unix, Linux and Windows systems).

You must always issue a PTERM statement for clients when connections to the client or printer are to be
established from the local UTM application.

The PTERM statement allows you to assign an LTERM partner defined using the LTERM statement to the client
[printer. A separate LTERM statement must be written for each client or printer (see also "LTERM - define an
LTERM partner for a client or printer" for more information on this subject).

If desired, you can first define the client/printer in a PTERM statement and then assign it to an LTERM partner later
on during operation by means of dynamic administration. Exceptions are UPIC clients and TS applications. You
need to assign an LTERM partner to these immediately.

If LTERM pools have not been generated (TPOOL statement, see "TPOOL - define an LTERM pool"), you must
assign a client in the LTERM= operand of at least one PTERM statement. Only then can a connection be
established in order to access the application.

i Printers are not supported by openUTM on Windows systems.

Address of the client or printer

For the application to be able to establish connections to the partner application, you must specify the partner
address. The following operands are used to do this:
® ptermname (name/T-selector of the communication partner)

®* PRONAM (name of the host partner)
On Unix, Linux and Windows systems, the name of the partner processor may only be specified if the partner is
a remote UPIC client (UPIC-R) or a TS application (PTYPE= APPLI or SOCKET).

® LISTENER-PORT (TCP/IP port number).
On BS2000 systems, LISTENER-PORT may only be specified with PTYPE=APPLI and PTYPE=SOCKET.

The following operands are used for further definition of the partner address on Unix, Linux and Windows systems:

® T-PROT (address format for the transport protocol used)
® TSEL-FORMAT (format identifier of the T-selector)

See section "Providing address information for the CMX transport system (Unix, Linux and Windows systems)" for
more information or section "Providing address information for the SOCKET transport system (Unix, Linux and
Windows systems)".

447



If the connection to a TS application is to be established via the socket interface with native TCP/IP as the transport
protocol, then you must specify the computer on which the TS application will run in PRONAM and the port number
on the host partner on which the TS application waits for requests to establish a connection from the network in
LISTENER-PORT. You must specify an application name that was generated for T-PROT=SOCKET in BCAMAPPL
(see also "BCAMAPPL - define additional application names").

You can specify whether or not openUTM is to handle code conversion in the MAP operand.

Uniqueness of names

When generating the CON, PTERM and MUX statements, please note that the name triplet (appliname or
ptermname, processorname, local_appliname) must be unique within the generation run.

i In order to make the generation of your UTM application more independent of the terminal type, it is
possible to incorporate terminals in the configuration without explicitly specifying their type. For this
purpose, set the PTYPE operand to *ANY. During connection setup, openUTM then takes the partner
type (PTYPE) from the user services protocol (connection letter) and checks whether or not this type is
supported. If not, openUTM rejects the connection request.

PTERM  pt er marne
[ , BCAMAPPL=| ocal _appl i nane ]
, CONNECT={ YES | NO} ]
, ENCRYPTI ON- LEVEL={ NONE | 3| 4| 52| TRUSTED } ]
, | DLETI ME=ti ne ]
, LI STENER- PORT=nunber ]
, LTERMEI t er mane ]
, MAP={ USER | SYSTEM | SYS1 | SYS2 | SYS3 | SY4 } ]
, PRONAME{ processornanme | C processornane’ | *RSO 1 }

[
[
[
[
[
[

only mandatory on BS2000 systems
[ ,STATUS={ ON | OFF } ]
[ ,TERWN=termm_id ]
[ ,USP-HDR={ NO | MG | ALL } ]

BS2000, Unix and Linux system specific operand
[ ,CD=printer_id ]
BS2000 specific operands

[ ,PROTOCOL={ N | STATION } ]
, PTYPE={ partnertyp | *ANY | *RSO }
[ JUSAGES{ D| 0} ]

Uni x, Linux and Wndows system specific operands

[ ,PTYPE={ partnertyp |

PRI NTER|( PRINTER ,printertype [ ,class ] ) }]
[ , T-PROT=RFC1006 | SOCKET ]
[ ,TSEL-FORMAT={ T | E| A} ]
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This operand value is only permitted on BS2000 systems
2 These operand values are only permitted on Unix, Linux, and Windows systems
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ptermname

Name of the client or printer up to 8 characters in length

The specified name must be unique and must not be assigned to any other object in name
class 3. See also section "Uniqueness of names and addresses"

The following cases can arise:
Socket applications (PTYPE=SOCKET)

® |f the connection is to be established from the local application to the client, then any
ptermname can be selected. It is only relevant internally in UTM then, e.g. for
administration.

® If the connection is to be established externally (initiated by the client), then ptermname
must contain the port number via which the client addresses the UTM application. You
must then specify the prefix “PRT* followed by 5 digits (with leading zeros, if necessary)
that designate the port number as the ptermname. For example, you must specify
ptermname=PRTO08050 if the client is to address the UTM application via the port 8050.

Establishing the connection externally to a specific PTERM is only possible by partners
that set their port numbers themselves when establishing a connection. openUTM does
not do this, i.e. you cannot issue any PTERM statements for a remote UTM application
that is to establish SOCKET connections to the local application. In this case, you need
to connect via an LTERM pool.

BS2000 systems:
When defining an RSO printer (PTYPE=*RSO), you must specify the name of the printer as
defined for RSO.

Unix, Linux or Windows systems:

For UPIC clients and TS applications with PTYPE=APPLI you must specify the T-selector
that is assigned to the client in the remote system for ptermname if OPTION CHECK-
RFC1006=YES.

In the case of printers, ptermname is the name of the spool queue or printer group as
defined during generation of the Unix or Linux system. To output the data, the printer
process (utmprint) calls the utmlp script (see PTYPE=PRINTER on "PTERM - define the
properties of a client/printer and assign an LTERM partner").

In the case of local terminals and pseudo terminals, the result of the command basenane
"ttty must be specified for ptermname in each PTERM statement so that the UTM
generation matches the terminal generation under the Unix or Linux system.

On Unix and Linux systems, the default ptermname assigned by openUTM may not be
unique. Depending on the type of network to which the system is connected, it is possible
to have two or more pseudo terminals for which the last term of the tty (after the last slash)
is identical. Only one terminal can use this ptermname to establish a connection with the
application. The connection request from the second terminal will be rejected by openUTM.
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BCAMAPPL=

CID=

CONNECT=

Example The system contains the ttys / dev/ pt s/ 12 and / dev/ i net/ 12. If terminal

/ dev/ pt s/ 12 requests a connection to the application with the ptermname 12 and
terminal / dev/ i net/ 12 is already linked to the application, the connection request issued
by / dev/ pt s/ 12 is rejected. You must use the last two parts of the output of the tty
command as the ptermname,; e.g. instead of PTERM 12, enter the statements PTERM pt s
/12 and PTERMi net/ 12.

You can also generate an LTERM pool with PTYPE=TTY instead.

Windows systems:
For terminals any name can be specified for ptermname.

local_appliname

Name of the local UTM application as defined in MAX ...,APPLINAME= or the BCAMAPPL
statement (see also "BCAMAPPL - define additional application names"). When
establishing a connection between the client/printer and the UTM application,
local_appliname must be specified as the partner name. In the case of terminals and
printers, the name defined in MAX ...,APPLINAME= must be used here. For PTERMs with
PTYPE=SOCKET you must specify a name in local_appliname that is generated using
BCAMAPPL ... T-PROT=SOCKET.

The BCAMAPPL name specified in the CLUSTER statement is not permitted here.

Default value:
Value in MAX APPLINAME-= (primary name of the UTM application). This default value
applies if BCAMAPPL= is not specified or contains blanks only.

printer_id
This operand is only supported on BS2000, Unix and Linux systems.

This applies only for printers assigned to a printer control LTERM. printer_id is used to
identify the printers at the printer control LTERM, and can be up to eight characters in
length.

The printer control LTERM is used to manage printers, printer queues and print jobs.

If the printer is assigned an LTERM partner for which a printer control LTERM has been
defined using LTERM ...,CTERM=ltermname?2, the printer itself is also assigned to this
printer control LTERM. The combination of /termnameZ2 of the printer control LTERM and
CID must be unique.

Default: A CID is not assigned to the printer

Specifies whether or not openUTM establishes a connection to the client or printer when
starting the application.

® On BS2000 systems CONNECT= is only relevant for TS applications, terminals and
printers.

® On Unix and Linux systems CONNECT= is only relevant for TS applications and printers.

® On Windows systems CONNECT= is only relevant for TS applications.
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YES When starting the application, openUTM automatically attempts to establish a connection.

In the case of printers generated with LTERM ...,PLEV > 0, openUTM does not attempt to
establish the logical connection until the PLEV value is exceeded.

If a connection cannot be established to a printer or TS application, openUTM makes
repeated attempts to establish the connection at intervals defined in MAX ...,CONRTIME.

BS2000 systems:
If a logical connection to a terminal cannot be set up, this can be performed explicitly by the
user at a later point in time.

Unix and Linux systems:
When starting the application, openUTM automatically creates a printer process for
executing print jobs, which is assigned to ptermname.

NO When starting the application, openUTM does not attempt to establish a connection.
CONNECT=NO must be specified for clients with PTYPE=UPIC-R and UPIC-L.

Default: NO

i Unix and Linux systems:
A printer process is not created for ptermname. This can only be achieved by
issuing the administration command KDCPTERM ACT=C (or KDCLTERM for the
assigned LTERM partner). The printer process can then accept print jobs from
work processes, which are directed to the appropriate spool queue.

ENCRYPTION-LEVEL=
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NONE

3145

Only relevant for UPIC clients that support encryption and on BS2000 systems for some
terminal emulations that support encryption also.

In ENCRYPTION-LEVEL you set the minimum encryption level for the communication with
the client.

You specify whether or not the UTM application should request encryption of the message
on the connection to the client. You can also define the client as a "trusted" client. See also
section "Message encryption connections to clients " for more information on encryption.

The client must be a openUTM-Client with the UPIC carrier system and with encryption
functions to be able to encrypt data on the connection to the client.

Default values:
TRUSTED is the default value for:
® HTTP clients und USP-Socket applications, which connect via a transport system

access point (BCAMAPPL), that is configured with T-PROT=(..., SECURE).
® Local UPIC clients (PTYPE=UPIC-L) on Unix, Linux and Windows systems

Other values for these partners are changed to TRUSTED by KDCDEF without issuing a
message.

NONE is the default value for

® all other types of communication partners.

For partners with PTYPE different from UPIC-R, and on BS2000 different from T9763, the
values 3, 4, 5 are changed to NONE by KDCDEF without issuing a message.

BS2000 systems:
A prerequisite for the use of encryption on connections between openUTM and terminal
emulations is VTSU-B >= V12.0C.

You can specify the following:

Encryption of the messages exchanged between the client and the UTM application is not
requested by openUTM by default.

Passwords are transmitted in encrypted form, if both partners support encryption.
Services for which encryption was generated for their service TACs (see ENCRYPTION-
LEVEL in the TAC statement starting on "TAC - define the properties of transaction codes
and TAC queues" ) can only be started by this client if the client negotiates encryption
when establishing the connection or establishing the conversation.

Encryption of the messages exchanged between the client and the UTM application is
requested by openUTM by default. The value specifies the encryption level. The client

cannot connect unless it supports at least this encryption level. Otherwise openUTM rejects

connection setup.

The values have the following meaning:

Passwords and input/output messages are encrypted using the AES-CBC algorithm. An
RSA key with a key length of 1024 bits is used to exchange the AES key.
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TRUSTED

IDLETIME=

Passwords and input/output messages are encrypted using the AES-CBC algorithm. An
RSA key with a key length of 2048 bits is used to exchange the AES key.

Input/output messages are encrypted using the AES-GCM algorithm. The AES key is
agreed using the Ephemeral Elliptic Curve Diffie-Hellman method (ECDHE). An RSA key
with a key length of 2048 bits is used to sign the public server key.

Level 5 is currently only supported by openUTM for LUW platforms.

BS2000 systems:
VTSU encryption is used for VTSU partners. (see manual "Security Handbook for Systems
Support")

i If the application is generated with OPTION GEN-RSA-KEYS=NO, no RSA keys
are created in the KDCDEF run. In order to use the encryption functions, you
must create the required keys using administration facilities (KC_ENCRYPT or
WinAdmin or WebAdmin) or transfer them from an old KDCFILE using KDCUPD.

The client is a "trusted” client.

Messages between the client and the application are not encrypted. A "trusted” client can
also start services whose service TACs request encryption (generated with TAC
ENCRYPTION-LEVEL= 2 | 5).

TRUSTED should only be selected if the client communication is conducted through a
secure connection.

time

May only be specified for dialog partners.

In time you enter the maximum time in seconds that openUTM may wait for input from the
client outside of a transaction, i.e. after the end of a transaction or after signing on. If this
time is exceeded, then openUTM clears down the connection to the client. If the client is a
terminal, then message K021 is output before the connection is cleared.

This function serves to improve data security: If a user forgets to sign off from the terminal
when taking a break or when finishing his or her work on the terminal, then the connection
to the terminal or client is automatically cleared down after the wait time has run out. This

reduces the chance of someone gaining unauthorized access to the system.

Default: O (= no wait time limit)

MAX TERMWAIT=(...,time2) is used for terminals (when it is set).
Maximum value: 32767

Minimum value: 60

If you specify a value that is greater than zero and smaller than the minimum value,
KDCDEF replaces the value with the minimum value.
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LISTENER-PORT=

LTERM=

number
Port number for establishing TCP/IP connections

With socket applications (T-PROT=SOCKET) the LISTENER-PORT= is a mandatory
operand.

All port numbers between 1 and 65535 are allowed.

BS2000 systems:

On BS2000 systems LISTENER-PORT may only be specified partners with PTYPE=APPLI
or PTYPE=SOCKET. In the case of PTYPE=SOCKET, LISTENER-PORT is a mandatory
operand.

For number you must specify the port number on which the partner application waits for
requests to establish a connection, i.e. the port number on the host partner through which
the partner application is addressed.

A port number that is not equal to 0 may only be specified if the local application specified
in the parameter BCAMAPPL is not generated with T-PROT=NEA.

Default: O (i.e. no port number)
In this case, the transport system uses the default port 102.

Unix, Linux and Windows systems:
LISTENER-PORT is only relevant for TS applications (PTYPE=SOCKET or APPLI).

The LISTENER-PORT is used with T-PROT=SOCKET to specify the port number used to
address the partner. No other addressing information is necessary.

Default: 0 (no port numbers)
When OPTION CHECK-RFC1006=YES, a port number must be specified in LISTENER-
PORT for PTERMs with PTYPE=APPLI.

ltermname

Name of the LTERM partner assigned to the client/printer ptermname. This name is used
by the client/printer to sign on to the UTM application, and can be up to eight characters in
length.

The LTERM operand is mandatory for clients with PTYPE=SOCKET, APPLI and UPIC-R.

The LTERM partner assigned to a client/printer can be changed during runtime using the
KDCSWTCH administration command, e.g. if the printer fails. However, it is not possible to
assign a dialog LTERM partner (LTERM USAGE=D) to a printer.

i For the printer pool function, you must issue several PTERM statements with the
same [termname. A printer pool consists of numerous printers assigned to a
single LTERM partner (see also section "Generating printer pools"). openUTM
then distributes print jobs cyclically to the various printers in the pool.

455



MAP=

USER

Controls the code conversion (EBCDIC <-> ASCII) for user messages exchanged between
communication partners.

User messages are passed in the message area on the KDCS interface in the message
handling calls (MPUT/MGET/FPUT/DPUT/FGET).

openUTM does not convert the data of the message area, i.e. the messages are
transferred between the partner applications unchanged.

Note that the user message contains the transaction code in TS applications (partners with
PTYPE=SOCKET or APPLI). It must be encoded in the form that the receiving system
expects, i.e. on BS2000 systems in EBCDIC and in ASCII on Unix, Linux and Windows
systems.

Default: USER

SYSTEM | SYS1 | SYS2 | SYS3 | SYS4

This parameter is only permitted for the following partners:
BS2000 systems: partners with PTYPE=SOCKET
Unix, Linux and Windows systems: partners with PTYPE=SOCKET or APPLI

UTM converts the user messages based on the conversion tables provided for the code
conversion (see section "Code conversion"), i.e.:

Prior to sending, the code is converted from ASCII to EBCDIC on Unix, Linux and Windows
systems and from EBCDIC to ASCII on BS2000 systems.

After receipt, the code is converted from EBCDIC to ASCII on Unix, Linux and Windows
systems and from ASCII to EBCDIC on BS2000 systems.

The specifications SYSTEM and SYS1 are synonymous.

UTM assumes that the messages contain only printable characters.
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PRONAM=

PROTOCOL=

{ processorname | C’processorname’ }

Name of the partner computer. The complete name (FQDN) by which the computer is
known in the DNS must be specified.

The name can be up to 64 characters long.

If processorname contains special characters it must be entered as a character string using
c....
BS2000 systems:

This name is defined during generation of the network. Please consult your network
administrator. The assignment of ptermname to processorname must be unique.

If a TS application is described with which the UTM application communicates via the
socket interface, then you must specify the symbolic address of the host partner for
processorname. The association of the symbolic address to the real IP address must be
entered in the name service of the local system (in the RDF file). You must not specify an
alias of the host.

When defining an RSO printer (PTYPE=*RSO), you must specify *RSO here.

In the case of clients connecting directly via OMNIS, i.e without mulitplex connection, you
must specify PRONAM=omnis-host where omnis-host is the host on which OMNIS is
loaded.

This is a mandatory operand.

PRONAM need not be specified if a default value for this operand is defined beforehand
using the DEFAULT statement.

Unix, Linux and Windows systems:

On Unix, Linux and Windows systems PRONAM= is permitted only for remote UPIC clients
(PTYPE=UPIC-R) and TS applications (PTYPE=SOCKET or APPLI).

For processorname, you enter the real host name under which the IP address of the
partner computer is entered in the name service of the local system (e.g. the hosts file) see
"Specifying computer names in KDCDEF generation”. You must not specify alias names of
the computer.

No distinction is made between uppercase and lowercase notation; KDCDEF always
converts the name of the partner computer into uppercase.

processorname is a mandatory operand for PTYPE=APPLI, SOCKET or UPIC-R.

Default for PTYPE=TTY, UPIC-L or PRINTER: blanks

User services protocol used on connections between the UTM application and the client
[printer
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STATION

PTYPE=

A user services protocol is not used between the UTM application and the client/printer.

PROTOCOL=N must be set for UPIC clients (PTYPE=UPIC-R), TS applications
(PTYPE=SOCKET or APPLI) that communicate with the UTM application via the socket
interface (native TCP/IP) and for printers accessed via RSO (PTYPE=*RSO).

Clients with PROTOCOL=N cannot sign on to the UTM application via a multiplex
connection (MUX statement).

PROTOCOL=N must be specified for clients connecting directly via ONMIS (i.e. without
multiplex connection).

If you specify PTYPE=*ANY, openUTM ignores the entry PROTOCOL=N and automatically
sets PROTOCOL=STATION.

Default with PTYPE=SOCKET, APPLI, UPIC-R or *RSO.

The user services protocol (NEABT) is used between the UTM application and the client
[printer.

PROTOCOL=STATION must be specified for clients generated with PTYPE=*ANY. In this
case, openUTM requires the user services protocol (NEABT) to determine the device type
of the client or printer.

For UPIC clients (PTYPE=UPIC-R), TS applications (PTYPE=APPLI or SOCKET) or
printers that are addressed via RSO (PTYPE=*RSO), you are only permitted to specify
PROTOCOL=N. If you specify PROTOCOL=STATION it will be ignored.

Default with PTYPE! =SOCKET , UPIC-R or *RSO.

Type of communication partner

PTYPE on BS2000 systems:

partnertyp

This is a mandatory operand on BS2000 systems.

For PTYPE you must specify the partner type partnertyp of the client or
printer, the value *ANY, or the value *RSO for RSO printers.

Type of communication partner, i.e. type of client or printer. The value specified in
partnertyp must match to the type that has been set in the terminal emulation used, for
example. The partner type must be entered either in the PTYPE parameter here, or using a
DEFAULT statement. The following partner types are supported:

Partner PTYPE TERMN
DSS 9748 To7481)  FE
DSS 9749 T9749 FE
DSS 9750 To7501)  FE
DSS 9751 T9751 FE
DSS 9752 T9752 FF
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DSS 9753

DSS 9754

DSS 9755

DSS 9756

DSS 9763

DSS 9770

DSS 9770R
FHS-DOORS Front End
DSS 3270 (IBM)

DSS X28 (TELETYPE)
DSS X28 (VIDEO)
FHS-DOORS Front End
Data station PT80

9001 printer

9002 printer

9003 printer

9004 printer

9001-3 printer

9001-893 printer

9011-18 printer
9011-19 printer
9012 printer
9013 printer
9021 printer
9022 printer

3287 printer

T9753
T9754
T9755 2
T97562)
T9763
T9770
T9770R
DSS-FE
T3270
THCTX28
TVDTX28
DSS-FE
TPT80
T9001
T9002
T9003
T9004
T9001-3

T9001-
893

T9011-18
T9011-19
T9012
T9013
T9021
T9022

T3287

FE

Fl

FG

FG

FH

FK

FK

FH

FL

C6

FH

C4

C7

FA

F9

FD

CA

CB

CcC

CD

CE

C9

CH

CF

CG
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Transport system application that is not a socket application, e.g.: = APPLI Al
DCAM, CMX or UTM application.

Intelligent terminal THOST A3
UPIC client UPIC-R A5
USP-Socket application SOCKET | A7
HTTP client SOCKET | A8
Secure USP-Socket application SOCKET | A9
HTTPS client SOCKET @ AA

DThe PTYPESs T9748 and T9750 refer to the same terminal type.
2)The PTYPESs T9755 and T9756 refer to the same terminal type.

The VTSU version in which the individual terminals are supported can be found in the
respective DCAM, FHS and TIAM manuals. If a terminal is not supported by VTSU,
openUTM rejects connection requests from this terminal and outputs UTM messages K064
and K107.

*ANY A PTYPE=*ANY entry generates a VTSU client. The client/printer is incorporated in the
configuration without precise information on the device type. During connection setup,
openUTM takes the device type from the user services protocol. Only then can it be
determined whether or not the partner type is supported.

The advantage of PTYPE=*ANY is that it allows you to include clients in the configuration
without having to know how their type. The configuration is also easier to maintain,
because even if the type is modified in the terminal emulation, for example, this client can
still sign on to the application without having to modify the KDCDEF generation.

If terminal mnemonics (TERMN operand) are not explicitly generated for clients defined
with PTYPE=*ANY, the default terminal mnemonic of the partner type is used for
connection setup.

*RSO If PTYPE=*RSO, support is provided for printers via RSO. Instead of establishing a
transport connection, openUTM reserves the printer in RSO and transfers the message to
be printed to RSO.

PTYPE on Unix, Linux and Windows systems:
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partnertyp Type of communication partner, i.e. type of client or printer. For partnertyp you can specify

the following:

Partner

Terminal

PRINTER (only on Unix and Linux systems)

PRINTER, printertype, class (only on Unix and Linux systems)

Transport system application that does not use the socket
interface (for example UTM, CMX or DCAM application).

local UPIC client

remote UPIC client

USP socket application

HTTP client

secure USP socket application

secure HTTP client

Default: TTY

PRINTER Printer without additional parameters.

PTYPE

TTY

PRINTER

PRINTER

APPLI

UPIC-L

UPIC-R

SOCKET

SOCKET

SOCKET

SOCKET

TERMN

F1

F2

F3

Al

A2

A5

A7

A8

A9

To output the data, the printer process (utmprint) calls the utmip script. Parameters are
also passed to utmip in the call in addition to the data to be printed. utmlp then passes the

data by default to the Ip command, see information on the utmip script in section "PTERM -

define the properties of a client/printer and assign an LTERM partner").

(PRINTER, printertype,[class]) (only on Unix and Linux systems)
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Printer with extended parameters.

To output the data, the printer process (utmprint) calls the utmip script. Parameters are
also passed to utmip in the call in addition to the data to be printed. utmip passes the data
with the value of class set to destination to the Ip command (for information on the utmip
script utmip see below).

printertype

Designates the printer type of the printer to be used for printing. If there are special
characters in the value of the printertype parameter, then you must place the value in
single quotes.

Maximum length of printertype: 8 characters

class

Name of the printer group (printer class).

If the name of the printer group contains special characters, then you must place the value
in single quotes.

Maximum length: 40 characters

Default value: value of ptermname

Information on the utmip script:

The utmip script is also supplied with openUTM. You will find it in the SUTMPATH/shsc
directory.

The parameters which are transferred to the script utmip dependent on the PTERM
statement are documented in the script itself.

The script is accessed at runtime using the $PATH variable.

You can edit the script to modify the message before printing or print it over the network,
for example.

If printing was successful, the script returns exit code 0 (null). If the script returns an exit
code other than 0, then the connection to the printer process is cleared and another
attempt is made to output the data once the connection has be reestablished.

i With clients of type APPLI,SOCKET or UPIC-R, it may appear to openUTM that a
connection to the client still exists, even though the client is no longer actually
linked to the application and therefore attempts to reestablish the connection. For
this purpose, the client sends a connection request to openUTM, which causes
openUTM to shut down the “existing” connection.

With clients of type APPLI or SOCKET, openUTM then automatically initiates the
setup of a new connection.For UPIC clients, the initiation to establish a new
connection must be made by the UPIC client.

STATUS= Status (locked or unlocked) of the client/printer when the application is started.
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ON

OFF

TERMN=

T-PROT=

RFC1006

SOCKET

The client or printer is unlocked. If the LTERM partner used by the client/printer to sign on
to the UTM application is not locked, connections can be establish or may already be in
place.

Default: ON

The client or printer is locked. Connections cannot be established between the client/printer
and the local application. The client/printer can be released by the administrator.

termn_id

Identifier up to two characters in length, which indicates the type of client. openUTM
provides this identifier to the application program in the KCTERMN field of the KB header.
termn_id is not queried by openUTM, but can be used by the user for analysis purposes.

Default values:

If this operand is not specified, openUTM sets the KCTERMN field to the default ID of the
partner type specified in the PTYPE operand. However, the user can select other values if
desired.

BS2000 systems:

The default values are listed in the partner type table for the PTYPE= operand in section
"PTERM - define the properties of a client/printer and assign an LTERM partner".

If TERMN is not explicitly specified for clients generated with PTYPE=*ANY, openUTM
does not enter the terminal mnemonic in KCTERMN until the connection is established.
This is the default terminal mnemonic of the type specified in the user services protocol of
the connection request.

Unix, Linux and Windows systems:
The default values are listed in the table below.

This operand is only supported on Unix, Linux and Windows systems.

The address format with which the OSI TP partner signs on to the transport system. Is only
relevant for PTYPE=SOCKET, APPLI and UPIC-R.

Information on the following address formats can be found in the section "PCMX
documentation" (openUTM documentation).

Address format RFC1006

Communication is conducted via the socket interface.

SOCKET may only be specified if the name of the local UTM application that you specified
in BCAMAPPL is generated with T-PROT=SOCKET.

The specification of a port number in the LISTENER-PORT operand is mandatory.

The default value for T-PROT depends on the PTYPE specification:

T-PROT=RFC1006 when PTYPE=APPLI or UPIC-R
T-PROT=SOCKET when PTYPE=SOCKET
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TSEL-FORMAT=

USAGE=

USP-HDR=

NO

MSG

ALL

This operand is only supported on Unix, Linux and Windows systems.

The format identifier of the T-selector in the transport address of the client.
TSEL-FORMAT is only relevant for PTYPE=SOCKET, APPLI and UPIC-R.

The format identifier specifies the coding of the T-selector in the transport
protocol. You will find more information in the section "PCMX documentation" (openUTM
documentation).

TRANSDATA format
EBCDIC format

ASCI| format

It is recommended to explicitly specify a value for TSEL-FORMAT for operation via
RFC1006.

This specifies whether the communication partner is a dialog partner or purely an output
medium.

The client is a dialog partner. Messages can be exchanged between the client and the
local application in both directions.

UPIC clients (PTYPE=UPIC-R) are always dialog partners.
An LTERM partner with USAGE=D must not be assigned to a client with USAGE=0.

This is the default value if PTYPE=SOCKET, APPLI, UPIC-R, and for terminals.

The communication partner is a printer. Messages can only be sent from the application to
the printer.

Default:
This is the only value permitted for partners generated with PTYPE=*RSO.

This parameter is used to control the output messages for which openUTM is to establish a
UTM socket protocol header on this connection.

A description of the USP header can be found in the openUTM manual ,,Programming
Applications with KDCS”.

This parameter is only relevant for PTERMs with PTYPE=SOCKET.

openUTM does not create a UTM socket protocol header for any of the output messages.

Default.

Only when outputting K messages does openUTM create and prefix the message with a
UTM socket protocol header.

openUTM creates and prefixes all output messages (dialog, asynchronous, K messages)
with a UTM socket protocol header.
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6.5.38 QUEUE - reserve table entries for temporary messages queues

The QUEUE control statement allows you to specify the number of temporary queues that are permitted to exist in
the application at any one time. In the KDCFILE the appropriate number of table entries are reserved for temporary
gueues. You can also define the default settings for these queues.

Temporary queues are suitable, for example, for communication between two services. These can be created and
deleted dynamically during operation using the KDCS calls QCRE and QREL.

The QUEUE statement may only be specified once during a generation run!

For more information about queues and possible applications please refer the openUTM manual “Concepts und
Functions”.

QUEUE = NUMBER=queue- nunber
[ , QEV=queue_I| evel nunber ]
[ ,QVCDE = { STD | WRAP- AROUND } ]

NUMBER= gueue-number

Specifies the maximum number of temporary queues that are permitted to exist at any one
time during an application run.

Minimum value: 1
Maximum value: 500.000

QLEV= gueue_level _number

(Queue Level)

Specifies the standard value for the maximum number of messages that may exist at any
one time in a temporary message queue.

The maximum number of messages can be defined specifically using the KDCS call QCRE
(KCLA parameter) for each queue when the queue is generated. The default value
generated with QLEV=is used if the value O is entered in the parameter KCLA.

QLEV=32767 means that the number of messages in the queue is not limited by default.

Default: 32767 (or in other words, an unrestricted queue length)
Minimum value: 1
Maximum value: 32767 (or in other words, an unrestricted queue length)

QMODE= (Queue Mode)
Determines the behavior of openUTM in the event that the maximum number of messages
saved in a temporary queue has been exceeded and the queue level is thus reached.
The value generated here is used when dynamically creating a temporary queue if no other
value is specified in the KDCS call QCRE.

STD openUTM rejects all additional messages for the queue with a negative return code if the
gueue level has been reached.

Default: STD

WRAP-AROUND openUTM continues to accept messages for the temporary queue, even if the queue level
has already been reached. When writing a message to the queue openUTM deletes the
oldest messages in the queue and replaces it with the new one.
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6.5.39 REMARK -insert acomment line

The REMARK control statement allows you to insert a comment in the KDCDEF control statements. Comments
must not extend beyond one line.

REMARK conment

comment Any character string

A comment line can also be created by inserting an asterisk * in column 1.
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6.5.40 RESERVE - reserve table locations for UTM objects

If you use the functions of the program interface KDCADMI for dynamic configuration during application operation,
or want to add dynamic objects using the WinAdmin or WebAdmin administration workstation, then you must use
the RESERVE statement to reserve table spaces in the object tables of openUTM at the KDCDEF generation.

Further information on dynamic configuration can be found in section "Changing theconfiguration of an application
dynamically”.

The RESERVE statement can only be issued once for each object type. The following is valid for a RESERVE
statement with OBJECT=ALL:

* After RESERVE OBJECT=ALL is specified, it is not possible to enter any additional RESERVE statements.

* Before RESERVE OBJECT=ALL all object-specific RESERVE statements are permitted. These object-specific
RESERVE statements take priority.

Due to internal dependencies, the KDCDEF generation tool may reserve more objects than specified in RESERVE
statements. The exact number of objects of the reserved entries for an object type is output in a message.

RESERVE OBJECT={ ALL [ , CARDS=percent1l ] [ , PRI NClI PALS=percent2 1]
|
CON I
KSET |
LSES |
LTAC |
LTERM |
PROGRAM |
PTERM |
TAC |
USER [ , CARDS=percent1l ] [ , PRINClI PALS=percent2l ] }
[ { , NUMBER=number | , PERCENT=percent3 } ]

Lonly permitted on BS2000 systems

OBJECT= Table locations are reserved for objects of the specified type. These objects can then be
entered in the configuration dynamically as required.

ALL [ ,CARDS=percentl ][ ,PRINCIPALS=percent2 ]

(CARDS= and PRINCIPALS= are only permitted on BS2000 systems)
Table locations can be reserved for objects of type CON, KSET, LSES, LTAC, LTERM,
PROGRAM, PTERM, TAC and USER, which are then entered dynamically.

With objects of type USER, CARDS=percentl means that up to percent1% of users entered
dynamically can be defined with an ID card.

PRINCIPALS=percent2 means that up to percent2% of users entered dynamically can be
defined with a Kerberos authentication.

Default for percentl/percent2: 0%, i.e. no users can be entered dynamically with an identity
card or Kerberos authentication.
Maximum value for percentl/percent2: 100%
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CON

KSET

LSES

LTAC

LTERM

PROGRAM

PTERM

Table entries are reserved for the transport connections to LU6.1 partner applications, for
example, for objects of type CON.

Table entries are reserved for the key sets, for example, for objects of type KSET.
Table entries are reserved for the LU6.1 session names, for example, for objects of type LSES.

Table entries are reserved for the local service names via which the service programs in
partner applications can be started. These are objects of the type LTAC.

Table locations are reserved for objects of type LTERM

Please note that the following object components must be generated statically and cannot be
entered dynamically:

® A client with PTYPE=APPLI cannot be assigned dynamically to an LTERM partner without
an autosign USER with the name of a statically generated USER.

® A client with PTYPE=APPLI cannot be assigned dynamically to an LTERM partner without
an autosign USER defined with the name of a statically generated user.

¢ the format handling system when using formats

® the sign-on procedure with #formats.

Table locations are reserved for objects of type PROGRAM

Objects of type PROGRAM can only be entered dynamically in applications generated with
load modules (BS2000 systems), shared objects (Unix and Linux systems) or DLLs (Windows
systems).

Please note that the following object components must be generated statically and cannot be
entered dynamically:

® Programming languages (PROGRAM ...,COMP=) must be generated statically using the
PROGRAM statement.

® With ILCS-compatible languages (COMP=ILCS), the static generation of an ILCS program
is sufficient.

®* LOAD-MODULEs in PROGRAM must be generated statically using the LOAD-MODULE
statement.

® For applications generated without load modules on BS2000 systems, the PROGRAM
names specified when entering a new TAC must be generated statically.

® For applications generated without shared objects/DLLs, the program names specified when
entering a TAC must be generated statically.

Table locations are reserved for objects of type PTERM.

For each client with PTYPE=APPLI, SOCKET, UPIC-R or UPIC-L, openUTM implicitly creates
a USER. If such clients generated dynamically, this must be taken into consideration in the
NUMBER= or PERCENT= operand for OBJECT=USER.

Please note that BCAMAPPL names must be generated statically and cannot be entered
dynamically.
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TAC

Table locations are reserved for objects of type TAC.

Please note that the following object components must be generated statically and cannot be
entered dynamically:
® TAC classes

® |f TACs are to be created dynamically for X/Open program units, at least one X/Open TAC
must be generated statically.

USER [ ,CARDS=percentl ] [ ,PRINCIPALS=percent2 ]

(CARDS= and PRINCIPALS= are only permitted on BS2000 systems) Table locations are
reserved for objects of type USER.

If user IDs have not been generated for an application, i.e. the generation does not contain any
USER statements, table locations cannot be reserved for objects of type USER. This is
because KDCDEF already reserves an

object of type USER internally for each reserved object of type LTERM. The number of users
reserved by KDCDEF in this way is output in a UTM message.

BS2000 systems:

On BS2000 systems CARDS=percentl means that up to percent1% of users entered
dynamically can be defined with an ID card. PRINCIPALS=percent2 means that up to percent2
% of users entered dynamically can be defined with a Kerberos authentication.

Default for percentl/percent2: 0%, i.e. no users can be entered dynamically with an identity
card or Kerberos authentication. Maximum value for percentl1/percent2: 100%

Please note that the following object components must be generated statically and cannot be
entered dynamically:
® the format handling system when using formats

® the sign-on procedure with #-formats

UTM creates an internal user ID for all TS applications (PTYPE=APPLI/ SOCKET) and UPIC
clients (PTYPE=UPIC-R). The NUMBER or PERCENT specification must be increased
appropriately if these PTERMSs are to be entered dynamically.
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NUMBER=

PERCENT=

number
Maximum number of objects of the specified type which can be entered dynamically.

If OBJECTS=ALL, up to number objects of the types listed in the syntax diagram can be
entered dynamically.

* NUMBER=0 The number of objects of the specified type can be increased dynamically to
the maximum value, i.e. the maximum number of names that can be generated as specified
in section "Number of names ".

* NUMBER! =0 This reduces the storage space occupied by the UTM application. If the
number of objects to be reserved is greater than the maximum number of names that can be
generated (see "Number of names "), then this statement has the same effect as
NUMBER=0.

Minimum value: 0

Maximum value:

® 32000 for LTAC, KSET, TAC and PROGRAM
® 65 000 for CON, LSES, LTERM, PTERM

® 500 000 for USER, LTERM, PTERM

The following also apply:

® The sum of the reserved entries for an object type and the number of statically generated
names of the associated name classes must not exceed the maximum number of permitted
entries for these name classes (see "Number of names").

® The sum of the reserved CONs and PTERMs must not be greater than 500 000.
® The sum of the reserved LSES and USER must not be greater than 500 000.

At the end of the KDCDEF run, the number of entries reserved for each object type is output
with message K502.

percent3

Number of objects of the specified type which can be entered dynamically, expressed as a
percentage of the total number of objects of this type which have been generated statically.

The advantage of a percentage specification is that the number of objects that can be entered
dynamically automatically increases at the same rate as the number of statically generated
objects of the respective type in each generation (assuming the RESERVE statements are not
modified).

PERCENT=percent3 has the same effect as the equivalent
NUMBER=number, i.e. PERCENT=0 has the same effect as NUMBER=0.

PERCENT! =0 reduces the storage space occupied by the UTM application. If the number of
objects to be reserved is greater than the maximum number of names that can be generated
(see "Number of names"), this statement has the same effect as PERCENT=0.

Default: 10
Minimum value: 0
Maximum value: Number of names that can be generated
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6.5.41 RMXA - define a name for an XA database connection (Unix, Linux and Windows

systems)

The XA interface standardized by X/Open allows you to link openUTM to any Resource Manager that supports this

interface, e.g. the database system Oracle. openUTM supports this connection via the XA CAE interface (CAE

specification).

A separate RMXA statement must be issued for each Resource Manager instance.

The start parameters for the Resource Manager generally determine the database to which openUTM is linked via

the Resource Manager.

RMXA = XASW TCH=nane
[ , USERI D=user nanme | C usernane' |
[ , PASSWORD=C password' ]
[ ,DLLIMPORT={ YES | NO} ]
[ , XA-1 NST[ - NAME] =i nst - nane ]

XASWITCH=

USERID=

PASSWORD =

DLLIMPORT=

name

Name of the xa_switch_t structure of the Resource Manager, which is made known to
openUTM. The value entered for name is predefined in the respective Resource Manager.
The name my be up to 54 characters in length. Further information can be found in section
"Defining database linking".)

This is a mandatory operand.

username | C'username’
If a user name is to be passed to the database system in lowercase characters, then you
must use the format C'username'.

i Alternatively, the user name can be transferred to the database system by means

of start parameters.

It is possible to modify the user name and/or the password by means of dynamic
administration.

C'password'

Specifies a password for the database system. The password can be up to 30 characters in
length. openUTM passes the password to the database system if the placeholder
*UTMPASS has been specified for the password in the Open string. In other words
openUTM replaces *"UTMPASS' in the start parameter by the value generated here.

Alternatively, the password can be transferred to the database system by means of start
parameters.

Specifies how the xa_switch_t structure of the Resource Manager is to be addressed.
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YES

NO

XA-INST-NAME=

Only permitted in openUTM on Windows systems.

The xa_switch_t structure is addressed with dl | i nport .

You must generate DLLIMPORT=YES to connect to Oracle on Windows
systems.

The xa_switch_t structure is addressed using ext er n.

Default: NO

This parameter is permitted only if TYPE=XA was specified.
inst-name is the local name for the XA instance which is 1 to 4 characters long.

If more than one RMXA statement